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CHAPTER 15

How Team Awareness 
Influences Perceptions 
of Developer Productivity
Christoph Treude, University of Adelaide, Australia

Fernando Figueira Filho, Federal University of Rio Grande do 
Norte, Brazil

�Introduction
In their day-to-day work, software developers perform many different activities: 

they use numerous tools to develop software artifacts ranging from source code 

and models to documentation and test cases, they use other tools to manage and 

coordinate their development work, and they spend a substantial amount of time 

communicating and exchanging knowledge with other members on their teams and 

the larger software development community. Making sense of this flood of activity and 

information is becoming harder with every new artifact created. Yet, being aware of all 

relevant information in a software project is crucial to enable productivity in software 

development.

In formal terms, awareness is defined as “an understanding of the activities of others, 

which provide context for your own activity.” In any collaborative work environment, 

being aware of the work of other team members and how it can affect one’s own work 

is crucial. Maintaining awareness ensures that individual contributions are relevant 

to the group’s work in general. Awareness can be used to evaluate individual actions 

against the group’s goals and progress, and it allows groups to manage the process of 

collaborative working [1].

https://doi.org/10.1007/978-1-4842-4221-6_15
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Contributing to a software project requires a multitude of different kinds of 

awareness, ranging from high-level status information (e.g., What is the overall status 

of the project? What are the current bottlenecks?) to more fine-grained information 

(e.g., Who else is working on the same file right now and has uncommitted changes? 

Who is affected by the source code I am writing at the moment?). Awareness includes 

both short-term, momentary awareness (awareness of events at this particular point in 

time, such as the current build status) and long-term, historical awareness (awareness 

of past events, such as code evolution and team velocity). As the complexity of software 

systems grows, maintaining awareness of all relevant context is becoming increasingly 

challenging. To address this situation, many tools have been developed over the last 

decades to help developers maintain awareness of everything that goes on in a project.

Given the plethora of information available, tools that support awareness for 

software developers inevitably need to abstract some details and have to aggregate 

information. This leads to risks. The aggregation of developer activity information has 

the potentially unintended side effect of quantifying the developer’s work, enabling 

productivity comparisons across developers and time. As an example, imagine a tool 

that aims to provide high-level information about what a developer is working on at 

the moment. Such a tool will likely be able to say that a developer is working on three 

features (by counting the open issues assigned to this developer, for example), but it 

might not be able to say that a developer is currently working on refactoring a database 

connector, fixing a bug in the persistence layer of the application, and improving the 

performance of a query (which would require an automated understanding of the 

semantics of the open issues). Of course, a tool could simply list all open issues, but this 

would lead to information overload.

In this chapter, we discuss this tension between awareness information and 

productivity measures, and we advocate for the design of tools that enable awareness 

without quantifying information. We also report on the findings from an empirical study 

in which we asked developers about how to design such tools. The study revealed that 

awareness can influence developers’ perceptions of the productivity of their colleagues 

and that developers do not feel that productivity can be collapsed into a single metric. 

We conclude that while automated tools for making sense of everything that goes on in 

a software project are necessary to enable developer awareness, such tools need to focus 

on summarizing instead of measuring information.
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�Awareness and Productivity
We first illustrate the relationship between team awareness and developer productivity, 

using an existing categorization of awareness types as a guideline [2].

•	 Collaboration awareness: Collaboration awareness refers to the 

perception of group availability, i.e., whether people are in the same 

physical place, who is online/offline, and their virtual availability. 

In software development—and in many other domains—these 

concepts are directly related to productivity. If a member of a 

software development team is perceived to be unavailable, it is easy 

to conclude that they are not productive, whereas a team member 

who is always online and/or in the same physical place would be 

perceived as being productive.

•	 Location awareness: Location awareness refers to the geographical and 

physical nature of spaces, e.g., where someone is physically located. 

Similar to collaboration awareness, the physical location of team 

members can be related to perceptions of their productivity. This might 

be the case if co-workers who share the same office space are perceived 

as having more or less productivity compared to others, but it might also 

have cultural implications, e.g., if developers in an outsourcing location 

are perceived differently simply based on their location.

•	 Context awareness: Context awareness allows a group of co-

workers to maintain a sense of what is going on in the virtual space. 

In software development projects, context awareness can, for 

example, refer to the context of a shared task, e.g., the progress of a 

development team toward the next release. If the development team 

is perceived as not being on track, this type of awareness can easily be 

used to reach conclusions about a team's lack of productivity.

•	 Social awareness: According to Antunes et al., social awareness is 

related to the understanding of “social practice, i.e., the others’ roles 

and activities, or what and how the group members are contributing 

to a task.” It is easy to see then how social awareness in a software 

development team is linked to developer productivity. If a team 

member’s contributions to a task are perceived as not good enough, 

they will be considered as unproductive, and vice versa.
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•	 Workspace awareness: Workspace awareness is defined as the 

up-to-the-moment understanding of another person’s interaction 

with the shared workspace, i.e., awareness of people and how 

they interact with the workspace rather than just awareness of the 

workspace itself [3]. This type of awareness is also directly linked to 

productivity: if a developer’s interactions with the shared workspace, 

e.g., the issue tracking system of a software project, are not as 

frequent or fruitful as expected, this developer will be seen as being 

unproductive.

•	 Situation awareness: Situation awareness refers to being aware of 

what is happening in the vicinity to understand how information, 

events, and one’s own actions will impact goals and objectives. 

Applied to software development, this definition could refer to 

peripheral awareness of the work of other teams that are working 

on the same product, awareness of updates to libraries that a 

particular product relies on, or awareness of technology trends [4]. 

As with the other awareness types, this kind of awareness also links 

to productivity: if another team is not delivering the feature they are 

supposed to deliver or a critical bug in a library is not being fixed, 

developers can be seen as unproductive.

�Enabling Awareness in Collaborative Software 
Development
There are many different kinds of information that developers need to be aware of in any 

software development project, as discussed in the previous section. However, with the 

flood of activity and information in a software repository, it is impossible and also often 

not necessary for a developer to maintain awareness of every aspect of a project. As a 

result, a mechanism for filtering and aggregating relevant information is needed.

Many tools such as feeds and dashboards (see Chapter 16) have been developed 

to help developers maintain awareness and aggregate relevant information. However, 

these tools often focus on quantitative instead of qualitative aspects since it is arguably 

easier to count the number of open issues than interpret what these issues are about, 

for example. In the next sections, we discuss developers’ opinions on the aggregation of 

awareness information using both quantitative and qualitative means.

Chapter 15  How Team Awareness Influences Perceptions of Developer Productivity
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�Aggregating Awareness Information into Numbers
Automated tools for extracting, aggregating, and summarizing development activity are 

essential to provide software teams with crucial awareness information. To investigate 

how to design such tools, in earlier work [5] we asked developers how they would design 

quantitative and qualitative aspects of such tools. We first summarize our findings with 

regard to the quantitative aspects, which revealed the risk of misinterpreting awareness 

information as productivity measures.

Our study participants stressed that no single metric, e.g., lines of code, number of 

tasks, etc., would truly reflect the wide range of activities a developer may take action on 

throughout the development life cycle of a software product. For instance, conceptual 

work is hardly measurable and may go unnoticed just by monitoring a metric, as shown 

in this example from one of our study participants: “It’s difficult to measure output. 

Changing the architecture or doing a conceptual refactoring may have significant impact 

but very little evidence on the code base.” Similarly, the difficulty of a task cannot be 

measured in lines of code.

Software projects may go through different stages in their development cycle. 

According to our study participants, these variabilities from project to project make 

it difficult to devise any uniform, one-size-fits-all measurement system that would 

work across different project contexts and distinct development workflows (challenges 

detailed in Chapter 2). Also, developers may assume different roles in a single day. For 

instance, interacting with customers and users was regarded by our study participants 

as an activity that is difficult to measure, although it is an integral part of development 

work: “We do systems for people in the first place.”

Another problem perceived by our study participants is that measures can be gamed 

so that any automatic system aimed at measuring productivity would be potentially 

exploitable. This applies in particular to simple measures such as the number of issues 

or number of commits: “A poor-quality developer may be able to close more tickets than 

anyone else, but a high-quality developer often closes fewer tickets but of those few, 

almost none get reopened or result in regressions. For these reasons, metrics should seek 

to track quality as much as they track quantity.”

Given the limited value of numbers as a means to provide developers with 

meaningful information, we next investigate the potential of qualitative mechanisms, in 

particular summarization, to improve the quality of awareness information.

Chapter 15  How Team Awareness Influences Perceptions of Developer Productivity

https://doi.org/10.1007/978-1-4842-4221-6_2


174

�Aggregating Awareness Information into Text
As we have discussed in the previous section, aggregating the work of software 

developers into numbers has many disadvantages. However, information in a software 

repository has to be aggregated to enable awareness without having to look at every 

artifact created, modified, or deleted. With this in mind, in our earlier work [5], we 

presented our study participants with the following scenario: “Assume it’s Monday 

morning and you have just returned from a week-long vacation. One of your colleagues 

is giving you an update on their development activities last week.” We then asked them 

what information they would expect to be included in such a summary. In the following 

paragraphs, we summarize the answers we received from developers.

Many of the events in the day-to-day work of software developers can be categorized 

according to whether they are expected or unexpected. Expected events comprise 

status updates that are generally not surprising to a software developer—such as 

a development task moving from open to closed—while unexpected events are 

unforeseen, for example the presence of a critical bug. Our participants requested that 

both kinds of events should be included in summaries of development activity.

Summaries of expected events in software development projects are mostly 

concerned with how different artifacts, such as development tasks or user stories, move 

through the development cycle. For example, one participant requested what they called 

“task state transition history—which tasks were taken, which were done, which were 

tested.” An important dimension of expectations is planning—our participants were 

also interested to hear about short-term and long-term plans as well as the goals driving 

these plans.

Basic awareness tools for software developers typically support this kind of 

awareness of development artifacts and plans. For example, a burndown chart 

visualizes the actual work being done compared to a plan, and a kanban board shows 

tasks along with their current status. However, these tools are still limited in their 

expressiveness: A burndown chart cannot explain why a project is not on track, and 

it can also easily be misinterpreted as measuring productivity. In addition, it can be 

gamed, for example by overestimating user stories. Kanban boards can aggregate only 

to a certain extent—if the number of tasks or work items included in the kanban board 

becomes too large, it becomes hard to obtain a high-level overview of the project 

status from looking at the board.
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If everything in a software project is progressing as expected, no particular action 

outside of a developer’s routine might be required. However, things tend not to always go 

according to plan in software projects. Requirements might change, a major refactoring 

might be needed, or a critical bug might be discovered. In those situations, developers 

need to act, which explains why anything unexpected should play a major role in a 

summary of software development activity: “We cut our developer status meetings way 

down and started stand up meetings focusing on problems and new findings rather than 

dead-boring status. [The] only important point is when something is not on track, going 

faster than expected and why.”

When we asked our participants about how to automatically detect such unexpected 

events, several examples were mentioned, in particular related to the commit history: 

“Commits that take particularly long might be interesting. If a developer hasn’t 

committed anything in a while, his first commit after a long silence could be particularly 

interesting, for example because it took him a long time to fix a bug. Also, important 

commits might have unusual commit messages, for example including smileys, lots 

of exclamation marks, or something like that…basically something indicating that the 

developer was emotional about that particular commit.” While developer tools that 

summarize expected events already exist—albeit often still focusing on numbers rather 

than textual content—research on what constitutes important unexpected events in a 

software project is still in its infancy.

�Rethinking Productivity and Team Awareness
Throughout a software project’s life cycle, developers generate a vast corpus of software 

artifacts and perform a multitude of actions; however, only a fraction of those events are 

relevant to one’s own activity. Automated methods for aggregating and summarizing 

awareness information are important, as they potentially save developers from the 

cumbersome task of manually inspecting a large number of events—or asking others—to 

answer the various questions that may arise in one’s development work.

Automated methods for aggregating awareness information are likely to produce 

quantitative over qualitative information since aggregating numbers (e.g., the number 

of issues per developer) is much easier than aggregating textual information (e.g., 

what kinds of issues a developer is working on). Unsurprisingly, measures such as 

lines of code and number of issues open/closed are available in most development 
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tools, but many developers in our study found them too limited to be used as 

awareness information and worried that such simple numbers may act as a proxy of 

their productivity. In short, awareness can influence developers’ perceptions of the 

productivity of their colleagues—and these perceptions are often not accurate if based 

on the awareness information that tools commonly provide.

From the perspective of who receives awareness information, numeric measures 

should not be provided in isolation: they should be augmented with useful information 

about recent changes in the project that happened according to plan, i.e., expected 

events, and most importantly, they should provide information about the unexpected. 

As we noticed, awareness tool design has given greater emphasis to the former type of 

information, leaving information about unexpected events to be gathered by developers 

themselves. Similarly, awareness tools have fed developers more information about what 

happened and less information about why things happened.

As empirical evidence shows, the design of automated awareness mechanisms 

should consider the tension between team awareness and productivity measures in 

collaborative software development. Developers’ information needs are indirectly 

related to productivity aspects, yet the way information is typically presented by 

awareness tools (e.g., kanban boards, burndown charts) can have negative effects as 

they facilitate judgment on the productivity of developers. We found that the ultimate 

goal of developers is not associated with productivity measurement: they seek to answer 

questions that are impacting their own work and the expected flow of events. They want 

to become aware of the unexpected so that they can adapt more easily and quickly.

While tools that help developers make sense of everything that goes on in a software 

project are necessary to enable developer awareness, these tools currently favor 

quantitative information over qualitative information. To accurately represent what 

goes on in a software project, awareness tools need to focus on summarizing instead 

of measuring information and be careful when presenting numbers that could be used 

as an unintended proxy for productivity measures. We argue for the use of natural 

language and text processing techniques to automatically summarize information from 

a software project in textual form. Based on the findings of our study, we suggest that 

such tools should categorize the events in a software project according to whether they 

are expected or unexpected and use natural language processing to provide meaningful 

summaries rather than numbers and graphs that are likely to be misinterpreted as 

productivity measures.
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�Key ideas
The following are the key ideas from the chapter:

•	 Tools that help developers make sense of everything that goes on in a 

software project are necessary to enable developer awareness.

•	 These tools currently favor quantitative information over qualitative 

information but need to focus on summarizing instead of measuring 

information.

•	 Team awareness can influence developers’ perceptions of their 

colleagues’ productivity, and developers do not feel that productivity 

can be collapsed into a single metric.
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