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Abstract—Although information theory has found success in
disciplines, the literature on its applications to software evolution
is limit. We are still missing artifacts that leverage the data and
tooling available to measure how the information content of a
project can be a proxy for its complexity. In this work, we explore
two definitions of entropy, one structural and one textual, and
apply it to the historical progression of the commit history of 25
open source projects. We produce evidence that they generally
are highly correlated. We also observed that they display weak
and unstable correlations with other complexity metrics. Our
preliminary investigation of outliers shows an unexpected high
frequency of events where there is considerable change in the
information content of the project, suggesting that such outliers
may inform a definition of surprisal.

Index Terms—Information theory, entropy, software engineer-
ing

I. INTRODUCTION

In a software engineering context, it makes intuitive sense to
want to monitor the evolution of entropy, given that managing
complexity is a key concept to the construction of software
systems [1]. Such a necessity gives rise to several strategies
that have become foundational to programming, such as mod-
ularity, clean interfaces and design patterns [2].

Software applications that generate value do so by automat-
ing and abstracting away complex processes. As software
evolves, it is expected for its behaviour to be repaired and
augmented, which means the information content of the project
invariably changes as the project is maintained. Many projects
start by preforming relatively specific tasks, and eventually
grow to offer larger sets of functionality in its domain.
Consider, for the sake of illustration, that we want to write
software that implements the basic operations on real numbers.
Upon defining the set of supported operations, one could pro-
ceed by incrementally developing the calculator one operation
at a time. From an information theoretic perspective, such
evolution means the communication channel represented by
its source code transmits an increasing amount of information
over time.

It common for unmanaged complexity to grow in projects,
whether by schedule pressures or by poor design decisions [3].
In our calculator, this could occur in different ways; the project
could have a single file performing all supported operations
in the same file, in which case there would be too much
information for a reader to digest at the same time. Given
humans’ limited working memory capacity, this can potentially
lead developers to experience cognitive load [4]. Another

regular case would be when the code does not leverage natural
language properly to convey its meaning, like when one writes
code using identifiers that obscure the purpose of the code.
If we use the identifier ‘s’ everywhere we want to refer to
subtraction, ‘m’ to multiplication and so on, a new contributor
will have to spend a lot more time to understand the behaviour
of the application. Since the words being used do not convey
enough information, the incoming developer will be virtually
forced into looking at the implementation of every function
being used to understand how the calculator works.

Even though software may be currently behaving properly,
it can become difficult for maintainers to extend it due to
complexity. Therefore, it is reasonable to speculate that mon-
itoring the evolution of the information content of a project
and the units of abstraction that compose it may provide useful
insights about its complexity. Examples of such insights could
be the generation of warnings when certain files in a system
grow so as to contain too much information, or that a newly
inserted method appears to be too different from its enclosing
scope. Considering the project as a whole, it might be useful
to establish certain thresholds of total information transmitted
after which it is assumed that there is enough complexity in
the system that all changes introduced must be strictly tested.

Given an alphabet X whose symbols are distributed accord-
ing to a probabilistic distribution X , the Shannon entropy is
defined as:

H(X) = −
∑
x∈X

p(x) ∗ log2 p(x), (1)

Since its formalisation, the concept of entropy [5] has been
applied in many areas of science. Several methods for the
calculation of graph entropy [6], [7] have been explored in
different areas of science, with applications spanning through
fields like network science [8] and chemistry [9], [10].

The fact that entropy provides a standard unit that does not
depend on the system under observation makes it an attractive
measure of complexity. Let us examine an elementary case to
provide an intuition for why we would prefer less entropy
in code. Consider the two snippets of figure 1. From a
textual standpoint, it is clear that the first snippet is easier
to understand, since it reads almost as plain English. When it
provides the entire implementation, the second snippet offers
two options to the developer: to read the same algorithmic
implementation every time they have to maintain code that
uses it, or to ignore the implementation, essentially treating
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it as noise. In both cases, it seems reasonable to assume that
less explicit information would be desirable. This is consistent
with encapsulation, and reinforces the intuition that, regardless
of the unit of abstraction under consideration, it is desirable
to manage entropy.

In the real world, the amount of information being hidden
behind abstractions that provide us with simple interfaces can
be impressive. The actual implementation of Java’s Math.sqrt,
for instance [11], contains 115 lines of relatively low level C
code [12]. Therefore, ensuring that, as software evolves, units
of abstraction - such as files, classes and modules - contain
both the right amount and type of information may be useful
to the engineering process.

This work aims to provide the following contributions:
• A description of the status quo, i.e., previous work done

on the applications of information theory as a means of
measuring and managing software complexity;

• Two definitions of source code entropy: a novel structural
definition computed from abstract syntax trees (ASTs), as
well as a textual definition, in which the code is regarded
as a stream of natural language tokens;

• An empirical assessment of the evolution of the different
entropy metrics that can be calculated from the two defi-
nitions above, using metrics produced from data collected
from open source projects, as well an exploration on how
such entropy metrics might assist in managing complexity
during the software development life cycle.

A. Research Questions

Given that parsers take as input the program’s token
stream [13] to create ASTs, it is natural to wonder how
structural and textual entropy curves relate to each other, as
well as the extent to which the way the different tokens that
are considered influences the measurements. This motivates
the following research questions:
• R.Q.1: To what extent do textual and structural entropy

curves correlate?
• R.Q.2: How sensitive to parameters (structural vs textual,

tokens considered) are the historical entropy curves of
projects?

• R.Q.3: How do the entropy metrics correlate to number
of lines of code, cyclomatic complexity, and token count?

• R.Q.4: How can the evolution of such entropy metrics
guide us toward detecting events (commits) in which
there is an unusually high variation of the project’s total
entropy?

II. RELATED WORK

Investigations about the usefulness of information theory to
measure software complexity date back to the 1970s, when
researchers measured the information content structures of
that map the program’s inputs to its outputs [14]. An entire
survey on the topic, which proved foundational to our review,
summarised the research on the field from 1972 to 1993 [15],
in which Khoshgoftaar summarises applications of entropy of

public double squareRoot(double aPositiveNumber) {
return Math.sqrt(aPositiveNumber);

}

public double squareRoot(double aPositiveNumber) {
double t;
double squareRoot = aNumber / 2;
do {

t = squareRoot;
squareRoot = (t + (aNumber / t)) / 2;

} while ((t - squareRoot) >= epsilon);
return squareRoot;

}

Fig. 1. Hidden versus explicit information

structures that arise during software specification, design and
construction.

A. Code Level

At the level of code, preliminary work also dates back to
the 1970s, with attempts to partition the code into chunks of
statements that are guaranteed to keep the control flow inside
the sequence of statments of each chunk, deriving an entropy
measure for control flow graphs that represent the dependen-
cies between the chunks, as well as their content and size [16].
Other researchers also approached the task of calculating the
entropy of control flow structures that represented the nesting
between if statements and measured the impact of the entropy
of such graphs in developer productivity [17], [18]. However,
their measurement of productivity involved close monitoring
of developers’ production process. Not only does this raise
practical concerns, but ethics and privacy matters may also
impose a barrier to the maturing of this kind of research.

Other researchers proposed calculations for source code
entropy that relied on word-based metrics extracted from
compiler tokens, wherein source code is seen as a distribution
of names and symbols. Although they do not provide a
method to create an artifact that meets their requirements,
and consequently, did not provide any empirical validation of
their method, Berlinger states that a programming environment
that satisfies the following properties could provide enough
infrastructure for entropy measurements [19]:
• Statistics on the percentage of operators, parentheses, and

other code tokens are known;
• Ability to rank probabilities of operands such as arrays,

constants, function names by frequency of use;
• Frequencies for labels are also maintained;
• Ability to keep track of structures that create nested

control flow structures, such as DO and WHILE

Berlinger argues that such conditions would enable the cre-
ation of a fully automated process that can collect such metrics
early on during development, thus presenting a potential way
to manage code complexity since the beginning of the project.
The main limitation from the his point of view for such a
system to be viable would be the ability to calculate the
distributions of the tokens, given the constraints in code and



text processing capacity at that time. Other explorers of this
venue also worked under unrealistic grounds for the token
distributions, the most common being the assumption that all
operators, operands or other atomic units of measure were
produced by an equiprobable stochastic process [20]. There
is also evidence that information theoretic metrics can be
a better proxy for predicting whether a module is difficult
to work with than number of lines of code or cyclomatic
complexity [21], as per McCabe’s definition of it being
equal to the maximum possible number of linearly indepen-
dent cycles in the program’s Control Flow Graph [22]. An
interesting observation they arrived to was that even though
the number of instructions per file varied by a factor of over
100, the distribution of instructions or their classes was mostly
consistent. They also conclude by remarking that “rarely
used instructions are a major contributor to the difficulty in
understanding [assembly] programs”, and that the detection
of such surprising instructions may “aid in allocating program
maintenance resources and in pointing out areas of potential
difficulty” [21]. Further developments in the field involved
measurements of synthetic measures in which correlation
matrices produce distributions whose entropy would serve
as a proxy for overall program complexity [23]. The same
researcher also proposed a complexity definition based on the
Kolmogorov complexity [24] of a set of metrics computed to
estimate module complexity. Ultimately, the calculation of the
Kolmogorov complexity of such a structure is not computable,
and therefore their results provide only approximations of a
measure which, in turn, is to be taken as a proxy of the overall
complexity.

The most recent developments in the field stem from empir-
ical assessments about the evolution of the entropy of the files
that compose the project, having the number of lines changed
at arbitrary time slices as a basis for measuring entropy, and
calculating individual entropy for each file, relative to the
entire context of the project. Hassan [25] defends the intuition
that software systems that are changed in several different
locations cause developers to have difficulty in keeping track
of all the changes, therefore attributing a higher entropy to
scattered changes [25], [26]. Though keeping track of such
changes might indeed prove harder for code reviewers, sacri-
ficing modularity and encapsulation might be a compromise
not worth undertaking. Evidence produced by different groups
of researchers who built on top of this definition can be con-
flicting, as some authors found that refactoring has beneficial
effects towards reducing entropy [26], whereas other results
suggested that trends in entropy are irrespective of refactoring
activity [27]. All of these recent publications employ modern
data and code mining capabilities, and all of them perform
small-scale empirical evaluations of their hypotheses. While
this, relative to previous studies, a clear advancement, we
believe that metrics of entropy that are based on the number of
lines changed - ultimately metadata about the change - might
be missing out on information that is represented by the code
itself.

Our survey of the state of the art suggests that questions that
were raised over 20 years ago, and are still relevant to the soft-
ware engineering community, remain largely unaddressed [15]:
• What empirical relationships can be established from

large scale studies involving industrial size software sys-
tems?

• Which information theory measures represent dimensions
of complexity measures that are not captured by more
conventional software metrics, such as lines of code,
cyclomatic complexity and token count?

• Is there enough evidence to back up the intuition that the
more information a software project contains, the harder
it appears to software engineers?

The literature we found on the topic leads us to the
conclusion that further explorations of the information content
of ways of representing source code entropy may present
promising research venues. For example, although much of
the published material in the field revolves around graph
entropy metrics, we found no information theoretic studies
regarding the information content of abstract syntax trees,
and how they correlate to the entropy of data/flow control
graphs, or code chunks. We also believe that, given the
unprecedented availability of both open source code, as well as
software and hardware that enables large scale analysis, token-
based analysis can also provide actionable insights. In fact,
there is a growing number of recent publications concerned
with representations of code for machine learning engines,
which employ token-based analysis to tasks like semantic
labeling of code snippets [28], as well as for predicting code
comments [29].

III. DEFINITION OF ENTROPY

In this work, we analyse the entropy of a project from two
main standpoints: structural - considering the edges of the AST
that represents the code - and textual, wherein natural language
tokens are extracted from the source code.

Intuitively, one would expect that the entropy of the AST
edges would be able to detect when two pieces of code are
similar or different in structure. In our calculator example,
it is reasonable to assume that the structural entropy will
be able to determine that methods that add and multiply
numbers are very similar in structure, i.e., they both take two
parameters, perform an operation using the two input values,
and produce an output type. However, AST’s do not contain
identifier names, as well as some other symbols that are
resolved during semantic analysis, which means that symbols
like addNumbers or multiplyNumbers are not available to
the parse tree. If, for example, our calculator contains only
operations on numbers, if a newly introduced method is named
splitStrings or requestHttpServer, textual entropy should
be able to detect that this method is out of context. In this
work, we restrict ourselves to file contexts, as files are natural
units of compilation. Wider contexts, such as the entire project
at a given point in time, or “global” contexts, which merges
contexts from multiple projects, shall be explored in future
research.



Let P be a project that contains a set F of source code
files, which are known to be syntactically correct. Let also Xf

represent the distribution of the frequencies of the edges that
form the AST of file f , represented by AST (f) = (N,E),
where N is a set of nodes, and E is a set of edges. We
define a context C =

⋃
f∈S Xf , where S ⊆ F is a set of

files, representing a distribution of all the AST edges of the
respective context. We define structural entropy as:

HAST (file | C) = −
∑

edge∈E

p(edge | C) ∗ log2 p(edge | C),

(2)
where

p(e | C) =

{
p(e | Xf ), C = Xf ,
p(e | Xf )
p(e | C) , otherwise.

In this scenario, the AST edges are calculated by first
parsing the source code and producing a parse tree. Breadth-
first traversal is then applied, and each pair of parent and child
nodes constitutes and AST edge that is kept in a histogram.

When the context is restricted to the file itself, the entropy is
calculated based on the relative frequencies of the edges within
the file, whereas, for larger contexts, the entropy considers the
relative frequencies between the two contexts.

It follows naturally from the logarithmic definition of en-
tropy that the entropy of two separate files correspond to the
sum of the separate entropies of the file. Therefore, such a
definition allows us to additively compute it for the entire
project at any point in time.

The definition of textual entropy of the file is analogous,
but instead we consider the set W of words that compose the
file:

HTOKEN (file | C) = −
∑

word∈W

p(word | C)∗log2 p(word | C),

(3)
Although Shannon’s definition of entropy has been applied

in different ways to measure code complexity, we found
no work in the literature that attempted to measure struc-
tural entropy from the AST edges; the papers surveyed in
section II concerned themselves only with graph entropy
measures, either from Control Flow Graphs, or from high
level specification graphs. As to token entropy, even though
we found applications of the same formula we are applying,
they restricted themselves to low level assembly code [21].
Moreover, in this work, we make no assumptions about the
distribution of the tokens. Instead, we leverage the vast amount
of data available in open source projects to directly calculate
their distributions for each project that was analysed. Finally,
we make measurements about the actual data of the code,
as opposed to its metadata, and do not apply arbitrary time
slicing, i.e., we consider all commits in the history of .

A. Verifying The Definition In A Controlled Environment

In order to perform an initial validation of this definition in
a simple and controlled environment, we created a software
repository and started a basic implementation of a calculator.
We progressively added code (i.e., AST edges and tokens) that
performs addition, subtraction and multiplication, measuring
the net entropy of each commit. Other experiments we
conducted involved comparing different implementations that
were expected to yield the same result (e.g., figure 1). Once
there was enough information in the file to not make it overly
sensitive to any change, we started introducing unrelated
functionality, mostly in the form of string operations, which
were ultimately extracted out from the main calculator file and
into its own context. A total of 34 commits were introduced,
and we labeled our expectations using the following encoding:
-1: Entropy decrease expected; 0: No change expected 1:
Entropy increase expected. Upon labelling all commits, we
applied our definitions of structural and textual entropy,
varying the tokenisation method by progressively removing
Java keywords and then numbers. As an example of our
tokenisation method, consider a function whose signature is
public String decodeStreamFromBase64ToBase32(String

message). Its succesive tokenisation steps would result in the
following sets of words:
• Basic: public, string, decode, stream, from, base, 64,

to, base, 32, string, message;
• Keywords removed: public and the two occurences of

string are discarded;
• Keywords and numbers removed: 32 and 64 are removed.
We then measured the Spearman correlations between the

entropy deltas and our expectations. For the 34 data points, we
observed a priori correlation of 0.79. Upon manually checking
the data and performing step-by-step analysis, we arrived at
a correlation of 0.98, i.e., only one measurement where the
data did not match our expectation. Such a point represented
a 0.03% increase in entropy due to the removal of a redundant
AST edge, which is probably too small for human reasoning
to seize, but was still captured by our definition.

IV. STUDY SETTINGS

In this section, we describe how we applied the two def-
initions established in section III to calculate the historical
evolution of the entropy of open source projects. In our
context, historical entropy is defined by the plot derived from
the total sum of the entropies of all source code files in the
project, measured successively, commit by commit.

A. Project Selection Criteria

Due to practical matters, we restricted the scope of this
exploration to Java repositories publicly available on GitHub.
Our decision in both cases is closely related to the availability
of open source tooling; we used JavaParser to process code
targeted for multiple versions of Java [30], and we used the
GitHubSearch API [31] to query for repositories that matched
our criteria.



Given the number of repositories available on the platform,
and its public nature, it becomes difficult for researchers to
determine which projects are actively maintained [32]. Though
the GitHubSearch API already filters out repositories with less
than 10 stargazers, unfiltered queries for Java projects can
return as many as 88000 entries. In order to filter this list
to find the most active and widely used projects, our query to
the engine included the following parameters:
• Activity: Project has license, open pull requests, and open

issues. The last commit to the repository is less than six
months old;

• Stargazers count is in the 99th percentile;
• Commit count is in the 95th percentile;
This resulted in a dataset with 65 projects, from different ap-

plication domains (distributed applications, web frameworks,
virtual machines, security libraries, database managers), many
of them widely used. Each project’s repository was manually
visited, and some projects were removed; common reasons
being a) the project was based in languages that used an
alphabet that is different from English’s (e.g., Chinese and
Russian), and b) the project was not a production application.
Some projects were also removed because the libraries we
used to process the commit history crashed internally whilst
executing. This narrowed the list down to 41 entries, from
which we selected 25 uniformly at random. The decision to
select 25 projects was primarily informed by computational
constraints, given the experiments were run on a single core.
A detailed summary of the candidate projects selected, as well
as the reasons why some of them included are provided in
the supplementary material. The engineering and design of
solution that leverages parallelism, and that provides better
robutstness and fault tolerance, thus being able to circumvent
the limitations of the crashes caused by the auxiliary libraries
utilized to process the projects, is topic of our future research.

B. Methods

Using the PyDriller [33] open source utility, we traversed
all the commits of each project in historical order. Each file’s
code string served as input to two workflows: a JavaParser [30]
subprocess that parsed the code into the ASTs and generated
the histogram of the edges, and a Python library that extracts
natural language tokens from source code [34]. In order to
collect as much data as possible, all .java files present in
the project were considered. The contexts of all the modified
files in each commit were processed both as ASTs and
as token streams, and their net entropies were measured.
For each file, the entropy of the edges of the AST were
calculated, and textual entropy was measured in three ways:
full text, without Java keywords and without keywords and
numbers. For each such metric, their normalised version - the
net entropy contrubution divided by the maximum entropy
possible, which happens when all tokens are equiprobable -
was also calculating, generating a total of eight metrics. To
answer R.Q.1 and R.Q.2, we created discrete plots whose
horizontal axis represents the commit count - accumulated
in chronological order - and the vertical axis measures total

Fig. 2. Evolution of file-level entropy aggregated by commit for libgdx, a
game development framework.

entropy in bits. We also created correlation tables between
the eight aforementioned entropy metrics and compared them
across the projects. During the processing of the commits,
we also keep track of the number of modified lines during
the commit, as well as the number of modified tokens and
cyclomatic complexity. The correlation between these metrics
and the different entropy distributions will provide insights
into R.Q.3.

For R.Q.4, our main goal is to investigate how the concept
of entropy can help us define and quantify surprise in the
context of software evolution. As an initial exploration, we are
going to count the number of events whose net contribution
to the entropy was an outlier in their respective distributions.
These conservative measurements shall contribute to a more
complete definition of surprisal, which we will develop in
further research.

V. EMPIRICAL ASSESSMENT

This section follows from our analysis of the data generated
for the 25 projects selected in the experiment. The code that
produces the raw data, some intermediate versions, and a
superset of the pictures herein presented can be found it [35].
The data mining process was conducted on a local, 4-core,
8-thread Intel(R) Core(TM) i7-7700HQ CPU @ 2.80GHz
machine, with a total of 32GB available. Three processes at a
time were run concurrently. Median processing time was 4.66
hours, with the fastest and slowest runs taking, respectively
0.89 and 114.3 hours.

A. Evolution Of Entropy And Their Correlations

Figure 2 shows the typical evolution of each way of
calculating project entropy according to our definitions. All
projects analysed displayed increasing entropy over time,
and all projects exhibited the presence of spikes that were
detectable by looking at the plots. Figure 3 shows an example
of a project that contains commits where there is considerable
variation of entropy.

When the total entropy is divided by the number of Java
files in the repository, projects display less stable trends.



Fig. 3. Entropy curve of deeplearning4j, showing big increases in the
entropy.

Fig. 4. Entropy per number of Java files for lombok, which extends the Java
language.

On one extreme is the project listed in Figure 3, whose
curve remains almost the same when file count is considered,
whereas Figure 4 shows a project whose initial entropy per file
initially increased rapidly, but stabilises as the project evolves.
This can be a sign of refactoring efforts to maintain complexity
under control.

The aforementioned graphs are in accordance with
Lehman’s first two laws of program evolution, namely [36]:
• Continuing Change: all of the sampled projects generate

value in their respective domain, and as such, are required
to constantly change to either add and correct function-
ality, or to fix incorrect behaviour;

• Increasing Complexity: The upward trends in both struc-
tural and entropy metrics reveal that complexity as a
proxy for deteriorating structure tends to increase in the
projects. Still, some projects - such as lombok and grpc

- display trends that make it clear that effort was made
to keep complexity under control, whereas others, from
an entropy standpoint, displayed uncontrolled, growing
complexity.

The correlation heatmaps of the 8 entropy curves are shown
in Figure 5. In the picture, correlations that are close to zero
are depicted in white, with darker shades of green represeting

values that are close to 1. The majority of the correlations
were situated between 0.7 and 0.9. As we can see, all but
two projects display strong correlations between all com-
puted metrics, two exceptions being jedis and lombok, which
showed low correlation between structural and textual entropy,
regardless of the tokenisation method. Manual inspection of
the projects revealed that both codebases consist primarily
of interfacing/wrapping code, therefore producing ASTs that
are relatively simple and reduntant. Both projects also display
high amounts of natural language comments relative to lines
of code, which is not unusual for code that provides high
level abstractions or APIs. We applied the Dancey and Reidy
categorization of correlation coefficients [37], in which corre-
lations with absolute value between 0.1 and 0.3 are weak, 0.4
to 0.6 are moderate, and 0.7 to 0.9 are strong (zero being none,
and one being perfect). We arrive at the following findings for
R.Q.1 and R.Q.2:
• All projects show an increase in entropy over time. 84%

(N = 21) projects display a similar pattern when the file
count is considered: very fast initial growth, followed by
a stabilisation period. Only 4 projects did not attempt to
keep the average entropy per file under control;

• 68% of the projects display strong correlation between
structural and textual entropy; the remaining projects
display moderate correlations. For two projects, structural
and textual entropy correlate highly, but only moderately
as the tokenisation method becomes less accepting;

• Structural entropy is consistently lower than textual en-
tropy. The distributions for the different tokenisation
methods are almost perfect in all the projects, suggesting
that language keywords and numbers do not affect the
overall information content significantly.

B. Correlation With Standard Software Metrics

In this section we present our findings regarding R.Q.3. We
measured the correlation between our four entropy metrics
(one structural, three textual) with the number of modified
lines, the number of modified tokens and cyclomatic com-
plexity of the resulting file. The results are displayed in figure
6. Notice that the correlations are now much weaker, ranging
from 0 to no more than 0.54 with some of them approaching
zero. We also observed that, in 23 (92%) projects, textual en-
tropy has stronger correlations with the classic than structural
entropy does. This makes intuitive sense, given that tokens are
the actual constituents of the lines of code, and that one of
the metrics is exactly token count. Correlations with structural
entropy are mostly weak, and moderate at best. 12 projects
displayed weak correlation for textual entropy, whilst another
12 had a moderate correlation. A single project showed strong
correlation. For several projects, the tokenisation method was
responsible for bringing the correlation from moderate to low.

C. Outliers In Entropy Variation

In order to build an intuition for surprisal in a software
engineering scenario, we calculated the outliers for structural
entropy and the successive removal of natural language tokens,



Fig. 5. Correlations between structural and textual entropy, with and without
normalisation. The darker the square, the closer the value is to 1. White values
represent 0.

Fig. 6. Correlations between entropy metrics and classic metrics. Darker
values represent high positive correlation, whereas white means high negative
correlation.

as well as their normalised counterparts. The complete tables
are omitted for brevity, and are provided in the supplementary
material [35]. Using a 1.5 times the inter-quartile range to de-
tect outliers, the projects averaged 12% of cases for structural
entropy, whilst textual entropy averaged about 5%. When we
raise the factor to 3 (i.e., extreme outliers), the numbers drop
to about 4.6% and 3.2%, respectively. For the purposes of
R.Q.4, the relatively high prevalence of outliers in almost all
of the projects may provide ways to use entropy as a proxy
of the information overhead of introducing new features, as
well as a way to measure the spread of information during
periods where the information content per file count stabilises
or decreases, thus providing a way to quantify the impact of
refactoring efforts. By performing manual inspection of the
most extreme events in the sample, we could observe commits
where entire new modules were imported or added to the
repository, or the deletion of entire sets of files. A more precise
characterisation of these events, and how they can contribute
to a definition of surprisal, is in the author’s agendas.

VI. LIMITATIONS AND THREATS TO VALIDITY

Although the level of the file is a natural frame of reference
for measuring information content of source code, other levels
of abstractions - class, module, package, entire project - can
also assist in managing complexity. For example, it may be
useful to measure the information content of one context
relative to another (e.g., file versus package, or package versus
project), since this could inform which portions of the code
base needs more attention. Due to nature of version control
systems, precise caching of the histograms that represent
different contexts presents a challenge that requires further
design and engineering efforts. Finally, the performance of the
current process may not be satisfactory in practice, especially
for large projects. Although most of the execution times
produced an analysis of the entire history in a few hours,
execution for big projects with high commit frequency could
take 4 or 5 days. As mentioned above, a few of the projects
crashed during the execution, sometimes due to failures in
PyDriller, and in one occastion the JavaParser virtual machine
ran out of memory. These challenges of engineering nature
can be worked with by using more powerful machines, as
well as by adding defensive code that does not lose the entire
execution if processing fails during a specific commit.

VII. CONCLUSIONS AND FUTURE WORK

In this work, we performed an initial investigation on the
entropy of representations of source code in two different main
forms. For all the 25 projects, we observed that the correlation
between textual and structural entropy is strong (n = 17) or
moderate (n = 8). In four of these projects, the tokenisation
method was responsible turning a strong correlation into a
moderate one. The correlations between structural entropy and
number of lines changed, number of tokens changed, and
cyclomatic complexity are very weak. For textual entropy,
however, 48% (n = 12) projects showed weak correlations,



12 showed moderate, and a single project displayed high cor-
relation between textual entropy and the three aforementioned
metrics. Although further research on the outliers must be
performed before arriving at a more precise conclusion, our
counting of both outliers and extremes suggests that extremes
might be a better proxy for surprise, given that 12% of the
commits are outliers for structural entropy. Such outliers could
assist us in detecting suprising events, which may indicate
changes that introduce bugs or big sets of new functionality,
as well as efforts to prevent engineers from being overwhelmed
by information when dealing with complex code bases. Further
research is also necessary to determine why structural entropy
displays such high frequency of outliers. Future venues of
research may also involve separating the tokens of comments
from the actual source code. Given that structural entropy was
observed to always be smaller than textual entropy, measuring
the contribution of comments separately may allow us to
know whether comments are useful (or reduntant) to their
enclosing context. Such attempts to mange complexity via
information theory, if successful, could provide novel tools
that could signal the introduction of changes that may be
problematic, either becaue the introduce unwanted behaviour,
but also because they introduce unwanted complexity, whose
long term costs can be just as detrimental of those of bugs.
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