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Abstract—Threshold attribute-based credentials are suitable for
decentralized systems such as blockchains as such systems gen-
erally assume that authenticity, confidentiality, and availability
can still be guaranteed in the presence of a threshold number of
dishonest or faulty nodes. Coconut (NDSS’19) was the first selective
disclosure attribute-based credentials scheme supporting threshold
issuance. However, it does not support threshold tracing of user
identities and threshold revocation of user credentials, which is
desired for internal governance such as identity management, data
auditing, and accountability. The communication and computation
complexities of Coconut for verifying credentials are linear in
the number of each user’s attributes and thus costly. Addressing
these issues, we propose a novel efficient threshold attribute-based
anonymous credential scheme. While retaining all the features of
Coconut, our scheme supports threshold tracing of user identities
and threshold revocation of user credentials, and it significantly
reduces the computational and communication complexities of
credential verification. In addition, we prove that our scheme
enjoys strong security features, including anonymity, blindness,
traceability, and non-frameability.
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I. INTRODUCTION

A TTRIBUTE-BASED anonymous credential provides a
privacy-protecting identity authentication mechanism and

is becoming an essential cryptographic primitive. An anony-
mous credential system consists of issuer, user, and verifier. A
user obtains credentials from an issuer on a set of attributes
that describe the user’s access rights. The user then presents
the credentials anonymously to a verifier by disclosing only a
selected subset of the user’s attributes or by proving that the
user’s attributes satisfy certain relations. Anonymous creden-
tials protect user privacy by providing anonymity, and support
fine-grained access control by providing selective disclosure and
relationship proof.

Blockchain is a shared, decentralized ledger that helps record
transactions in a business network. Deploying anonymous cre-
dentials in blockchain facilitates the auditing and tracing of
assets. In blockchain platforms such as Ethereum [1] and Hyper-
ledger [2], credentials can be issued through smart contracts, typ-
ically by integrating credential issuers into blockchain nodes for
automated issuance. However, such systems generally assume
that authenticity, confidentiality and availability are guaranteed
even in the presence of a threshold number of dishonest or faulty
nodes. Meeting this assumption, threshold credential schemes
require only a certain number of issuers available online to
implement credential issuing, making them suitable for deploy-
ment in blockchain platforms. Sonnino et al. [4] for the first time
proposed such a threshold attributes-based anonymous creden-
tial scheme named Coconut and integrated it into Ethereum and
Chainspace [3]. Coconut supports threshold issuance for both
private and public attributes, multiple unlinkable presentations
of anonymous credentials, selective disclosure of user attributes,
and const-size credentials. However, Coconut does not support
threshold tracing of user identities and threshold revocation of
user credentials. The communication and computation complex-
ities of credential verification in Coconut increase linearly with
the number of each user’s attributes, which is unfavorable for
applications with massive user attributes.

Identity tracing and credential revocation is a necessary fea-
ture to enhance anonymous credentials schemes so that illegal
and malicious user behavior can be investigated while user pri-
vacy is protected due to the use of anonymous credentials. It can
help governments and enterprises achieve internal governance
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such as identity management, data auditing, and accountability.
To prevent abuse of tracing and revocation rights, it is desirable
that tracing and revocation be distributed to multiple entities and
enabled as long as more than a threshold number of entities are
cooperative.

The communication and computation complexities of cre-
dential verification matter in large-scale applications. The com-
plexities of Coconut for verifying a user’s credential increase
linear with the number of the user’s attributes, regardless of
how many user’s attributes are disclosed for credential verifica-
tion. Such complexities are not ideal for applications in which
massive user attributes are issued. For example, Anonymous
Credentials (IRMA) [6] developed by the Privacy By Design
Foundation promotes a wide range of real-world attributes to
be used by governments and businesses, including diplomas,
passports, cards, and membership IDs for online services, which
are beyond personal attributes such as name, gender, address,
and position, as well as attributes related to a user’s computing
devices such as hardware platform and software configuration.
The number of attributes for certain users may grow to hundreds,
making it necessary to reduce the complexities of verifying
user’s credentials in practice.

Addressing these issues, we propose a threshold attribute-
based credential with redactable signature. Our scheme retains
all the excellent features of the Coconut, such as supporting
threshold issuing for both private and public attributes, multiple
unlinkable presentations of anonymous credentials, selectively
disclosing user attributes, and const-size credentials. In addition,
our scheme supports threshold tracing of user identities and
threshold revocation of user credentials to make it is more
suitable for deployment into anonymous-yet-accountable dis-
tributed applications; we also reduce the complexities of selec-
tively disclosing attributes with polynomial-based unlinkable
redactable signatures (URS); finally, we formally prove our
scheme is secure and implement it.

A. Contributions

Besides what Coconut has achieved, our scheme makes the
following unique contributions:
•Threshold tracing of user identities and threshold revocation

of user credentials: Our scheme supports threshold identity
tracing and threshold credential revocation, such that the identity
tracing and credential revocation capability are distributed tonT

tracers, and the user identity can be traced and credential can be
revoked only when at least tT -out-of-nT tracers are cooperative.
This avoids malicious tracing and malicious revocation caused
by less than tT tracers.
• Efficient selective disclosure: Our scheme improves the

efficiency of credential verification significantly. Unlike Co-
conut [4], we do not rely on complex ZKP to prove the validity of
user credentials in compliance with a selective disclosure policy.
We innovatively replace costly ZKP with polynomial-based
URS signature. We compare the communication and compu-
tational overheads of our scheme with Coconut and discover
that the computation and communication overheads of credential
verification are reduced significantly to O(k) from O(q), where
q and k denote the total number of a user’s attributes and the

number of a user’s disclosed attributes, respectively. In practice,
the latter (k) is (significantly) smaller than the former (q).
• Formal security proof: We provide formal security proofs

for our scheme, including anonymity, blindness, traceability,
and non-frameability. We show how to reduce them to either
well-known complexity assumptions or the security of proven
cryptography primitives.
• Application and implement: Our scheme is suitable for de-

ployment in blockchain and other anonymous-yet-accountable
scenarios. In particular, we highlight its application in an ac-
countable anonymous reporting system and an existing permis-
sioned token system in Supplementary Material A, available
online. We implement our scheme on a personal laptop and com-
pare its performance with Coconut. In the credential verification
algorithm, the communication cost of our scheme is 24.8% and
4.3%, and the computation cost of our scheme is 71.3% and
12.7% of Coconut for q = 100 and q = 700, respectively. In
addition, we implemented the smart contract of our scheme on
the blockchain platform and tested its cost to demonstrate its
feasibility.

B. Related Work

1) Selective Disclosure Credentials: Anonymous attribute-
based credentials supporting selective disclosure of attributes
can be obtained in a similar way as using randomizable signa-
tures: each user receives a signature as credential on (commit-
ments to) a vector of attributes from a central authority; when the
credential is shown, the user chooses a subset of their attributes
to disclose, randomizes their signature (so that the generated
signature and the issued signature cannot be linked) and proves
the correspondence of this signature to the disclosed attributes as
well as the undisclosed attributes in zero-knowledge proofs [8],
[9], [10], [11], [12], [13]. In terms of privacy, this solution is
entirely satisfactory. However, in terms of efficiency, it is not
as satisfactory because undisclosed attributes are hidden in the
proof of knowledge, which costs more than the user’s disclosed
attributes.

Fuchsbauer and Hanser [15], [16] randomized both the sig-
nature and the signed message (which is a commitment to
the set of user’s attributes) using a structure-preserving sig-
nature on equivalence classes (SPS-EQ) and then relying on
subset-opening of set commitments (SC) for selective disclosure
of attributes. They thereby avoided costly ZKP over hidden
attributes. Unfortunately, once attributes are signed in their
solution, one can disclose them but cannot prove that hidden
attributes satisfy certain relationships. Lysyanskaya et al. [17],
[18] were inspired by the paper of [16] on SPS-EQ. They
provided a construction of delegatable anonymous credentials
based on mercurial signature which can be used to randomize
signatures, messages, and public keys. Their construction is not
based on zero-knowledge proofs, and is therefore considerably
more efficient. Unfortunately, the credentials constructed using
this approach suffer from the same disadvantages as [16].

In [19], a new unlinkable redactable signature (URS) was
constructed by Camenisch et al. and it allows users to redact part
of a signed message, but still can prove that its signature is valid
for a set of disclosed attributes. Unfortunately, their scheme can



only be instantiated by Groth-Sahai proofs [20], and it is hard
to compete with the most effective solution in practice. In [21],
Sanders followed the approach based on URS from [19] and
constructed a flexible redactable signature scheme that achieves
unlinkability at almost no cost. Unlike the methods given in [16],
[17], [18], Sanders’s URS can prove complex relationships
among attributes and does not rely on zero-knowledge proofs
for partial verification. Unfortunately, the construction in [21]
suffers from large public key size, which is, quadratic in q (i.e.,
a total number of a user’s attributes). In [7], Sanders proposed
an improved version of the construction of [21], which reduces
the public key size to linear of q.

2) Distributed and Traceable Credentials: Due to its flexi-
ble deployment, privacy protection, and auditability, many dis-
tributed and traceable credential schemes have been proposed.
Garman et al. [37] presented a decentralized anonymous cre-
dentials system for distributed ledgers; their system can be
used to issue publicly verifiable claims without central issuers;
however, showing credentials requires expensive double discrete
logarithm proofs. Yang et al. [38] avoided complex double
discrete logarithmic proofs using blacklist-based authentication.
Unfortunately, none of the above schemes supports threshold
issuing of credentials and threshold tracing of identities.

Hébant et al. [39] proposed a scheme of traceable constant-
size multi-authority credentials based on aggregatable signa-
tures with randomizable tags (ART-sign). Their scheme allows
traceability and, for the first time, the cost for users to prove
credentials is independent of the number of a user’s attributes
and the number of credential issuers. On the other hand, it shares
the same disadvantage as in [16] which does not support proof
of relationship of attributes.

Sonnino et al. [4] proposed “Coconut,” which is a thresh-
old anonymous credential system from Pointcheval–Sanders
(PS) [13] signature, and Rial et al. [5] analyze the security
properties of Coconut in the universal composability framework.
Unfortunately, Coconut does not address the issues of threshold
tracing of user’s identities, and the efficiency of credential
verification increases linearly with the number of each user’s
attributes.

There are also group signature schemes that implement
threshold issuance and threshold tracing, but they are not
attribute-based and cannot achieve flexible access control. Gen-
naro et al. [40] proposed to extend BBS [12] and CL [10]
group-signature schemes to support threshold issuance. But their
schemes follow the sign-and-encrypt paradigm, which results in
a huge signature size to achieve threshold tracing. Camenisch
et al. [14] recently proposed a short threshold dynamic group
signature scheme. They formalized threshold dynamic group
signatures, defined their security in the presence of multiple
issuers and tracers, and presented an efficient, provably secure
instantiation based on PS signatures [13].

II. PRELIMINARY

A. Bilinear Pairing

Let G1, G2 and GT be cyclic groups of prime order p.
Let g and g̃ be generators of G1 and G2, respectively. The

mapping e : G1 ×G2 → GT is a bilinear map if it has three
properties: (1) bilinearity: ∀g ∈ G1, g̃ ∈ G2 and a, b ∈ Zp, we
have e(ga, g̃b) = e(g, g̃)ab. (2) non-degeneracy: e(g, g̃) �= 1GT

.
(3) computability: e can be efficiently computed. Our scheme is
based on the Type-III pairing [27], which means that there is no
efficiently computable homomorphism between G1 and G2.

B. Computational Assumptions

Discrete Logarithm (DL) assumption. Let G be an cyclic
group of prime order and g is a generator of G. Given (g, gx) ∈
G2, the DL assumption holds in G if no efficient adversary can
compute x with non-negligible probability.
Decisional Diffie− Hellman (DDH) assumption [28]: Let G

be an cyclic group of prime order and g is a generator of G.
Given (g, gx, gy, gz) ∈ G4, the DDH assumption holds in the
group G if no efficient adversary can distinguish z = x · y from
an element z that is randomly chosen from Zp.

C. Polynomial-Based Unlinkable Redactable Signatures

Polynomial-based unlinkable redactable signatures
(URS) [7], which consists of a tuple (Setup,KeyGen,
Sign, Derive, Verify) algorithms, is adopted to issue a

credential for the attributes of a user.
•Setup(1λ): On input a security parameter λ, this algorithm

generates public parameters pp = (G1, G2,GT , g, g̃, p, e).
•KeyGen(n): On input an integer n, this algorithm selects

(x, y)←− RZ∗p and computes X̃ = g̃x; Ỹi = g̃y
i
(i ∈ [1, n])

and Yi = gy
i
(i ∈ [1, n] ∪ [n+ 2, 2n]). The secret key is sk =

(x, y), and the public key is pk = (X̃, {Yi, Ỹi}ni=1, {Yi}2ni=n+2).
•Sign(sk, {mi}ni=1): To signnmessagesm1, . . . ,mn (mi ∈

Zp, i ∈ [1, n]), this algorithm selects σ1 ←− RG1, computes

σ2 = σ
x+

∑n
i=1 yi·mi

1 . It setsσ3 = 1G1
and σ̃ = 1G2

, and outputs
σ = (σ1, σ2, σ3, σ̃).
•Derive(pk, σ, {mi}ni=1,D): On input a signature σ =

(σ1, σ2, σ3, σ̃) on {mi}ni=1, the public key pk and a index subset
D ⊆ [1, n], this algorithm selects (r, t)←− RZ∗p and computes

σ′1 = σr
1; σ

′
2 = σr

2(σ
′
1)

t; σ̃′ = g̃t
∏

i∈[1,n]\D Ỹ
mi
i . Then, for all

i ∈ D, it computes ci = H(σ′1, σ
′
2, σ̃

′,D, i) that is used to com-
putes: σ′3 =

∏
i∈D[Y

t
n+1−i ·

∏
j∈[1,n]\D Y

mj

n+1−i+j ]
ci . It returns

the derived signature σ′ = (σ′1, σ
′
2, σ

′
3, σ̃

′) on {mi}i∈D.
•Verify(pk, σ, {mi}i∈D): A signature σ = (σ1, σ2, σ3, σ̃)

on {mi}i∈D is valid if the following equations hold:
e(σ1, X̃σ̃ ·

∏
i∈D Ỹ

mi
i ) = e(σ2, g̃) and e(

∏
i∈D Y

ci
n+1−i, σ̃) =

e(σ3, g̃), where ci = H(σ′1, σ
′
2, σ̃

′,D, i). If these equations are
all satisfied, then the algorithm returns 1; otherwise returns 0.

In the random oracle and generic group models, URS [7]
signature is unforgeable and unlinkable.

D. ElGamal Encryption

ElGamal encryption [22] scheme, which consists of a tuple
(Setup,KeyGen, Enc, Dec) algorithms, is adopted to to blind
private attributes and keys.



Fig. 1. Architecture.

•Setup(1λ): On input a security parameter λ, this algorithm
generates a cyclic group G with prime order p. It chooses a
generator g of G, and outputs public parameters pp = (G, g, p).
•KeyGen(pp). This algorithm chooses a random z ←− RZ∗p

as a secret key, and outputs the public key Z = gz .
•Enc(Z,m): On input a public key Z and a message m,

this algorithm chooses a random r ←− RZ∗p, and encrypts m as
C = (C1, C2) = (gr, Zrm).
•Dec(z, C): This algorithm decrypts the message m as m =

C2C
−z
1 .

ElGamal encryption [22] scheme is IND-CPA secure under
DDH assumption. In our construction, it is easy to generate ZKP
with the ElGamal encryption.

E. Signature of Knowledge

Signature of knowledge (SoK) [30] for a NP-relationR with
the language LR = {y : ∃x, (x, y) ∈ R}, which consists of a
tuple (Setup,Sign,Verify) algorithms, is adopted to prove the
knowledge of private attributes and keys.
•Setup(1λ): On input a security parameter λ, this algorithm

outputs a public parameter pp.
•Sign(m,x, y): On input a messagem and a relation (x, y) ∈
R, it outputs a SoK: Π = SoK{x : (x, y) ∈ R}.
•Verify(m,Π, y): On input a message m, a SoK Π and a

statement y. If π is valid, return 1; otherwise return 0.
A SoK is SimExt secure [30] if it satisfies correctness,

simulatability and extractability. The SoK can be instantiated by
Fiat-Shamir paradigm [29] incorporated with zero-knowledge
protocols in [31].

III. SYSTEM AND SECURITY MODEL

A. System Model

As shown in Fig. 1, the architecture of our scheme consists
of five types of parties: a one-time trusted third party (TTP),
multiple issuers (I), multiple tracers (T), users (U) and verifiers
(V). In addition, it contains a public append-only ledger (L) for
storing and retrieving user registration/revocation information.
The specific role of each party is described as follows.

•TTP is a one-time trusted third party responsible for setting
up the system (see step 1©) and generating private/public key
pairs for nI issuers ( 2©).
• Ii is an independent issuer responsible for issuing partial

credentials for users ( 5©). There are nI issuers in a distributed
system. It is reasonable to assume that some of the issuers are
malicious or can be compromised and that some of the issuers
may not be available online all the time. It is thus required that
the issuers can issue credentials to users ( 5©) as long as at least
tI honest issuers are online.
• Ti is an independent tracer responsible for tracing user

identities ( 8©) and revoking user credentials ( 9©). There are
nT tracers in a distributed system. It is reasonable to assume
that some of the tracers are malicious or can be compromised
and that some of the tracers may not be available online all the
time. It is thus required that the tracers can trace users’ identities
( 8©) as long as at least tT honest tracers are online. If a user is
discovered with malicious behavior, tT honest tracers jointly
revoke the issued credentials ( 9©).
• U with a set of private attributes should register to tI -out-

of-nI issuers ( 5©), and then the acquired tI partial credentials
can be aggregated into single ( 6©). When showing credential
( 7©), U needs to disclose a subset of attributes or provide proof
of relationship of the hided attributes to V.
• V is an honest but curious credential verifier that honestly

validates the token generated by the user during credential veri-
fication ( 7©) but is curious to know users’ undisclosed attributes
and real identities. V requests the tracers to trace the identities
of malicious users who do not comply with the access policy.
• L is a public append-only ledger. During user registration

( 5©), issuers store user registration information toL. During user
tracing ( 8©), tracers retrieve user registration information from
L. During user revocation ( 9©), tracers store user revocation
information to L. During credential verification ( 7©), verifiers
retrieve user revocation information from L. L can be instan-
tiated using blockchain, where issuers/tracers can store user
registration/revocation information through the blockchain’s
transaction protocol.

B. Formal Definition

The notations used in our scheme are summarized in Table I,
and the algorithms are formally defined below. Since L is
publicly available to all participants, the following algorithm
definitions take L as input by default.
•Setup(1λ, nI , tI , nT , tT , q)→ pp: This algorithm is oper-

ated only once by TTP. It inputs a security parameter λ, a
number nI of issuers and threshold value tI , a number nT of
tracers and threshold value tT , and a total number q of user
attributes, and outputs the system parameter pp.
•TTPKeyGen(pp)→ (pk, {iski, ipki}nI

i=1): This algorithm
is operated by TTP. It inputs the system parameter pp, and
outputs the verification key pk. It then generates private key
iski and public key ipki for each Ii, where i ∈ [1, nI ].
•TraceKeyGen(pp)→ (tski, tpki): This algorithm is oper-

ated by each Ti (i ∈ [1, nT ]) that inputs the system parameter
pp, and outputs private key tski and public key tpki.



TABLE I
SUMMARY OF NOTATIONS

•UKeyGen(id, pp)→ (usk, upk): This algorithm is oper-
ated by U that inputs the user identity id and the system param-
eter pp, and outputs private key usk and public key upk.
• 〈Obtain(id, usk, upk, {mj}qj=1, ipki, {tpkj}nT

j=1, pp)↔
Issue (iski, ipki, pp)〉 → (credi/⊥): This algorithm is
operated by interacting between U and Ii. To obtain a partial
credential from Ii, U takes user identity id, private/public key
pair (usk, upk), private attributes {mj}qj=1, Ii’s public key
ipki, tracers’ public key {tpkj}nT

j=1 and pp as inputs. Ii takes
private key iski, public key ipki, and pp as inputs. If the
execution fails, the algorithm returns ⊥, otherwise the user
registration information reg is stored to L and the user partial
credential credi is returned.
•CredAgg({credi}i∈I , pp)→ cred: This algorithm is oper-

ated by U that inputs pp and tI partial credentials {credi}i∈I ,
where I ⊂ [1, nI ], and outputs an aggregated credential cred.
•
〈
Show(usk, {mj}qj=1,D, cred, pp)↔ Verify(pk, pp)

〉
→

(0/1, tok): This algorithm is operated by interacting between U
and V. U takes usk, {mj}qj=1, a index subset D (D ∈ [1, q]) of
disclosed attributes, cred and pp as inputs. V takes pk and pp as
inputs. At the end of this algorithm, V outputs a bit b (outputs 1
if cred is valid and not revoked or 0 otherwise) and a credential
token tok.
• 〈Trace(tski, tok, pp)〉i∈T → (id/⊥): This algorithm is

jointly operated by tT tracers {Ti}i∈T (T ⊂ [1, nT ]) who in-
put private keys tski, tok and pp. It traverses the registration
information in L, returns the id of the user who has computed a
valid credential token tok, and returns ⊥ if the execution fails.
• 〈Revoke(tski, id, pp)〉i∈T → rev: This algorithm is

jointly operated by tT tracers {Ti}i∈T (T ⊂ [1, nT ]) who input
private keys tski, user identity id and pp. It outputs the user
id’s revocation information rev, and stores the revocation
information to L.

Correctness: Our scheme is correct if (1) a tok of a credential
cred with respect to a selective disclosure set {mj}j∈D should
be accepted by the credential verification algorithm, provided
that cred on a set of attributes {mj}qj=1 are aggregated from
partial credentials issued by tI honest issuers and not revoked;
(2) by operating the tracing and revocation algorithm, any tT
tracers should all output the same user identity id and revocation
information rev. The formal correctness definition is shown in
Supplemental Material B, available online.

C. Security Model

Our scheme should satisfy the following security require-
ments: anonymity, blindness, traceability and non-frameability.
The security model is defined following the works in [7], [14],
[15], [21], and we provide formal definitions of security require-
ments. All security definitions use the following global variables
and oracles.

Global Variables: In the security games, global variables are
maintained by the challenger and can be accessed by all oracles.
HU : the set of honest users identities;CU : the set of corrupt users
identities; CRED: the set that stores (id, {mj}qj=1, cred, usk)
each time a credential is issued for user id; T K: the set that
stores (id, tok) each time a user id computes a token tok of
credential; T R: the set that stores (id, tok) each time a tok is
opened by tracers.

Oracles: Let A be a probabilistic polynomial time (PPT)
adversary.
OObtIss(id, I, {mj}qj=1). It is an oracle that can be

used to issue a credencial for an honest users id with
the attribute set {mj}qj=1. If id ∈ CU or I � [1, nI ],
it returns ⊥. Otherwise, it generates key pair for
id by running: (usk, upk)← UKeyGen(id, pp), and
tI issuers issue partial credentials to id by running:
{〈Obtain(id, usk, upk {mj}qj=1, ipki, {tpkj}nT

j=1, pp) ↔
Issue(iski, ipki, pp)〉 → credi}i∈I . After obtaining tI
partial credentials, it aggregates credentials by running:
CredAgg({credi}i∈I , pp)→ cred: It adds id to HU and
appends (id, {mj}qj=1, cred, usk) to CRED.
OObtain(id, I, {mj}qj=1). It is an oracle that can be used

to play the corrupt issuers jointly issue a credential for
an honest user id with the attributes set {mj}qj=1. If
id ∈ CU , it returns ⊥. Otherwise, it generates key pair
for id by running: (usk, upk)← UKeyGen(id, pp) and
obtains tI partial credentials by running: {〈Obtain(id, usk,
upk, {mj}qj=1, ipki, {tpkj}nT

j=1, pp)↔ A(·)〉 → credi}i∈I ,
where the issuer’s side is executed by the adversary. After
obtaining tI partial credentials, it aggregates credentials by
running: CredAgg({credi}i∈I , pp)→ cred. It adds id to HU
and appends (id, {mj}qj=1, cred, usk) to CRED.
OIssue(id, I, {mj}qj=1). It is an oracle that can be used to

play the honest issuers jointly issue a credential for a cor-
rupt user id with the attributes set {mj}qj=1. If id ∈ HU ,
it returns ⊥. Otherwise, it obtains tI partial credentials by
running: {〈A(·)↔ Issue(iski, ipki, pp)〉 → credi}i∈I , where
the user’s side is executed by the adversary. After obtaining
tI partial credentials, it aggregates credentials by running:



Fig. 2. Anonymity Security Game.

CredAgg({credi}i∈I , pp)→ cred. It adds id to CU and ap-
pends (id, {mj}qj=1, cred, ∗) to CRED, where ∗ indicates the
unknown private key.
OCU(id). It is an oracle that can be used to corrupt an

honest user id. If id ∈ CU , then it returns ⊥. If i ∈ HU ,
then it removes id from HU and adds id to CU , and returns
(id, {mj}qj=1, cred, usk).
OShow(id,D). It is an oracle that can be used to

play a malicious verifier verify a token for an hon-
est user id. If id /∈ HU , it returns ⊥. Otherwise, it
runs 〈Show(usk, {mj}qj=1,D, cred, pp)↔ A(·)〉 → (1, tok),
where the verifier’s side is executed by adversary. It adds
(id, tok) to T K.
OTrace(tok, T ). It is an oracle that can be used to play the

honest tracers jointly trace an honest user. It runs the tracing al-
gorithm: 〈Trace(tski, tok)〉i∈T → id, and appends (id, token)
to T R.
OAnChb

(id0, id1,D). It is an oracle that takes as inputs
the identity of two honest users who have the same user’s
attributes. It runs: 〈Show(uskb, {mj}qj=1,D, credb, pp)↔
A(·)〉 → (1, tokb), and returns tokb, where b ∈ {0, 1}.
OBlChb

(id, {m0
j}

q
j=1, {m1

j}
q
j=1, I). It is an oracle

that takes as inputs two different sets of attributes
{m0

j}
q
j=1, {m1

j}
q
j=1 for the honest user id. It runs: {〈

Obtain(id, usk, upk, {mb
j}

q
j=1, ipki, {tpkj}nT

j=1, pp)↔
Issue(iski, ipki, pp)〉 → credi,b}i∈I . It aggregates credentials
by running: CredAgg({credi,b}i∈I , pp)→ credb, and returns
credb, where b ∈ {0, 1}.

Anonymity: Anonymity can protects the user’s privacy as long
as fewer than tT tracers collude; in such case, no verifier can
learn any information about the user’s attributes and secret key
during the execution of the credential verification algorithm,
except for the disclosed attributes. We even allow a token to
be opened without affecting the anonymity of other tokens,
thus ensuring both backward and forward unlinkability. Without
loss of generality, we assume that the first 1, . . . tT − 1 tracers
and the first 1, . . . , tI issuers are controlled by adversary in the
anonymity game.

Definition 1: Theanonymity is defined by gameExpanon−b

in Fig. 2. Our scheme is anonymous, if for any PPT adversary

Fig. 3. Blindness Security Game.

Fig. 4. Traceability Security Game.

A, there is a negligible function ε(λ) such that

Advanon = |Pr
[
Expanon−1(A, λ) = 1

]
− 1

2
| � ε(λ)

Blindness: Blindness ensures that issuers cannot learn any
information about the user’s private attributes during the execu-
tion of the credential issuing algorithm, except for the fact that
the user has knowledge of these attributes. We define blindness
in the malicious issuer model [15], [41] so that the adversary
controls all issuers in the blindness security game.

Definition 2: The blindness is defined by game Expblind−b

in Fig. 3. Our scheme is blind, if for any PPT adversaryA, there
is a negligible function ε(λ) such that

Advblind = |Pr
[
Expblind−1(A, λ) = 1

]
− 1

2
| � ε(λ)

Traceability: Traceability ensures that the tracing algorithm
cannot return ⊥ for any valid token. Following Camenisch et
al.’s [14] definition, in traceable security games, the number of
corrupt tracers can exceed tT , allowing the adversary to trace
arbitrary users, and the number of corrupt issuers is less than
tI , preventing the adversary from issuing credentials to honest
users.

Definition 3: The traceability is defined by game Exptrace

in Fig. 4. Our scheme is traceable, if for any PPT adversary A,



Fig. 5. Non-frameability Security Game.

there is a negligible function ε(λ) such that

Advtrace = |Pr
[
Exptrace(A, λ)

]
= 1| � ε(λ)

Non-frameability: Non-frameability ensures that even if more
than tI issuers and tT tracers collude, they cannot falsely claim
that any honest user generated any valid token but in fact the users
did not generate the token by themselves. This notion captures
the unforgeability property required for threshold credentials
and guarantees that only honest users can compute valid tokens.

Definition 4: The non-frameability is defined by game
Expnon−frame in Fig. 5. Our scheme is framing-resistance, if
for any PPT adversaryA, there is a negligible function ε(λ) such
that

Advnon−frame = |Pr
[
Expnon−frame(A, λ)

]
= 1| � ε(λ)

IV. OUR CONSTRUCTION

A. High-Level Overview

As shown in Fig. 1, the working flow of our scheme is
described as follows. TTP sets up the system parameters ( 1©),
and generates private/public keys fornI issuers ( 2©). Each tracer
Ti (i ∈ [1, nT ]) generates a private/public key pair to trace user
identities ( 3©). When joining the system, U should generate a
private/public key pair ( 4©), and then U initiates a request to
nI issuers to obtain an attribute-based credential. Each issuer
(online) issues a partial credential ( 5©) and stores the user’s
registration information in L. After receiving credentials from
tI issuers, U aggregates them to form into a single credential
( 6©). When U needs to show the credential, U can re-randomize
it and efficiently disclose a subset of attributes ( 7©). If illegal
tokens generated by U need to be traced, any tT tracers (online)
jointly trace the user’s identity ( 8©). If a user is discovered with
malicious behavior, tT tracers (online) jointly revoke the user’s
credentials ( 9©) and store the revocation information in L.

Our scheme is inspired by the concepts in Sanders’s URS
signature [7], Camenisch et al. ’s threshold dynamic group
signature [14], Shamir’s secret sharing scheme [23] and El-
Gamal encryption [22]. The challenge is to combine and
adapt them such that our scheme supports threshold tracing
of users’ identities, threshold revocation of users’ credentials,
threshold issuing of private attributes, and efficient selective
disclosure.

First, we adopted the threshold idea of Camenisch et al.
and adapted it to make the tracing algorithm and revocation
algorithm of our scheme more efficient. (1) In credential issuing
algorithm, a user divides their private key into nT shares using
Shamir’s secret sharing scheme and encrypts each share using
ElGamal’s encryption scheme, then the ciphertexts of all shares
are sent to all issuers as part of the registration information. (2)
In the credential showing algorithm, the user has to compute
the signature of knowledge of their private key. (3) In tracing
algorithm, the tracers use a pairing-based equation to determine
whether the private key hidden in the signature of knowledge
matches the private key hidden in the registration information.
(4) In revocation algorithm, the tracers decrypt the share of the
user’s private key and jointly recover the complete revocation
information, from which the verifier can determine whether the
user’s credentials have been revoked according to a pairing-
based equation.

Second, our scheme incorporates Sander’s polynomial-based
URS signature in credential issuance. Sander’s URS signature
is chosen because it is highly efficient for selective disclosure
of attributes, it supports relationship proofs of hidden attributes,
and its public key is linear in q. To support threshold issuance, our
scheme relies on Shamir’s secret sharing scheme, which implies
that all issuers’ key generation is performed by TTP. This
limitation can also be mitigated by performing key generation
in a distributed manner [24], [25] instead of TTP, but this is
inefficient.

Finally, ElGamal’s encryption scheme is also used to imple-
ment the issuance of private attributes because of its homo-
morphic and supporting efficient zero-knowledge proof. In the
credential issuing algorithm, a user uses the ElGamal algorithm
to encrypt each private attribute and computes the signature of
knowledge of each ciphertext to prove the correctness of all
ciphertexts. After receiving the signature of ciphertexts, the user
uses its homomorphism to unblind the signature and obtain the
credential of private attributes.

B. Concrete Construction

Setup(1λ, nI , tI , nT , tT , q)→ pp: TTP takes a security
parameter λ, a number nI of issuers and threshold value
tI , a number nT of tracers and threshold value tT ,
and a number q of user’s attributes as inputs to cre-
ate the system parameters pp. TTP generates Type-III bi-
linear pair parameters (G1,G2,GT , g, g̃, p, e) and selects
(h1, h2, . . . , hq+1)←− RG1. The system parameters are pp =
(G1,G2,GT , g, g̃, p, e, nI , tI , nT , tT , q, h1, h2, . . . , hq+1).

TTPKeyGen(pp)→ (pk, {iski, ipki}nI
i=1): As shown in

Fig. 6, TTP takes pp as input to generate verification key pk



Fig. 6. TTP Key Generation Algorithm.

Fig. 7. Credential Issuing Algorithm.

andnI public and private key pairs {iski, ipki}nI
i=1.TTP selects

(x, y) as the private key and computes the verification key pk
of URS signature. TTP then selects 2(q + 2) polynomials of
tI − 1 degrees with coefficients in Zp and uses the Shamir secret
sharing scheme to computes a private key iski and public key
ipki for each issuers Ii (i ∈ [1, nI ]). TTP then publishes pk and
(i, ipki)

nI
i=1, and transmits iski to the corresponding Ii through

the secure channel.
TraceKeyGen(pp)→ (tski, tpki): T i takes pp as input and

generates ElGamal private key tski and public key tpki. Ti

selects a random tski ←− RZp, and computes tpki = g̃tski . Ti

stores tski and publishs (i, tpki).
UKeyGen(id, pp)→ (usk, upk): U takes their identity id

and pp as inputs, then U selects usk ←− RZp and computes
h = H2(id) and public key upk = husk.

〈Obtain(id, usk, upk, {mj}qj=1, ipki, {tpkj}nT
j=1, pp)↔

Issue (iski, ipki, pp)〉 → credi: As shown in Fig. 7, U and
Ii generate a user’s partial attribute-based credential credi
through the following interaction:
− U takes the following steps to generate registration infor-

mation: (1) To perform blind signatures on the set {mj}qj=1 of
private attributes, U generates the ElGamal private key z and
public key Z = gz , and computes the ciphertext (αj , βj) for
each attribute mj (j ∈ [1, q]). (2) To aggregate tI partial creden-
tials from different issuers into single, each issuer must operate
on the same random element h = gr where r is unknown,
thus U generates h = H2(id) using the collision-resistant hash
function. (3) To support threshold tracing/revocation, U selects
a polynomial fusk(x) of degree tT − 1 with coefficients in
Zp, which is used to divide usk into nT shares (s1, . . . , snT

)



Fig. 8. Credential Showing Algorithm.

Fig. 9. Tracing Algorithm.

using the Shamir’s secret sharing scheme. U use the ElGamal
encryption scheme to encrypt each share si of usk. And then
U computes verification values {Dj}tT−1j=1 as in the Feldman
verifiable secret sharing scheme [26] to verify the correctness
of the private key usk sharing. (4) To prove to the issuer that
all computations are correct, U needs to construct a proof of
knowledge Π1, and send registration information reg to all
issuers.
−After verifyingΠ1, Ii signsupk and ciphertexts (αj , βj)

q
j=1

of private attributes, and sends the blind signature (α′i, β
′
i) to U.

Ii stores the registration information reg in L.
− After receiving (α′i, β

′
i), using the homomorphism of the

ElGamal encryption scheme, U can unblind the signature and
get a partial credential credi of private attributes.

CredAgg({credi}i∈I , pp)→ cred: The algorithm can be ex-
ecuted after U receives tI partial credentials. For each i ∈ I,
U computes λi = [

∏
j∈I,j �=i(j)][

∏
j∈I,j �=i(j − i)]−1, and then

computes σ =
∏

i∈I σ
λi
i . If e(σ, g̃) = e(h, X̃

∏q
j=1 Ỹ

mj

j Ỹ usk
q+1 ),

U keeps cred = (h, σ), otherwise returns ⊥.〈
Show(usk, {mj}qj=1,D, cred, pp)↔ Verify(pk, pp)

〉
→

(0/1, tok): As shown in Fig. 8, U interacts with V to show
credentials anonymously. In this protocol, U is allowed to
disclose a subset of attributes. First, U derives credential cred
as in the URS signature. In addition, U need to construct a proof

of knowledge Π2 to prove to V that he knows usk. Finally, U
sends the token tok to V. If the proof and signature are verified
and the user’s credentials have not been revoked, then V returns
1 and stores tok, otherwise returns 0. It should be noted that it is
inefficient to directly apply the formula to compute σ̃′, because
it requires |D′|(q + 2− |D′|) exponentiations, but fortunately,
in [7], Sanders gives a way that only requires 2(q + 1)− 1
exponentiations.
〈Trace(tski, tok)〉i∈T → (id/⊥): As shown in Fig. 9, tT

tracers jointly perform identity tracing operations. To trace the id
of the user who generated tok, tracers traverse the latest ledgerL,
read the registration information of each user in it, and determine
whether the usk hidden in tok is the same as the one restored
by their tT shares. If it is the case, the algorithm returns the
corresponding id. If L is traversed and the id is not determined,
it returns ⊥.
〈Revoke(tski, id, pp)〉i∈T → rev: As shown in Fig. 10, tT

tracers jointly perform user revocation operations. For the ma-
licious user id whose identity has been traced, each Ti (i ∈ T )
retrieves their registration information in L, and decrypts the
revocation information share Rid,i = C̃2,iC̃

−tski
1,i = Ỹ si

q+1. The

complete revocation information rev =
∏

j∈T R
λj

id,j = Ỹ usk
q+1

can be recovered by using the t shares {Rid,j}j∈T . Finally, Ti

stores the revocation information rev in L.



Fig. 10. Revocation Algorithm.

TABLE II
FEATURES COMPARISON (

√
: SUPPORTED FEATURE; −: UNSUPPORTED FEATURE)

C. Correctness and Security

The details of the signature of knowledge of the proposed
scheme are shown in Supplemental Material C, available online.
The correctness of the our scheme is analyzed in Supplemental
Material D, available online. We define the following theorems
to formalize that our construction from Section IV-B satisfies
all the desired security guarantees defined in Section III-C. The
formal proofs are given in Supplemental Material E, available
online.

Theorem 1: Our scheme achieves anonymity if DDH assump-
tion holds in G1.

Theorem 2: Our scheme achieves blindness if ElGamal en-
cryption is IND-CPA secure.

Theorem 3: Our scheme achieves traceability if the URS is
unforgeable.

Theorem 4: Our scheme achieves non-frameability if DL
assumption holds in G1.

D. Applications

Our scheme retains all the excellent features of the Coconut
and supports all the applications introduced by Sonnino et al. [4].
In Supplementary Material A, available online, we show two
application scenarios: accountable anonymous reporting system
and permissioned token system, that leverage our scheme to offer
improved fine-grained authentication, traceability, and privacy
properties.

V. PERFORMANCE ANALYSIS

A. Theoretical Analysis and Comparison

Table II makes a features comparison of our scheme with
typical anonymous credential schemes. The CL [10], [40] and

BBS [12], [40] support threshold issuing, threshold tracing and
threshold revocation, PS [13], [14] schemes support threshold
issuing and threshold tracing, but they are not attribute-based
credentials. The schemes in [16], [39] support blind issuance and
re-randomization, and they use SPS-EQ signature and ART-sign,
respectively, to replace the complex zero-knowledge proof to
achieve efficient attribute disclosure proof. Still, their scheme
does not support relation proofs for hidden attributes and thresh-
old functions. Coconut [4] supports threshold issuing, blind
issuance, re-randomization, and relational proof. However, it
does not support threshold tracing and threshold revocation;
another issue of Coconut is that it relies on zero-knowledge
proof to achieve attribute disclosure proof, which is not highly
efficient. Our scheme achieves all the features listed in Table II.
In particular, it relies on URS to achieve attribute disclosure
proof more efficiently than Coconut.

Table III provides a security comparison of our scheme with
other threshold anonymous credential schemes. The scheme
in [40] supports anonymity, traceability, and non-frameability,
but does not support blind issuance of private attributes and does
not provide a formal security definition. The scheme in [14]
supports anonymity, traceability, and non-frameability, and pro-
vides a formal definition of security, but does not support blind
issuance of private attributes. The scheme in [4], [5] supports
anonymity, blindness, and non-frameability, but it doesn’t sup-
port traceability.

In Table IV, our scheme is compared with the Coconut [4] in
terms of storage and computational complexities, where |G1|,
|G2|, |Zp| are the element sizes in group G1, G2 and Zp,
respectively; te1 , te2 , tp are the time cost for the exponential
in group G1, G2 and pairing computations, respectively. The
main overheads of these two schemes are essentially the same
(constant credential size, O(q) public key storage complexity



TABLE III
SECURITY COMPARISON (

√
: SUPPORTED FEATURE; −: UNSUPPORTED FEATURE)

TABLE IV
STORAGE AND COMPUTATION COMPARISON (q/k: NUMBER OF USER/DISCLOSED ATTRIBUTES)

Fig. 11. Execution Time of Algorithms.

and credential showing complexity, etc) except for the verifica-
tion cost and token size. The verification cost of credentials in
Coconut is O(q) operations, while it is O(k) operations in our
scheme. The token size in Coconut is O(q) elements, while it is
O(k) elements in our scheme. The improvements of our scheme
are significant in practice where q is usually much larger than k.

B. Experimental Analysis

In order to evaluate the performance in objective tests, we im-
plement our scheme and measure its performance on a personal
laptop with an AMD Ryzen-5 4600H with Radeon Graphics
3.00 GHz CPU, 16 GB RAM, 512 GB SSD running Ubuntu
Kylin 16.04 operating system. The experiments are conducted
using MIRACL1 and Type-III pairing. We use SHA256 to im-
plement the hash functionsH1,H2 required by our scheme (see
Figs. 7, 8). In order to accurately evaluate the computational
overhead of algorithms in our scheme, we use the Barreto-
Naehrig curve (BN-256) [42] to test the system’s performance
under AES-100 b security level.

Fig. 11(a) shows the computation costs of our scheme. We test
the execution time of the scheme under nI = 5, tI = 3, nT =
5, tT = 3, q = 10, and k = 3. The computation costs of Setup,
TTPKeyGen,TraceKeyGen,UKeyGen andCredAgg are 1.5 ms,

1https://github.com/miracl/

179.1 ms, 1.47 ms, 1.29 ms, 35.7 ms, respectively. For credential
issuing, it costsU and Ii for 77.53 ms and 207.6 ms, respectively.
For credential showing, it costsU andV for 22.3 ms and 54.4 ms,
respectively. It takes 44.5 ms for Ti to check whether a user
satisfies the conditions in the Trace algorithm, and it takes
5.67 ms for Ti to compute the revocation information of a user
in theRevoke algorithm. Fig. 11(b) shows the computation costs
of the credential aggregation algorithm when the number of
issuers nI = 30 and the threshold value tI changes. It costs
36.3 ms, 37.1 ms, 38.1 ms, 40.1 ms, 42.3 ms and 43.5 ms
for tI = 5, 10, 15, 20, 25 and 30, respectively. In Fig. 11(c), we
show the computation costs of the credential issuing algorithm.
When nI = 5, tI = 3, nT = 5, tT = 3, and k = 3, the compu-
tation time increases linearly with q. Fortunately, the credential
issuing algorithm is executed only once for each new user.

In practice, the number q of a user’s attributes is usually much
larger than the number k of a user’s disclosed attributes. For
example, the user may havename, id, student,driver, license,
social, security, number, occupation, home, address, and
many other attributes. If the user buys a student discount ticket,
they only need to disclose the student attribute. Therefore, we
compare the performance of our scheme with Coconut [4] under
the conditions of a large q and a small k. Note that the following
experiment does not include the revocation checking operations,
since Coconut does not support user revocation.



Fig. 12. Overheads of Credential Showing (k is kept constant).

Fig. 13. Overheads of Credential Showing (q is kept constant).

As shown in Fig. 12, we compare the communication and
computation cost of the user (performing Show) and verifier
(performingVerify) for the credential showing algorithm, where
k is fixed to be 10 and q linearly increases. In Fig. 12(a), we
compare the sizes of the token tok between our scheme and
Coconut [4]. The communication cost of Coconut grows linearly
with the number q of user’s attributes. Since the size of tok
in our scheme is independent of q, when k is constant, our
communication consumption is constant and substantially less
than Coconut. When q = 100 (resp. q = 700), the communica-
tion cost of our scheme is approximately 24.8% (resp. 4.3%)
of that in Coconut. In Fig. 12(b), we compare the credential
verification time between Coconut [4] and our scheme. The
computation cost of Coconut grows linearly with the number
q of user’s attributes. Since the operations of credential verifica-
tion in our scheme is independent of q, when k is constant,
our computation cost is constant and substantially less than
Coconut. When q = 100 (resp. q = 700), the computation cost
of our scheme is approximately 71.3% (resp. 12.7%) of that
in Coconut. In Fig. 12(c), we compare the credential showing
time between Coconut [4] and our scheme. The computation
cost of both our scheme and Coconut grows linearly with q.
Although our scheme requires more computation than Coconut
when showing credentials, there is no significant gap between
them.

As shown in Fig. 13, we compare the communication and
computation cost of the user and verifier for the credential
showing algorithm, where q is fixed to be 100 and k linearly
increases. In Fig. 13(a), we compare the sizes of the token
tok between our scheme and Coconut [4]. The communication
cost of both our scheme and Coconut grows linearly with the
number k of disclosed attributes, but the size of our scheme is

significantly smaller than that of Coconut. When k = 2 (resp.
k = 20), the communication cost of our scheme is approxi-
mately 19.7% (resp. 30.2%) of that in Coconut. In Fig. 13(b), we
compare the credential verification time between Coconut [4]
and our scheme. The computation cost of our scheme grows
linearly with the number k of disclosed attributes, but the time
consumption in our scheme is still lower than that of Coconut.
When k = 2 (resp. k = 20), the computation cost of our scheme
is approximately 52.2% (resp. 91.3%) of that in Coconut. In
Fig. 13(c), we compare the credential showing time between Co-
conut [4] and our scheme. The computation cost of our scheme
decreases linearly with the number k of disclosed attributes
while the computational cost of Coconut remains constant. The
execution time of our scheme is higher than that of Coconut, but
they are still in the same order.

The above analysis and comparison indicate that our scheme
enjoys low communication and computation overheads.

C. Evaluation of Smart Contract

As shown in Fig. 14, we present the smart contract of
our scheme to demonstrate the feasibility of deploying our
scheme on the blockchain. The contract has the following
functions: Create, AddIssuer, AddTracer, uploadReg, getReg,
uploadCred,getCred,uploadToken,getToken,uploadTi,getTi,
uploadID, getID, uploadQi, getQi, uploadRev and getRev. First,
TTP deploys the smart contract and calls the Create function
setting system parameters, including nI , tI , nT , tT , and then
calls the AddIssuer and AddTracer functions to publish the
public keys (address) of all issuers and tracers. To obtain
attribute-based credentials, a new user uploads their registration
information to the smart contract via the uploadReg function.



Fig. 14. Smart Contract in our Scheme.

The issuer (online) is then responsible for monitoring the smart
contract and getting the user’s registration request via the getReg
function and uploading a partial credential via the uploadCred
function if the registration request is valid. The user can obtain
the aggregated credential after downloading the partial creden-
tials issued by t issuers via the getCred function. When a verifier
applies to trace the identity of the user who created an illegal
token, the verifier uploads the token to the smart contract via
the uploadToken function. Then the tracer is responsible for
monitoring the smart contract and getting the token via the
getToken function. For cooperative execution of the tracing
algorithm, the tracer (online) uploads the calculated tracing
information Ti to the smart contract via the uploadTi function
and obtains the tracing information of other tracers via the
getTi function. After the tracer gets the t shares of the tracing
information and verifies them, it uploads the user’s identity to
the smart contract via the uploadID function, and broadcasts
the tracing success message to other tracers. The verifier can
get the tracing result via the getID function. To revoke the
credentials of the malicious user id, the tracer uploads the cal-
culated revocation information Qi to the smart contract via the
uploadQi function and gets revocation information from other
tracers via the getQi function. After the tracer receives t shares of
revocation information and verifies them, it uploads the complete
revocation information of the user id to the smart contract,
and broadcasts the revocation success message to other tracers.
The verifier can get the updated revocation list via the getRev
function.

The smart contract was implemented using Solidity lan-
guage.2 The algorithm of the smart contract is shown in Sup-
plementary Material F, available online, where the public keys
of all participants are represented by the type address, and the
input data is represented by the type string.

Then, we evaluate the gas consumption of each function on the
Ethereum test chain (Remix VM Merge) using the Remix.3 For
nI = 5, tI = 3, nT = 5, tT = 3, q = 10, and k = 3, we list the
gas consumption and the corresponding Ether cost and US dollar
cost for each function call in Table V. The gas consumption
covers the transaction cost of Ethereum and the execution cost
of our smart contract. The most expensive operation is the

2https://soliditylang.org/
3http://remix.ethereum.org/

TABLE V
THE GAS CONSUMPTION FOR OUR SCHEME (GASPRICE = 1 GWEI, 1 ETH

= 1605 USD)

uploadReg function, which costs 8.6 dollar and fortunately only
needs to be called once for each new user. Calling uploadToken
costs 1.3 dollar, but this function is only called for illegal tokens.
It costs less than 1 dollar for each of the remaining function calls.

VI. CONCLUSION

In this article, we proposed a threshold attribute-based anony-
mous credential scheme that has three significant practical con-
sequences. First, it supports threshold tracing of user identities
and threshold revocation of user credentials, making it bet-
ter suited in anonymous-yet-accountable distributed scenarios.
Second, it relies on the polynomial-based URS signatures for
credential verification, making it more efficient. Finally, formal
security proofs of our scheme are provided for anonymity, blind-
ness, traceability, and non-frameability. However, the revocation
of attributes in anonymous credentials is still a challenging issue,
and we leave it as our future work.
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