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Abstract—Attribute-based anonymous credentials offer users
fine-grained access control in a privacy-preserving manner. How-
ever, in such schemes obtaining a user’s credentials requires knowl-
edge of the issuer’s public key, which obviously reveals the issuer’s
identity that must be hidden from users in certain scenarios. More-
over, verifying a user’s credentials also requires the knowledge of
issuer’s public key, which may infer the user’s private information
from their choice of issuer. In this article, we introduce the notion
of double issuer-hiding attribute-based credentials (DIHAC) to
tackle these two problems. In our model, a central authority can
issue public-key credentials for a group of issuers, and users can
obtain attribute-based credentials from one of the issuers without
knowing which one it is. Then, a user can prove that their credential
was issued by one of the authenticated issuers without revealing
which one to a verifier. We provide a generic construction, as
well as a concrete instantiation for DIHAC based on structure-
preserving signatures on equivalence classes (JOC’s 19) and a novel
primitive which we call tag-based aggregatable mercurial
signatures. Our construction is efficient without relying on zero-
knowledge proofs. We provide rigorous evaluations on personal
laptop and smartphone platforms, respectively, to demonstrate its
practicability.

Index Terms—Anonymous credentials, mercurial signatures,
privacy-preserving, issuer-hiding.
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I. INTRODUCTION

A TTRIBUTE-BASED anonymous credentials (ABCs) is
a primary cryptography tool for the secure use of

digital services, preserving the privacy of users while providing
fine-grained authentication services. A typical ABCs scheme
involves three types of entities: issuer, user, and verifier. A user
obtains credentials from an issuer on a set of attributes that
describe the user’s personal information. The user then presents
the credentials to a verifier anonymously by disclosing a selected
subset of the user’s attributes. Multiple presentations of the same
user can only be linked through the disclosed attributes. ABCs
protect user privacy and support fine-grained access control
due to selective disclosure of users’ attributes for credential
verification. After ABCs were introduced [1], a series of ABCs
schemes were proposed to achieve various functionalities and
optimizations, including selective disclosure credentials [32],
[34], [35], [36], [37], [38], [39], [41], [42], [45], [46], [47], del-
egatable credentials [23], [24], [25], [26], [27], [29], [31], [33],
keyed-verification credentials [3], [4], [7], updatable creden-
tials [5], [6], and decentralized credentials [2], [37]. Now, ABCs
have been widely applied to various anonymous authentication
systems, such as electronic tickets systems [8], single sign-on
systems [9], permissioned blockchain systems [10], [29], direct
anonymous attestation [11], enhanced privacy ID [12], and
self-sovereign identity systems [13], which require minimal col-
lection of users’ personal information due to privacy regulations,
such as General Data Protection Regulations (GDPR) [14] and
California Consumer Privacy Act (CCPA) [15].

Issuer-Hiding From Users: All the anonymous credential
schemes aforementioned have a common feature: users know
the issuer’s public key when obtaining their credentials. While
this seems to be a natural premise, there are scenarios where
the issuer’s identity must be hidden from users to protect the
issuer’s privacy. For example, consider deploying anonymous
credentials in a blockchain system to enable the automatic
issuance of users’ credentials through smart contracts, where
credential issuers are integrated into the blockchain nodes. Due
to the complexity of distributed networks, there is no guarantee
that each node (issuer) can always provide services online in real
time. A solution to solve this issue is to deploy multiple nodes
(issuers) with the same functionality to provide the issuance
service, and this should be transparent to users; each user only
needs to confirm that their issuer is legitimate without knowing
the number and identities of issuers in the system. Another
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instance is that multiple issuers should be deployed in a large-
scale electronic identity system in order to improve the stability
of the system and avoid a single point of failure. In this case,
hiding the information of issuers from users and potential ad-
versaries helps reduce the probability of targeted attacks. An
fashionable instance is car sharing, where each car owner plays
the role of the issuer, and each car sharer plays the role of a user.
To transfer access to a car from its owner to a car sharer, the car
owner may issue credentials without revealing their identity for
privacy protection.

Issuer-Hiding From Verifiers: Another concern that has not
been commonly addressed in existing research on ABCs is that
each user is required to reveal an issuer’s public key to a verifier
when presenting their credentials, and this enables the verifier to
infer the user’s private information based on their choice of issuer
in certain scenarios. In an electronic identity system, for exam-
ple, a single issuer is set up for issuing credentials to all users
in each administrative area. Fine-grained administrative areas
may be arranged to increase the efficiency and manageability of
the whole system. However, in such case, a user revealing their
issuer’s public key to a verifier when presenting their credentials
enables the verifier to infer the administrative area of the user.
Another instance is that a vehicular ad-hoc networks (VANET)
system allows each vehicle’s manufacturer to issue credentials
to the vehicle. When a vehicle reveals its manufacturer’s public
key to a verifier for anonymous authentication in VANET, it
reveals its brand unnecessarily.

Drawbacks of Existing Schemes: The main drawback of ex-
isting ABCs schemes is that none was designed to achieve both
issuer-hiding from users and issuer-hiding from verifiers. Re-
cently, though, Bobolz et al. [16], Conolly et al. [20], and Bosk et
al. [30] independently proposed definitions of issuer-hiding (or
signer-hiding) from verifiers and developed concrete anonymous
credential schemes based on their definitions. Unfortunately,
their schemes do not support issuer-hiding from users. Another
trivial solution is to deploy multiple issuers who share the same
issuing key, but this approach has two significant drawbacks.
First, if any of the multiple issuers is corrupted, the issuing
keys of all issuers are compromised. Second, sharing issuer
keys is not feasible in many application scenarios. For instance,
independent issuers should be deployed in a large-scale elec-
tronic identity system based on their administrative divisions.
Likewise, in the case of vehicular ad-hoc networks (VANET),
each manufacturer should manage an independent credential
issuer.

A. Our Contributions

In this paper, we advance the state-of-the-art by present-
ing a double issuer-hiding attribute-based credential scheme
(DIHAC), which supports issuer-hiding from both users and ver-
ifiers while retaining other desired features of anonymous cre-
dentials, including anonymity, unforgeability, attribute-based,
and selective disclosure. Specifically, our contributions include:
� We introduce a new tag-based aggregatable mercurial sig-

nature (TAM− Sign) as a fundamental building block for
DIHAC, which is also of independent interest for other

applications. Within our TAM− Sign scheme, multiple at-
tribute signatures {σi} on the same tag �T can be aggregated
into a compact signature σ. Furthermore, the TAM− Sign
allows a signature σ for the attributes on a tag �T under
a public key pk to be transformed into a new unlinkable
signature σ′ for the same attributes on an equivalent but
unlinkable tag �T ′ under an equivalent but unlinkable public
key pk′.

� We introduce DIHAC, a new attribute-based anonymous
credentials scheme that achieves issuer-hiding from both
users and verifiers. We formalize the system model and
the security model of DIHAC, including unforgeabil-
ity, anonymity, and unlinkability. Moreover, we provide
a generic construction and an efficient instantiation of
DIHAC using our TAM− Sign scheme in combination
with SPS− EQ scheme [46], and zero-knowledge sig-
nature of knowledge (ZKSoK) [23], and prove that the
proposed scheme achieves all the security requirements
in the formalized security model.

� We implement our DIHAC instantiation at AES-100 b se-
curity level, and our source code is available publicly [55].
We evaluate DIHAC on a personal laptop and smartphone,
respectively. When the number of user’s attributes is set to
10, a user presenting a credential to a verifier takes 41 ms to
execute on a laptop and 541 ms to execute on a smartphone.
In addition, we highlight its application in an electronic
ticket system [8] and a permissioned token system [29] in
Supplementary Material A, available online.

II. PRELIMINARY

A. Bilinear Pairing

Let G1, G2 and GT be cyclic groups of prime order p.
Let g and g̃ be generators of G1 and G2, respectively. The
mapping e : G1 ×G2 → GT is a bilinear map if it has three
properties: (1) bilinearity: ∀g ∈ G1, g̃ ∈ G2 and a, b ∈ Zp, we
have e(ga, g̃b) = e(g, g̃)ab. (2) non-degeneracy: e(g, g̃) �= 1GT

.
(3) computability: e can be efficiently computed. We denote
a bilinear group BL = (G1,G2,GT , e, p, g, g̃). Our scheme is
based on the Type-III pairing [44], which means that there is no
efficiently computable homomorphism between G1 and G2.

B. Pseudorandom Function

A pseudorandom function (PRF) is a deterministic function of
a key and an input and consists of the following polynomial-time
(PPT) algorithms:
• PRF.KeyGen(1λ)→ rk: On input security parameter 1λ,

outputs a secret key rk.
• PRF.Eval(rk, str)→ γ: On input a secret key rk and a

string str ∈ {0, 1}∗, outputs a random element γ ∈ G, where
G is a finite set.

A PRF scheme is secure if any PPT adversary cannot distin-
guish PRF’s outputs from a truly random function. In this paper,
we use PRF to generate deterministic random scalars.



C. Class-Hiding

Let Gi be a prime order group of a bilinear map. [ �M ]R ⊂
(G∗i )

l is a message equivalence class defined based on the
equivalence relation: R �M = {( �M, �M ′) ∈ (G∗)l × (G∗)l|∃s ∈
Z∗p : �M ′ = �Ms}. (G∗i )l is a class-hiding space if for any PPT
adversary A there is a negligible function ε(λ) such that:
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And, (G∗i )
l is a class-hiding space if and only if the DDH

assumption holds in Gi [46].

D. Structure-Preserving Signatures on Equivalence Classes

A structure-preserving signatures scheme on equivalence
classes (SPS− EQ) [45], [46] over a message equivalence rela-
tionR �M consists of the following PPT algorithms:
• SPS-EQ.Setup(1λ)→ BL: On input a security parameter

1λ, outputs a bilinear group BL.
� SPS-EQ.KeyGen(BL, l)→ (sk, pk): On input the bi-

linear group BL and a message length l, outputs a signing
key sk and a public key pk.

� SPS-EQ.Sign(sk, �M)→ σ: On input the signing key sk

and a message �M , outputs a signature σ on the message
�M .

� SPS-EQ.ChgRep( �M, σ, μ, pk)→ ( �M ′, σ′): On input a
representative �M of an equivalence class [ �M ]R, a signature
σ on the message �M , a message converter μ ∈ Z∗p, and the
public key pk, outputs an updated message-signature pair
( �M ′, σ′), where �M ′ ∈ [ �M ]R.

� SPS-EQ.Verify( �M, σ, pk)→ 0/1: On input a represen-
tative �M of an equivalence class [ �M ]R, a signature σ on
the message �M , and the public key pk, outputs 1 if σ is
valid on �M under pk and 0 otherwise.

� SPS-EQ.VKey(sk, pk)→ 0/1: On input the signing key
sk and the public key pk, outputs 1 if it is a valid key pair
and 0 otherwise.

An SPS− EQ [46] scheme is secure if it is existentially
unforgeable under chosen message attacks (EUF-CMA) and
has perfect adaptation of signatures. We introduce the secu-
rity definition of SPS− EQ and a concrete instantiation of it
in Supplemental Material D.1, available online. In this paper,
we use this signature scheme to hide issuers’ public keys and
credentials.

E. Aggregatable Attribute-Based on Equivalence Classes

An aggregatable attribute-based equivalence class (AAEQ)
signature scheme over a message equivalence relation R �M
consists of the following PPT algorithms:

� AAEQ.Setup(1λ, t, n)→ pp: On input a security param-
eter 1λ, a message length t, and a total number of user’s
attributes n, outputs public parameters pp.

� AAEQ.KeyGen(pp)→ (sk, pk): On input the public pa-
rameters pp, outputs a signing key sk and a public key
pk.

� AAEQ.Sign(sk, aj , �M)→ σj: On input the signing key
sk, an attribute value aj , and a message �M , outputs a
signature σ of the attribute aj on the message �M .

� AAEQ.Aggr(pk, {aj , σj}D)→ σ: On input the pub-
lic key pk and a set of valid attribute-signature pairs
{aj , σj}j∈D on the message �M , (D ⊂ [1, n]), outputs an
aggregated signature σ for the set of attributes {aj}j∈D.
• AAEQ.ChgRep( �M, σ, ρ, pk)→ ( �M ′, σ′): On input a
message �M , a signatureσ and a message converter ρ ∈ Z∗p,

outputs an updated message-signature pair ( �M ′, σ′), where
�M ′ ∈ [ �M ]R.
• AAEQ.Verify(pk, {aj}D, σ, �M)→ 0/1: On input a
public key pk, a set of attributes {aj}j∈D, and a message-
signature pair ( �M, σ), outputs 1 if σ is valid for {aj}j∈D
and �M , and 0 otherwise.
• AAEQ.VKey(sk, pk)→ 0/1: On input the signing key
sk and the public key pk, outputs 1 if it is a valid key pair
and 0 otherwise.

An AAEQ [47] scheme is secure if it is EUF-CMA secure
and has perfect adaptation of signatures. We introduce the se-
curity definition of AAEQ and a concrete instantiation of it in
Supplemental Material D.2, available online. In this paper, we
use this signature scheme as a building block to construct our
TAM− Sign scheme.

F. Updatable Public Keys

An updatable public key system (UPK) over a public-key
equivalence relation Rpk consists of the following PPT algo-
rithms:
� UPK.Setup(1λ)→ pp: On input a security parameter 1λ,

outputs the parameters pp.
� UPK.KeyGen(pp)→ (sk, pk): On input the public pa-

rameters pp, outputs a secret key sk and a public key pk.
� UPK.Update(pk)→ pk′: On input a public key pk, out-

puts a updated public key pk′, where pk′ ∈ [pk]R..
� UPK.VfyKey(sk, pk)→ 0/1: On input a secret key sk and

the public key pk, outputs 1 if it is a valid key pair and 0
otherwise.

A UPK [48] scheme is secure if it satisfies unforgeability and
indistinguishability. We introduce the security definition ofUPK
and a concrete instantiation of it in Supplemental Material D.3,
available online. In this paper, we use this UPK scheme as a
building block to construct our TAM− Sign scheme.

G. Zero-Knowledge Signature of Knowledge

Zero-knowledge signature of knowledge (ZKSoK) [23] for
a NP-relation R with the language LR = {y : ∃x, (x, y) ∈ R}
consists of the following algorithms.



� Gen(1λ)→ pp: On input a security parameter λ, outputs
a public parameter pp.

� Sign(x, y,m)→ Π: On input a message m and a relation
(x, y) ∈ R, outputs a ZKSoK: Π = ZKSoK{x|(x, y) ∈
R}(m).

� Verify(y,Π,m)→ 0/1: On input a message m, a ZKSoK
Π and a statement y. IfΠ is valid, return 1; otherwise return
0.

A ZKSoK is SimExt-secure [23] if it satisfies correctness,
simulatability, and extractability. We introduce the security defi-
nition of ZKSoK and an instantiation approach in Supplemental
Material D.4, available online.

III. TAG-BASED AGGREGATABLE MERCURIAL SIGNATURES

In this section, we introduce a new primitive called tag-
based aggregatable mercurial signatures (TAM− Sign). In this
scheme, there are two equivalence classes: tag equivalence class
[�T ]R and public-key equivalence class [pk]R, which are defined
based on equivalence relationsR�T andRpk, respectively.

R�T = {(�T , �T ′) ∈ (G∗i )
t × (G∗i )

t|∃s ∈ Z∗p : �T ′ = �T s},
Rpk = {(pk, pk′) ∈ (G∗i′)

l × (G∗i′)
l|∃s ∈ Z∗p : pk′ = pks}.

In TAM− Sign scheme, each user generates a tag �T and
corresponding witness; there is a signing key that can issue a
signature for per attribute on a tag under a public key. This
scheme is required to be aggregatable so that signatures for
multiple attributes on the same representative �T from a tag
equivalence class can be aggregated into a compact signature.
Moreover, the scheme allows a signature for the attributes on
a tag under a public key to be randomized and converted to an
unlinkable signature for the same attribute on an equivalent but
unlinkable tag under an equivalent but unlinkable public key.

A. Formal Definitions

A TAM− Sign scheme over equivalence relations R�T and
Rpk consists of the following PPT algorithms:
� TAM-Sign.Setup(1λ, t, n)→ pp: On input a security pa-

rameter 1λ, a tag length t and a total number of user’s
attributes n, this probabilistic algorithm outputs the public
parameters pp.

� TAM-Sign.KeyGen(pp)→ (sk, pk): On input the public
parameters pp, this probabilistic algorithm outputs a sign-
ing key sk and a public key pk.

� TAM-Sign.GenTag(pp)→ (tw, �T ): On input the public
parameters pp, this probabilistic algorithm outputs a tag
�T ∈ (G∗i )

t and corresponding secret witness tw.
� TAM-Sign.Sign(sk, �T , aj)→ σj: On input the signing

key sk, a tag �T and an attribute value aj (j ∈ [1, n]),
this probabilistic algorithm outputs a signature σj of the
attribute aj for the tag �T .

� TAM-Sign.Aggr(pk, {aj , σj}j∈D, �T )→ σ/⊥: On input
the public key pk and a set of valid attribute-signature
pairs {aj , σj}j∈D on the same tag �T (D ⊂ [1, n]), this
deterministic algorithm outputs an aggregated signature σ
of the set of attributes {aj}j∈D if it executes successfully,
and ⊥ otherwise.

� TAM-Sign.ConvertSK(sk, μ)→ sk′: On input the sign-
ing key sk and a key converter μ ∈ Z∗p, this deterministic
algorithm outputs an updated signing key sk′.

� TAM-Sign.ConvertPK(pk, μ)→ pk′: On input the public
key pk and a key converter μ ∈ Z∗p, this deterministic
algorithm outputs an updated public key pk′ that satisfies
pk′ ∈ [pk]R.

� TAM-Sign.ConvertSign(σ, μ)→ σ′: On input the public
key pk and a key converter μ ∈ Z∗p, this probabilistic
algorithm outputs an updated signature σ′.

� TAM-Sign.ChgRep(σ, �T , ρ)→ (�T ′, σ′): On input a sig-
nature σ, a tag �T and a tag converter ρ ∈ Z∗p, this prob-
abilistic algorithm outputs an updated tag-signature pair
(�T ′, σ′), where �T ′ ∈ [�T ]R.

� TAM-Sign.Verify(pk, �T , σ, {aj}j∈D)→ 0/1: On input a
public key pk, a tag-signature pair (�T , σ) and a set of
attributes {aj}j∈D, this deterministic algorithm outputs 1
if σ is valid for {aj}j∈D and �T under pk, and 0 otherwise.

� TAM-Sign.VfyKey(pk, sk)→ 0/1: On input a public key
pk and a signing key sk, this deterministic algorithm
checks the consistency of key pair and outputs 1 if suc-
cessful, and 0 otherwise.

� TAM-Sign.VfyTag(tw, �T )→ 0/1: On input a tag �T and a
witness tw, this deterministic algorithm checks the consis-
tency of witness-tag pair and outputs 1 if successful, and 0
otherwise.

Given a set of attribute-signatures {aj , σj}j∈D on the same tag
�T under the public key pk, we can generate an aggregated signa-
ture σ on the set of attributes {aj}j∈D and converter it to a new
signatureσ′ under a new equivalent public keypk′without know-
ing the corresponding signing key. TAM− Sign.ConvertSK,
TAM− Sign.ConvertPK and TAM− Sign.ConvertSign can be
seen as a matching randomization of the signing key pair and
signature using a random key converter μ without invalidating
the signature under the new public key. Moreover, the tag-
signature pair (�T , σ) under the public key pk can be randomized
to a new signature σ′ with a new equivalent tag �T ′ without
knowing the signing key. TAM− Sign.ChgRep can be seen as a
matching randomization of a tag and signature using a random
tag converter ρ without invalidating the signature with the new
tag.

Correctness: A TAM− Sign scheme is correct if it satisfies:
(1) the verification of aggregated signatures is correct; (2) the
conversion of keys and signatures is correct; (3) the change of
tag representative is correct. Correct verification of aggregated
signatures means that honestly generated keys, honestly gener-
ated tags, and honestly generated and aggregated signatures are
always verified. Correct conversion of keys and signatures means
that when a same key converter is applied to a signing key pair
and a signature with a tag, it produces a valid updated signing
key pair, where the updated and original public keys belong
to the same equivalence class, and a valid updated signature
with the tag under the new public key. Correctly changing the
tag representative means that if a tag converter is applied to a
tag-signature pair, then it obtains a valid updated tag-signature
pair, where the updated and original tags belong to the same



Fig. 1. EUF-CMA of TAM-sign.

equivalence class. The formal correctness definition is shown in
Supplemental Material B.1, available online.

B. Security Definitions

The security definition of EUF-CMA requires the following
global variable and oracle.

– Q: A set of signed attribute-tag pairs (aj , �T ).
– OSign(sk, �T , aj): It is an oracle that can be used to issue

a signature for an attribute aj on a tag �T . It runs σ ←
TAM-Sign.Sign(sk, �T , aj), adds (aj , �T ) toQ (Q := Q ∪
(aj , �T )), and returns σj .

Definition III.1: The EUF-CMA is defined by experiment
ExpufTAM-Sign in Fig. 1. A TAM-Sign scheme is EUF-CMA secure
if for t ∈ Z+, n ∈ Z+ and any PPT adversary A having access
to the oracle OSign(sk, ·), there is a negligible function ε(λ)
such that:

AdvufTAM-Sign =
∣∣Pr [ExpufTAM-Sign(A, 1λ, t, n)

]
= 1

∣∣
� ε(λ)

Compared with the definition of standard signature’s EUF-
CMA, the unforgeability of TAM-Sign is different in the follow-
ing two aspects, except that the signature output by the adversary
requires correct verification.

(1) The adversary’s forgery is invalid if there is attribute-tag
pair {a∗j , �T ∗} belonging to the attributes and tag equivalence

classes of the previous query, i.e. ∀j ∈ D, (a∗j , [�T ∗]R) /∈ Q.
(2) The adversary is allowed to forge a public key pk∗ as long

as it belongs to the same equivalence class as the original public
key pk, i.e. pk∗ ∈ [pk]R.

Definition III.2. Signature Adaptation: An TAM− Sign
scheme perfectly adapts signatures if for all tuples (sk, pk,

tw, �T , {aj}, σ, μ, ρ), the following conditions are met:
1) TAM-Sign.VfyKey(pk, sk) = 1.
2) TAM-Sign.VfyTag(tw, �T ) = 1.
3) TAM-Sign.Verify(pk, �T , σ, {aj}) = 1.
4) (μ, ρ) ∈ Z∗p, �T ∈ (G∗i )

t, pk ∈ (G∗i′)
l, where l =

f(t, n) ∈ Z+.
(pkμ, �T ρ,TAM-Sign.Aggr(pkμ, {aj ,TAM-Sign.Sign(sk ·

μ, �T ρ, aj)})) and (TAM-Sign.ConvertPK(pk, μ),TAM-Sign.
ChgRep (TAM-Sign.ConvertSign(σ, μ), �T , ρ)) are
identically distributed.

Fig. 2. Unforgeability of tag.

We follow the idea of Fuchsbauer [46] and Hanzlik [47]
in defining signature adaptation. Signature adaptation is a for-
malization of two notions. First, the TAM− Sign signature
(pk, �T , σ) parameterized by equivalence relationsR�T andRpk

is class-hiding. Second, any change in the representation of a
valid signature is distributed as a new signature. This ensures
user protection against the signer, especially when randomizing
tag-signature pairs received from the signer.

Definition III.3. Unforgeability of Tags: The unforgeability of
tags is defined by experiment ExpufTag in Fig. 2. A TAM-Sign
scheme satisfies unforgeability of tags if for any PPT adversary
A, there is a negligible function ε(λ) such that:

AdvufTag =
∣∣Pr [ExpufTag(A, 1λ, t, n)

]
= 1

∣∣ � ε(λ)

Unforgeability of tags ensures that an adversary should not
be able to learn the secret witness of an updated tag unless it
already knew the witness for the original tag.

C. Concrete Instantiation

Our TAM− Sign scheme is inspired by the aggregatable
attribute-based equivalence class signature (AAEQ) [47], updat-
able public keys scheme [48], and mercurial signatures [33]. The
construction of the TAM− Sign scheme follows a three-step
process. (1) Employ updatable public key as user tag, which
allows users to control the presentation of their signatures for
verification. (2) We replace the messages in AAEQ scheme
with user-generated and updatable tag. Multiple signatures on
the same tag can be aggregated into a compact signature. (3)
Following the paradigm of mercurial signatures, we allow the
signature on a tag under a public key to be randomized and
converted to a new unlinkable signature on an equivalent but
unlinkable tag under an equivalent but unlinkable public key.

In this section, we present a concrete instantiation of
TAM− Sign, which combines the AAEQ [47] scheme of Han-
zlik et al. the updatable public key (UPK) [48] scheme of Fauzi
et al. and the mercurial signatures [33] of Crites et al.
−TAM-Sign.Setup(1λ, t = 2, n)→ pp:
� Generate a Type-III bilinear group BL = (G1, G2,GT ,
e, p, g, g̃).

� Choose a pseudorandom function PRF and a collision
resistant hash function HASH: {0, 1}∗ → G∗1.

� Set the equivalence classes [�T ]R ⊂ (G∗1)
2 and [pk]R ⊂

(G∗2)
2·n.

� Set pp = (t=2, n,BL,PRF,HASH, [�T ]R, [pk]R).
−TAM-Sign.KeyGen(pp)→ (sk, pk):
� Compute rk ← PRF.KeyGen(1λ).



� For all j ∈ [1, n], choose (xj,1, xj,2)
R←− Z∗p and set skj =

(xj,1, xj,2).
� Compute pkj = (X̃j,1, X̃j,2)← (g̃xj,1 , g̃xj,2).
� Set sk = (rk, sk1, . . . , skn) and pk = (pk1, . . . , pkn).
−TAM-Sign.GenTag(pp)→ (tw, �T ).
� Choose (tw, r)

R←− Z∗p and compute �T = (T1, T2)←
(gr, gr·tw).

−TAM-Sign.Sign(sk, �T , aj)→ σj .
� Check aj ∈ {0, 1}∗ and �T ∈ (G∗1)

2.
� Generate a random γ = PRF.Eval(rk, �T ) and γ ∈ Z∗p.
� Compute σj = (Zj , Yj , Ỹj , Vj)← ((

∏2
i=1 T

xj,i

i )γ ,
g1/γ , g̃1/γ ,HASH(aj)

1/γ).
−TAM-Sign.Aggr(pk, {aj , σj}j∈D, �T )→ σ/⊥.
� If D � [1, n], output ⊥.
� Compute σ = (Z, Y, Ỹ , V )← (

∏
j∈D Zj , Yj∗ , Ỹj∗ ,∏

j∈D Vj), where j∗ ∈ D.
−TAM-Sign.ConvertSK(sk, μ)→ sk′.
� Compute sk′ = (rk, sk1 · μ, . . . , skn · μ), where skj ·
μ = (xj,1 · μ, xj,2 · μ).

−TAM-Sign.ConvertPK(pk, μ)→ pk′.
� Compute pk′ = pkμ = (pkμ1 , . . . , pk

μ
n), where pkμj =

(X̃μ
j,1, X̃

μ
j,2).

−TAM-Sign.ConvertSign(σ, μ)→ σ′.
� Choose φ1

R←− Z∗p and compute σ′ = (Z ′, Y ′, Ỹ ′, V ′)←
(Zφ1·μ, Y 1/φ1 , Ỹ 1/φ1 , V 1/φ1).

−TAM-Sign.ChgRep(σ, �T , ρ)→ (�T ′, σ′).
� Compute �T ′ = �T ρ ← (T ρ

1 , T
ρ
2 ).

� Choose φ2
R←− Z∗p and compute σ′ = (Z ′, Y ′, Ỹ ′, V ′)←

(Zφ2·ρ, Y 1/φ2 , Ỹ 1/φ2 , V 1/φ2).
−TAM-Sign.Verify(pk, �T , σ, {aj}j∈D)→ 0/1.
� If D � [1, n], output 0.
� Check whether

∏2
i=1 e(Ti,

∏
j∈D X̃j,i) = e(Z, Ỹ ).

� Check whether e(Y, g̃) = e(g, Ỹ ).
� Check whether e(

∏
j∈D HASH(aj), Ỹ ) = e(V, g̃).

� Output 1 if the above checks hold and 0 otherwise.
−TAM-Sign.VfyKey(pk, sk)→ 0/1.
� For all i ∈ [1, 2] and j ∈ [1, n], check whether X̃j,i =
g̃xj,i .

� Output 1 if the above checks hold and 0 otherwise.
−TAM-Sign.VfyTag(tw, �T )→ 0/1.
� If T2 = T tw

1 , output 1, otherwise output 0.

D. Security Analysis

In this section, we prove the security of TAM− Sign scheme.
Theorem III.1: Our TAM− Sign scheme is correct. If the

AAEQ scheme and the UPK scheme satisfy correctness, then
our TAM− Sign scheme is correct.

Theorem III.2: Our TAM− Sign scheme is unforgeable in
the generic group model if the underlying AAEQ scheme is
unforgeable.

Proof: To prove the EUF-CMA ofTAM− Sign, we construct
a simulator S to attack the EUF-CMA of the AAEQ scheme.
Suppose a PPT adversary A produces a successful forgery

Fig. 3. Double issuer-hiding anonymous credentials.

(pk∗, �T ∗, σ∗, {a∗j}j∈D∗) for the TAM− Sign scheme with non-
negligible probability ε(λ). Then, by definition, there exists a
μ∗ ∈ Z∗p such thatpk∗ = pkμ

∗
, wherepk is the challenged public

key for EUF-CMA of the AAEQ scheme. We show thatS is able
to recover the key converter μ∗ and generate a successful forgery
((�T ∗)μ, σ∗, {a∗j}j∈D∗) for the AAEQ scheme under the public
key pk, contradicting its proven security in the generic group
model. The detailed proof is given in Supplemental Material
B.2.1, available online.

Theorem III.3: Our TAM− Sign scheme provides perfect
adaption of signatures.

We provide this proof in Supplemental Material B.2.2, avail-
able online.

Theorem III.4: Our TAM− Sign scheme satisfies unforge-
ability of tags.

Proof: This straightforwardly follows from the unforgeabil-
ity of the underlying UPK scheme.

IV. DOUBLE ISSUER-HIDING ANONYMOUS CREDENTIALS

A. System Architecture

As shown in Fig. 3, the architecture ofDIHAC scheme consists
of four types of parties: a central authority (CA), issuers (I), users
(U), and verifiers (V). The specific role of each party is described
as follows.
� CA is a trusted global party responsible for setting up the

system (step 1©) and providing certification service for a
group of issuers (step 3©).

� I is an independent issuer and should register to CA (step
2© and 4©). There are multiple issuers in the DIHAC

scheme whose task is to anonymously issue attribute-based
credentials to users (step 6©). In our system architecture,
each issuer independently obtains its credential from CA.
Consequently, even if one of the issuers is corrupted, the
adverse impact on the system is limited.

� U with a set of attributes should apply for credentials from
one of the authenticated issuers (step 5© and 7©), but he can
not determine the issuer’s identity. Then, U anonymously
presents a credential to V (step 8©) while disclosing a
subset of his attributes.

� V provides credential verification services for all users (step
9©). V can obtain some of the attribute values that the user

voluntarily discloses and verify that the user’s credential
was issued by an authenticated issuer, but it can neither
determine the user’s hidden attribute values nor issuer’s
identity.



B. Formal Definitions

A DIHAC scheme consists of the following PPT algorithms:
� DIHAC.Setup(1λ)→ (pp,msk,mpk). This algorithm is

operated by the CA that inputs a security parameter 1λ,
then outputs the system parameters pp and a master pri-
vate/public key pair (msk,mpk).

� DIHAC.IKeyGen(pp)→ (isk, ipk,Π1). This algorithm
is operated by an issuer that inputs the system parameters
pp, then outputs a secret key isk, a public key ipk, as well
as a signature of knowledge Π1 to demonstrate the issuer
knows the secret key isk.

� DIHAC.IssueI(msk,mpk, ipk,Π1)→ icred/⊥. This
algorithm is operated by the CA that takes the master
private/public key pair (msk,mpk), an issuer’s public
key ipk and corresponding signature of knowledge Π1 as
inputs. The algorithm outputs either a credential icred for
the issuer if it succeeds or ⊥ if it fails.

� DIHAC.VfCredI(mpk, isk, ipk, icred)→ 0/1. This al-
gorithm is operated by an issuer that takes the master
public key mpk, the issuer’s own key pair (isk, spk), and
a credential icred as inputs. The algorithm outputs 1 if the
credential is validated, 0 otherwise.

� DIHAC.UKeyGen(pp)→ (usk, upk,Π2). This
algorithm is operated by a user that inputs the system
parameters pp, then outputs a secret key usk, a public
key upk, as well as a signature of knowledge Π2 to
demonstrate the user knows the secret key usk.

� DIHAC.IssueU (isk, ipk, icred, upk, {aj}j∈[1,n],Π2)→
(ipk′, icred′, ucred)/⊥. This algorithm is operated by an
issuer that takes the issuer’s key pair (isk, ipk), the issuer’s
credential icred, a set of user’s attributes {aj}j∈[1,n], a
user’s public key upk and corresponding signature of
knowledge Π2 as inputs. If it succeeds, the algorithm
outputs a credential ucred for the set of attributes of the
user and the corresponding unlinkable public key ipk′ and
credential icred′ of an issuer, or ⊥ if it fails.

� DIHAC.VfCredU (mpk, ipk′, icred′, usk, upk, {aj}j∈[1,n],
ucred)→ 0/1. This algorithm is operated by a user that
takes the master public key mpk, an issuer’s public
key ipk′ and corresponding credential icred′, the user’s
own key pair (usk, upk), and a user credential ucred as
inputs. The algorithm outputs 1 if the issuer and the user
credentials are all validated, and 0 otherwise.

� DIHAC.Show(mpk, ipk′, icred′, usk, upk, ucred,
{aj}j∈D,CTX)→ tk. This algorithm is operated by
a user that takes the master public key mpk, an issuer’s
public key ipk′ and corresponding credential icred′,
the user’s own key pair (usk, upk) and corresponding
credential ucred, a set of selective disclosure attributes
{aj}j∈D (D ⊂ [1, n]), and a context CTX as inputs,
then outputs a presentation token tk. Note that {aj}j∈D
should satisfy an attribute disclosure policy enforced by a
verifier in order to pass the verifier’s verification, and CTX
includes a random message to prevent replay attacks.

� DIHAC.Verify(mpk, {aj}j∈D, tk,CTX)→ 0/1. This al-
gorithm is operated by a verifier that takes the master public

key mpk, a set of user’s attributes {aj}j∈D, a presentation
token tk and a context CTX as inputs. The algorithm out-
puts 1 if the user’s attributes satisfies an attribute disclosure
policy enforced by the verifier and the token is validated,
and 0 otherwise.

Correctness: A DIHAC scheme is correct if it satisfies: (1) the
verification of issuer credentials is correct; (2) the verification of
user credentials is correct, and (3) the verification of presentation
tokens is correct. The formal definition of correctness is shown
in Supplemental Material C.1, available online.

C. Overflow of DIHAC

As shown in Fig. 3, the working flow of DIHAC scheme is de-
scribed as follows. CA initializes the system and outputs system
parameter pp and a master private/public key pair (msk,mpk)
(DIHAC.Setup,step 1©). To qualify to issue credentials for users,
each issuer I generates a key pair (isk, ipk) and the correspond-
ing signature of knowledgeΠ1 (DIHAC.IKeyGen, step 2©); then,
I authenticates itself to the CA (DIHAC.IssueI , step 3©) and
obtains its public key credential icred (DIHAC.VfCredI , step
4©). When joining the system, each user U generates a key pair
(usk, upk) and the corresponding signature of knowledge Π2

(DIHAC.UKeyGen, step 5©); then U authenticates himself to
one of the authenticated issuers (DIHAC.IssueU , step 6©) and
obtains his attribute-based credential ucred and the correspond-
ing unlinkable public key ipk′ and unlinkable credential icred′

of the issuer (DIHAC.VfCredU , step 7©). When showing a user
credential to any verifier V, the user U anonymously proves
the validity of the credential to V using a presentation token
and reveals the set of disclosed attributes (DIHAC.Show, step
8©), and V verifies the correctness of the presentation token

(DIHAC.Verify, step 9©).

D. Threat Model

We assume the central authority CA is a fully trusted party in
the system. Issuers I are assumed to be malicious. Unregistered
malicious issuers may use fake credentials to issue attribute-
based credentials for users, thereby stealing the identities of
honest users or tricking them into failing authentication by the
verifiers. UsersU are assumed to be malicious because they may
forge presentation tokens of credentials and attempt to obtain
the identity information of issuers. Verifiers V are assumed to
be honest but curious in the sense that it is honest in verifying
the presentation tokens for users but is curious to obtain users’
undisclosed attributes and the identity information of the issuers
who issued users’ credentials.

E. Security Definitions

In this section, we define the security properties, including
unforgeability, anonymity, and unlinkability of DIHAC. All se-
curity definitions use the following global variables and oracles.
A challenger C is responsible for setting system parameters
and generating keys for CA, all issuers, and all honest users.
In addition, C is responsible for initializing and controlling all
oracles and global variables. A PPT adversary A interacts with



C, which simulates the behavior of honest participants (CA, all
uncorrupted issuers, and all honest users) through the oracles.

Global Variables.
QHU: A set storing (u, i, usku, upku, ucredu, ipk

′
i, icred

′
i,

{aj}j∈[1,n]) each time an issuer i issues credential for an honest
user u.
QCU: A set containing the index u of corrupt users.
QHI: A set storing (i, isk, ipk) each time a credential is issued

for an issuer i.
QCI: A set containing the index i of corrupt issuers.
QShw: A set storing ({aj}j∈D,CTX) each time a credential

is shown to a verifier.
QRI: A set containing the revealed user-issuer index pair (u, i).
Oracles.
− OIssI (i): It is an oracle that can be used to is-

sue a public key credential for the issuer i. It gener-
ates a key pair (iski, ipki) by running (iski, ipki,Π1,i)←
DIHAC.IKeyGen(pp), and then issues a credential to issuer
i by running icredi ← DIHAC.IssueI(msk,mpk, ipki,Π1,i).
Finally, it adds (i, iski, ipki) toQHI and returns (i, ipki, icredi).
− OCorI (i): It is an oracle that can be used to corrupt an

issuer i. If i ∈ QCI, then it returns ⊥. Otherwise, it deletes
(i, iski, ipki) from QHI and adds i to QCI. Finally, it returns
(i, iski).
− OObtIssU (u, {aj}j∈[1,n]): It is an oracle that can be

used to play an uncorrupted issuer issuing an attribute-
based credential to an honest user u. If u ∈ QCU, it re-
turns ⊥. Otherwise, it randomly selects an issuer i from
QHI and generates a key pair (usku, upku) by running
(usku, upku,Π2,u)← DIHAC.UKeyGen(pp); then it issues
a credential to user u by running (ipk′i, icred

′
i, ucredu)←

DIHAC.IssueU (iski, ipki, upku, {aj}j∈[1,n],Π2,u). Finally, it
adds (u, i, usku, upku, ucredu, ipk

′
i, icred

′
i, {aj}j∈[1,n]) to

QHU and returns (upku, ucredu, ipk′i, icred
′
i).

− OObtU (u, {aj}j∈[1,n]): It is an oracle that can be used to
play a corrupted issuer issuing an attribute-based credential
to an honest user u. If u ∈ QCU, it returns ⊥. Otherwise, it
randomly selects an issuer i from QCI and generates a key
pair (usku, upku) for user u by running (usku, upku,Π2,u)←
DIHAC.UKeyGen(pp), and then request a credential for
user u by querying adversary: (ipk′i, icred

′
i, ucredu)←

A(iski, ipki, icredi, upku, {aj}j∈[1,n],Π2,u). Finally, it adds
(u, i, usku, upku, ucredu, ipk

′
i, icred

′
i, {aj}j∈[1,n]) to QHU

and returns 0.
− OCorU (u): It is an oracle that can be used to corrupt an

honest user u. If u ∈ QCU, then it returns ⊥. If u ∈ QHU, then
it removes (u, i, usku, upku, ucredu, ipk′i, icred

′
i, {aj}j∈[1,n])

from QHU and adds u to QCU. Finally, it returns (i, usku).
− OIssU (u, upku,Π2,u, {aj}j∈[1,n]): It is an oracle that can

be used to play an uncorrupted issuer issuing an attribute-based
credential to a corrupt user u with a public key upku and a
set of attributes {aj}j∈[1,n]. If u ∈ QHU ∪ QCU, it returns ⊥.
Otherwise, it randomly selects an issuer i from QHI and issues
a credential to user u by running (ipk′i, icred

′
i, ucredu)←

DIHAC.IssueU (iski, ipki, upku, {aj}j∈[1,n],Π2,u). Finally, it
adds u to QCU and returns (ipk′i, icred

′
i, ucredu).

Fig. 4. Unforgeability of DIHAC.

−OShw(u,D,CTX): It is an oracle that can be used to play an
honest useruwith a set of selective attributes{aj}j∈D presenting
a token of the credential to an honest but curious verifier. If
u /∈ QHU, it returns⊥. Otherwise, it generates a token by running
tk ← DIHAC.Show(mpk, ipk′i, icred

′
i, usku, upku, ucredu,

{aj}j∈D,CTX). Finally, it adds ({aj}j∈D,CTX) to QShw and
returns tk.
− OReIss(u): It is an oracle that can be used to reveal the

issuer’s index of the user u’s credential. It searches the issuer’s
index i corresponding to user’s index u from QHU, adds (u, i)
to QRI and returns i.
−OAnChb

(u, upku,Π2,u, i0, i1, {aj}j∈[1,n]): It is a challenge
oracle in the anonymity experiment where the adversary playing
as a user is challenged to distinguish credentials issued by two
different issuers. It takes a user u with a public key upku
and a set of user’s attributes {aj}j∈[1,n], and two indexes of
issuers (i0, i1) as inputs. It runs: (ipk′ib , icred

′
ib
, ucredu)←

DIHAC.IssueU (iskib , ipkib , icredib , upku, {aj}j∈[1,n],Π2,u),
and returns (upku, ucredu, ipk′ib , icred

′
ib
), where b = {0, 1}.

− OUnChb
({u0, i0}, {u1, i1},D,CTX): It is a challenge ora-

cle in the unlinkability experiment where the adversary playing
as a verifier is challenged to distinguish tokens of two credentials
issued by two different issuers. It takes the indexes of two
user-issuer {u0, i0}, {u1, i1}, a selective disclosure policy D,
and a context CTX as inputs. It runs: tkb ← DIHAC.Show
(mpk, ipk′ib , icred

′
ib
, uskub

, upkub
, ucredub

,{aub
j }j∈D,CTX),

and returns tkb, where b = {0, 1}.
Unforgeability: Unforgeability protects honest verifiers from

malicious users. In the unforgeability experiment, suppose an
adversary playing as a malicious user has not previously received
a credential on a set of disclosed attributes {aj}j∈D from one
of the authenticated issuers. In that case, it is infeasible for the
adversary to generate a valid token that satisfies the selective
disclosure policy D.

In the following definition, we note that while all the issuers’
keys are generated by the challenger, the adversary can control
the total number of issuers in the security games by querying the
oracleOIssI , and may request any user’s credentials by querying
the oracles OObtIssU and OIssU .

Definition IV.1. Unforgeability: The unforgeability
is defined by experiment ExpufDIHAC in Fig. 4. Users’



Fig. 5. Anonymity of DIHAC.

credentials are unforgeable, if for any PPT adversary
A having access to the oracles in O = {OIssI (i),
OObtIssU (u, {aj}j∈[1,n]),OCorU (u),OIssU (u, upku,Π2,u,
{aj}j∈[1,n]),OShw(u,D,CTX)}, there is a negligible function
ε(λ) such that:

AdvufDIHAC =
∣∣Pr [ExpufDIHAC(A, λ)

]
= 1

∣∣ � ε(λ)

Anonymity: Anonymity protects issuers from malicious users.
In the anonymity experiment, the adversary can request creden-
tials for all corrupted users by querying the oracle OIssU and
corrupt any honest users by querying the oracle OCorU . In the
first stage of the experiment, the adversary outputs two issuer’s
indexes and one user’s information. In the challenge stage, the
adversary receives a credential from one of the two issuers for
the user; as long as the attribute-based credential is valid, the
adversary cannot determine with a non-negligible advantage
which issuer issued the credential.

Definition IV.2. Anonymity: The anonymity is defined
by experiment ExpanoDIHAC

b in Fig. 5. Issuer’ public
keys and credentials are anonymous, if for any PPT
adversary A having access to the oracles in O =
{OIssI (i),OObtIssU (u, {aj}j∈[1,n]),OCorU (u),OIssU (u, upku,
Π2,u, {aj}j∈[1,n]),OReIss(u)} and OAnChb

(u, upku,Π2,u, i0,
i1, {aj}j∈[1,n]), there is a negligible function ε(λ) such that:

AdvanoDIHAC =

∣∣∣∣Pr [ExpanoDIHAC
1 (A, λ) = 1]− 1

2

∣∣∣∣ � ε(λ)

Unlinkability: Unlinkability protects honest users from
honest-but-curious verifiers. In the unlinkability experiment, the
adversary can control all verifiers, corrupt issuers by query-
ing the oracle OCorI , issue credentials for all honest users by
querying the oracle OObtU , and obtain the issuer’s identity of
any user’s credentials by querying the oracleOReIss. In the first
stage of the experiment, the adversary outputs two user-issuer
index pairs, and a selective disclosure policy. In the challenge
stage, the adversary receives a presentation token from one of
the two users; as long as the token is valid and consistent with
the disclosure policy, the adversary cannot determine with a
non-negligible advantage which user’s credential is being used.

Fig. 6. Unlinkability of DIHAC.

Note that the disclosed attributes of the two challenged users
must be the same, otherwise the success of the adversary’s
challenge is trivial, since the adversary can directly determine
the index of the user according to the disclosed attribute values.

Definition IV.3. Unlinkability: The unlinkability is
defined by experiment ExpunlDIHAC

b in Fig. 6. Users’
credentials are unlinkable, if for any PPT adversary A
having access to the oracles in O = {OIssI (i),OCorI (i),
OObtU (u, {aj}j∈[1,n]),OCorU (u),OShw(u,D,CTX)},OReIss(u)
and OUnChb

({u0, i0}, {u1, i1},D,CTX), there is a negligible
function ε(λ) such that:

AdvunlDIHAC =

∣∣∣∣Pr
[
ExpunlDIHAC

1 (A, λ) = 1
]
− 1

2

∣∣∣∣ � ε(λ)

F. Generic Construction

In this section, we present a generic construction of DIHAC
using our TAM− Sign scheme in combination with SPS− EQ
scheme [46], and zero-knowledge signature of knowledge
(ZKSoK) [23]. Our key ideas include: (1) The central authority
of DIHAC computes an SPS− EQ signature on each issuer’s
public key and treats it as the issuer’s credential. Since each
issuer receiving an SPS− EQ signature can randomize their
message (i.e., the issuer’s public key) and corresponding signa-
ture (i.e., the issuer’s credential), the issuer may issue credentials
to users using the private key corresponding to the randomized
public key, thereby hiding their identities from users. (2) Each
user uses a user-generated witness as their private key, and
a user-generated tag as their public key. To prevent replay
attacks to credential verification, each user computes a fresh
ZKSoK for their private key, and presents it to verifiers. (3)
Upon receiving a user’s tag and attributes, an issuer computes
a TAM− Sign signature for each of the user’s attributes on the
user’s tag under a randomized public key of the issuer and treats
all TAM− Sign signatures as the user’s credentials. For user
credential verification, each user achieves user anonymity and
issuer-hiding from any verifier by randomizing 1© their issuer’s
credential/SPS− EQ signature and public key and 2© their tag
and TAM− Sign signatures (i.e., user credentials) correspond-
ing to their disclosed attributes.

Below, we present a generic construction of DIHAC.
−DIHAC.Setup(1λ)→ (pp,msk,mpk):



� Set the tag length t ∈ Z+ and the total number of user’s
attributes n ∈ Z+.

� Compute ppTAM-Sign ← TAM-Sign.Setup(1λ, t, n).
� Using ppTAM-Sign as parameters, compute ppSPS-EQ ←

SPS-EQ.Setup(1λ) to generate the remaining parameters
of the SPS− EQ scheme.

Remark IV.1: This step implies a condition that the public
key equivalence relation of TAM− Sign scheme [pk]R is the
same as that of the message equivalence relation of SPS− EQ
scheme [ �M ]R, i.e. [pk]R = [ �M ]R.
� Using ppTAM-Sign, ppSPS-EQ as parameters, compute
ppZKSoK ← ZKSoK.Gen(1λ) to generate the remaining
parameters of the ZKSoK scheme.

� Set pp = (ppTAM-Sign, ppSPS-EQ, ppZKSoK).
� Compute (msk,mpk)← SPS-EQ.KeyGen(pp, t · n).
−DIHAC.IKeyGen(pp)→ (isk, ipk,Π1):
� Compute (isk, ipk)← TAM-Sign.KeyGen(pp).
� Compute Π1 ← ZKSoK.Sign(isk, ipk).
−DIHAC.IssueI(msk,mpk, ipk,Π1)→ icred/⊥:
� If ZKSoK.Verify(ipk,Π1) = 0, then output ⊥.
� Compute icred← SPS-EQ.Sign(ipk,msk).
−DIHAC.VfCredI(mpk, isk, ipk, icred)→ 0/1:
� If SPS-EQ.Verify(ipk, icred,mpk) = 1, then output 1,

otherwise output 0.
−DIHAC.UKeyGen(pp)→ (usk, upk,Π2):
� Compute (usk, upk)← TAM.GenTag(pp).
� Compute Π2 ← ZKSoK.Sign(usk, upk).
−DIHAC.IssueU (isk, ipk, icred, upk, {aj}j∈[1,n],Π2)→

(ipk′, icred′, ucred)/ ⊥:
� If ZKSoK.Verify(upk,Π2) = 0, then output ⊥.
� Choose a key converter μ1 ∈ Z∗p, and compute
(ipk′, icred′)← SPS-EQ.ChgRep(ipk, icred, μ1,
mpk).

Remark IV.2: This step implies a conversion ipk′ algorithm,
i.e ipk′ ← TAM-Sign.ConvertPK(ipk, μ1).
� Compute isk′ ← TAM-Sign.ConvertSK(isk, μ1).
� For all j ∈ [1, n], compute σj ← TAM-Sign.Sign(isk′,
upk, aj).

� Set ucred = {σj}j∈[1,n].
−DIHAC.VfCredU (mpk, ipk′, icred′, usk, upk, {aj}j∈[1,n],

ucred)→ 0/1:
� Check whether SPS-EQ.Verify(ipk′, icred′,mpk) = 1.
� For all j ∈ [1, n], check whether TAM-Sign.Verify(
ipk′, upk, σj , aj) = 1.

� Output 1 if the above checks hold and 0 otherwise.
−DIHAC.Show(mpk, ipk′, icred′, usk, upk, ucred,
{aj}j∈D,CTX)→ tk:
� Aggregate the signatures of disclosed attributes: σ ←

TAM-Sign.Aggr(ipk′, {aj , σj}j∈D, upk).
� Choose a key converter μ2 ∈ Z∗p and a tag converter ρ ∈

Z∗p.
� Update the issuer’s public key and credential:
(ipk′′, icred′′)← SPS-EQ.ChgRep(ipk′, icred′, μ2,
mpk).

Remark IV.3: This step implies a conversion ipk′′ algorithm,
i.e ipk′′ ← TAM-Sign.ConvertPK(ipk′, μ2).

� Convert the signature: σ′ ← TAM-Sign.ConvertSign
(σ, μ2).

� Change the tag representative: (upk′, σ′′)← TAM-Sign.
ChgRep(σ′, upk, ρ).

� Compute a signature of knowledge: Π3 = ZKSoK.Sign
(usk, upk′,CTX).

� Set tk = (ipk′′, icred′′, upk′, σ′′,Π3).
−DIHAC.Verify(mpk, {aj}j∈D, tk,CTX)→ 0/1:
� Verify the presentation policy: If {aj}j∈D cannot satisfy

the policy, then output 0.
� Verify Π3: If ZKSoK.Verify(upk′,Π3,CTX) = 0, then

output 0.
� Verify (ipk′′, icred′′): If SPS-EQ.Verify(ipk′′, icred′′,
mpk) = 0, then output 0.

� Verify (upk′, σ′′): If TAM-Sign.Verify(ipk′′, upk′, σ′′,
{aj}j∈D) = 1, then output 1, otherwise output 0.

Remark IV.4: For any givenTAM− Sign scheme, SPS− EQ
scheme, and ZKSoK scheme, our generic construction cannot
be formed naturally unless the following two conditions are
satisfied:

(1) As noted in Remark 4.1, the message equivalence relation
for SPS− EQ must be the same as the public key equivalence
relation forTAM− Sign. This is because the CA usesSPS− EQ
to compute the signature of an issuer’s public key (i.e., issuer’s
credential), where the issuer’s public key is input as the message
in SPS− EQ scheme. Then, the issuer uses TAM− Sign to
compute the signature of a user’s attribute-tag pair (i.e., user’s
credential), where the issuer’s public key is input as the public
key in TAM− Sign scheme. Since the public key of an issuer is
both the message input of SPS− EQ and the public key input of
TAM− Sign, the message equivalence relation of SPS− EQ
must be identical to the public key equivalence relation of
TAM− Sign.

(2) As noted in Remarks 4.2 and 4.3, the SPS− EQ.ChgRep
algorithm must imply the TAM− Sign.ConvertPK algorithm.
First, updating the issuer’s public key and updating the is-
suer’s credential must occur using the same key converter;
otherwise, the verification of SPS− EQ.Verify fails. Second,
updating the issuer’s public key and updating the user’s cre-
dential must occur using the same key converter; otherwise,
the verification of TAM− Sign.Verify fails. This means ap-
plying the same key converter to the issuer’s public key, the
issuer’s credential, and the user’s credential. Therefore, the exe-
cution of SPS− EQ.ChgRep algorithm includes the execution
of TAM− Sign.ConvertPK algorithm.

G. Security Analysis

In this section, we prove the security of our generic construc-
tion of DIHAC.

Theorem IV.1: Our DIHAC scheme is correct.
Naturally, if the TAM− Sign scheme, the SPS− EQ scheme

and the ZKSoK scheme satisfy correctness, then our DIHAC
scheme is correct.

Theorem IV.2: Our DIHAC scheme is unforgeable if the un-
derlying TAM− Sign scheme is EUF-CMA secure and satisfies



unforgeability of tags, the SPS− EQ scheme is EUF-CMA
secure, and the ZKSoK scheme is SimExt-secure.

Proof: There are three potential ways for an PPT adversary to
win the unforgability game defined in Fig. 4: (1) it independently
generates an issuer’s key (isk∗, ipk∗) and forgers a credential
icred∗ issued by the CA for this issuer; or, (2) it independently
generates a user’s key (usk∗, upk∗) and forges a credential
ucred∗ issued by an authenticated issuer i∗ for this user; or,
(3) it forges a tag (public key) upk∗ of an honest user u∗. The
detailed proof is given in Supplemental Material C.2.1, available
online.

Theorem IV.3: Our DIHAC scheme is anonymous if the un-
derlying SPS− EQ scheme provides perfect adaption.

Proof: This straightforwardly follows from the signature
adaptation of the SPS− EQ scheme.

Theorem IV.4: Our DIHAC scheme is unlinkable if the un-
derlying TAM− Sign scheme and SPS− EQ scheme provide
perfect adaption, the ZKSoK scheme is SimExt-secure, the
SPS− EQ scheme has a class-hiding message spaceM (i.e., the
public key space of TAM− Sign), and the TAM− Sign scheme
has a class-hiding tag space T .

Proof: Any PPT adversary cannot win the class-hiding ex-
periments (Section II-C) of M and T with non-negligible
probability. If the used TAM− Sign scheme and SPS− EQ
scheme provide perfect adaption, and the ZKSoK scheme is
SimExt-secure, the adversary who breaks the unlinkability
of DIHAC scheme can be converted into a simulator against the
class-hiding experiment ofM andT . The detailed proof is given
in Supplemental Material C.2.2, available online.

H. Concrete Instantiation and Extension

A possible instantiation of the DIHAC scheme can be ob-
tained based on the TAM− Sign scheme in section III-C, the
SPS− EQ scheme of Fuchsbauer et al. [46], and the Schnoor
proof [19]. Our choices of TAM− Sign and SPS− EQ satisfy
the conditions of Remark 4.4.

We can achieve traceability by letting the user with an identity
id generate a tracing key utk = g̃usk for the issuer, who later
can open the user’s identity idby checking whether e(T ′1, utk) =
e(T ′2, g̃).

With these choices, theDIHAC scheme is specified as follows.
−DIHAC.Setup(1λ)→ (pp,msk,mpk):
� Set the tag length t = 2 and the total number of user’s

attributes n ∈ Z+.
� Compute pp′ ← TAM-Sign.Setup(1λ, 2, n):

1) Generate a bilinear group BL = (G1,G2,GT ,
e, p, g, g̃).

2) Choose a pseudorandom function PRF and a collision
resistant hash function HASH{0, 1}∗ → G∗1.

3) Set the equivalence classes [�T ]R ⊂ (G∗1)
2 and [pk]R ⊂

(G∗2)
2·n.

4) Set pp′ = (t=2, n,BL,PRF,HASH, [�T ]R, [pk]R).
� Choose a collision resistant hash function HASH′ :
{0, 1}∗ → Z∗p, set pp = {pp′,HASH′}.

� Compute (msk,mpk)← SPS-EQ.KeyGen(pp, 2 · n):

1) Choose (y1,1, y1,2, . . . , yn,1, yn,2)
R←− Z∗p, for all i ∈

[1, 2], j ∈ [1, n] compute Yj,i = gyj,i .
2) Set msk = (y1,1, y1,2, . . . , yn,1, yn,2), mpk =

(Y1,1, Y1,2, . . . , Yn,1, Yn,2).
−DIHAC.IKeyGen(pp)→ (isk, ipk,Π1):
� Compute (isk, ipk)← TAM-Sign.KeyGen(pp):

1) Compute rk ← PRF.KeyGen(1λ).

2) For all j ∈ [1, n], choose (xj,1, xj,2)
R←− Z∗p and set

skj = (xj,1, xj,2).
3) Compute pkj = (X̃j,1, X̃j,2)← (g̃xj,1 , g̃xj,2).
4) Set isk = (rk, sk1, . . . , skn) and ipk = (pk1, . . . ,

pkn).
� Compute a Schnorr proofΠ1= ZKSoK{(x1,1, x1,2,

· · · , xn,1, xn,2) | ∀i ∈ [1, 2], j ∈ [1, n] : X̃j,i = g̃xj,i}:
1) Choose (k1,1, k1,2, . . . , kn,1, kn,2)

R←− Z∗p, ∀i ∈ [1, 2],

j ∈ [1, n], and compute R̃j,i = g̃kj,i .
2) Compute c = HASH′(X̃1,1, X̃1,2, . . . , X̃n,1, X̃n,2,

R̃1,1, R̃1,2, . . . , R̃n,1, R̃n,2).
3) ∀i ∈ [1, 2], j ∈ [1, n], compute sj,i = kj,i − c · xj,i.
4) Set Π1 = {c, s1,1, s1,2, . . . , sn,1, sn,2}.

−DIHAC.IssueI(msk,mpk, ipk,Π1)→ icred/⊥:
� If Π1 verification fails, then output ⊥:

1) If c′ = HASH′(X̃1,1, X̃1,2, . . . , X̃n,1, X̃n,2,

g̃s1,1X̃c
1,1, g̃

s1,2X̃c
2,2, . . . , g̃

sn,1X̃c
n,1, g̃

sn,2X̃c
n,2) the

verification succeeds; otherwise, the verification fails.
� Compute icred← SPS-EQ.Sign(ipk,msk):

1) If X̃j,i /∈ G∗2, for some i ∈ [1, 2], j ∈ [1, n], output ⊥.

2) Choose y
R←− Z∗p, compute icred = (Ã, B, B̃)←

((
∏n

j=1

∏2
i=1 X̃

yj,i

j,i )y, g1/y, g̃1/y).
−DIHAC.VfCredI(mpk, isk, ipk, icred)→ 0/1:
� Run 0/1← SPS-EQ.Verify(ipk, icred,mpk):

1) Check whether
∏n

j=1

∏2
i=1 e(Yj,i, X̃j,i) = e(B, Ã).

2) Check whether e(B, g̃) = e(g, B̃).
3) Output 1 if the above checks hold and 0 otherwise.

−DIHAC.UKeyGen(pp, id)→ (usk, upk, utk,Π2):
� The user with identity id, sets T1 = HASH(id) ∈ G∗1.
Remark IV.5: T1 is a natural random element of G∗1 associated

with the user’s identity id.
� Choose usk

R←− Z∗p, compute T2 = Tusk
1 and utk = g̃usk,

set upk = (T1, T2).
Remark IV.6: utk is the user’s tracing key, which is sent to

the issuer when the user requests attribute-based credentials.
� Compute a Schnorr proofΠ2= ZKSoK{usk |T2 =
Tusk
1 , utk = g̃usk}:

1) Choose k
R←− Z∗p, compute R1 = T k

1 , R̃2 = g̃k.

2) Compute c = HASH′(T1, T2, utk,R1, R̃2).
3) Compute s = k − c · usk.
4) Set Π2 = (c, s).

−DIHAC.IssueU (isk, ipk, icred, icred, upk, id, utk,
{aj}j∈[1,n],Π2)→ (ipk′, icred′, ucred)/ ⊥:
� If Π2 verification fails, then output ⊥:

1) If c′ = HASH′(T1, T2, utk, g
sT c

1 , g̃
s(utk)c) the verifi-

cation succeeds; otherwise, the verification fails.



� If T1 �= HASH′(id), then output ⊥.
� Choose μ1

R←− Z∗p, and compute (ipk′, icred′)←
SPS-EQ.ChgRep(ipk, icred, μ1,mpk):
1) Compute ipk′ = ipkμ1 .

Remark IV.7: This step is equivalent to executing the algo-
rithm: ipk′ ← TAM-Sign. ConvertPK(ipk, μ1).

1) Choose φ1
R←− Z∗p, compute icred′ = (Ã′, B′, B̃′)←

(Ãφ1·μ1 , B1/φ1 , B̃1/φ1).
Remark IV.8: The purpose of this step is to hide the identity

of the issuer from the user by randomizing the issuer’s public
key ipk and credentials icred.
� Compute isk′ ← TAM-Sign.ConvertSK(isk, μ1).

1) Compute isk′ = (rk, sk1 · μ1, . . . , skn · μ1), where
skj · μ1 = (xj,1 · μ1, xj,2 · μ1).

� For all j ∈ [1, n], compute σj ← TAM-Sign.Sign(isk′,
upk, aj):
1) Check aj ∈ {0, 1}∗ and �T ∈ (G∗1)

2.
2) Generate a random γ = PRF.Eval(rk, �T ) and γ ∈ Z∗p.

3) Compute σj = (Zj , Yj , Ỹj , Vj)← ((
∏2

i=1 T
xj,i·μ1

i )γ ,
g1/γ , g̃1/γ ,HASH(aj)

1/γ).
� Set ucred = {σj}j∈[n].
� Store (id, utk) into the registration list L.
Remark IV.9: L (initially ∅) is a list that stores users’ reg-

istration information and is used by the issuer to trace users’
identities.
−DIHAC.VfCredU (mpk, ipk′, icred′, usk, upk, {aj}j∈[1,n],

ucred)→ 0/1:
� Check whether SPS-EQ.Verify(ipk′, icred′,mpk) = 1:

1) Check whether
∏n

j=1

∏2
i=1 e(Y

′
j,i, X̃

′
j,i) = e(B′, Ã′).

2) Check whether e(B′, g̃) = e(g, B̃′).
� For all j ∈ [1, n], check whether TAM-Sign.Verify
(ipk′, upk, σj , aj) = 1:
1) Check whether

∏2
i=1 e(Ti, X̃

′
j,i) = e(Z, Ỹ ).

2) Check whether e(Y, g̃) = e(g, Ỹ ).
3) Check whether e(HASH(aj), Ỹ ) = e(V, g̃).

� Output 1 if the above checks hold and 0 otherwise.
−DIHAC.Show(mpk, ipk′, icred′, usk, upk, ucred,
{aj}j∈D, CTX)→ tk:
� Compute σ ← TAM-Sign.Agg(ipk′, {aj , σj}j∈D, upk):

1) Compute σ = (Z, Y, Ỹ , V )← (
∏

j∈D Zj , Yj∗ , Ỹj∗ ,∏
j∈D Vj), where j∗ ∈ D.

� Choose (μ2, ρ)
R←− Z∗p, and compute (ipk′′, icred′′) ←

SPS-EQ.ChgRep(ipk′,icred′, μ2,mpk):
1) Compute ipk′′ = ipk′μ2 .

Remark IV.10: This step is equivalent to executing the algo-
rithm: ipk′′ ← TAM-Sign.ConvertPK(ipk′, μ2).

1) Choose φ2
R←− Z∗p, compute icred′′ = (Ã′′, B′′, B̃′′)←

(Ã′φ2·μ2 , B′1/φ2 , B̃′1/φ2).
� Compute σ′ ← TAM-Sign.ConvertSign (σ, μ2):

1) Choose φ3
R←− Z∗p and compute σ′ = (Z ′,

Y ′, Ỹ ′, V ′)← (Zφ3·μ2 , Y 1/φ3 , Ỹ 1/φ3 , V 1/φ3).
� Compute (upk′, σ′′)← TAM-Sign.ChgRep(σ′, upk, ρ):

1) Compute �T ′ = �T ρ = (T ′1, T
′
2)← (T ρ

1 , T
ρ
2 ).

2) Choose φ4
R←− Z∗p and compute σ′′ =

(Z ′′, Y ′′, Ỹ ′′, V ′′)← (Z ′φ4·ρ, Y ′1/φ2 , Ỹ ′1/φ4 , V ′1/φ4).
� Compute a Schnorr proofΠ3 = ZKSoK{usk |T ′2 =
T ′usk1 }(CTX):

1) Choose k
R←− Z∗p, compute R = T ′k1 .

2) Compute c = HASH′(T ′1, T
′
2, R,CTX).

3) Compute s = k − c · usk.
4) Set Π3 = (c, s).

� Set tk = (ipk′′, icred′′, upk′, σ′′,Π3).
−DIHAC.Verify(mpk, {aj}j∈D, tk,CTX)→ 0/1:
� If Π3 verification fails, then output ⊥:

1) If c′ = HASH′(T ′1, T
′
2, g

s(T ′1)
c,CTX) the verification

succeeds; otherwise, the verification fails.
� If SPS-EQ.Verify(ipk′′, icred′′,mpk) = 0, then output 0:

1) Check whether
∏n

j=1

∏2
i=1 e(Yj,i, X̃

′′
j,i) = e(B′′, Ã′′).

2) Check whether e(B′′, g̃) = e(g, B̃′′).
3) Output 1 if the above checks hold and 0 otherwise.

� If TAM-Sign.Verify(ipk′′, upk′, σ′′, {aj}j∈D) = 1, then
output 1, otherwise output 0:
1) If D � [1, n], output 0.
2) Check whether

∏2
i=1 e(T

′
i ,
∏

j∈D X̃
′′
j,i) = e(Z ′′, Ỹ ′′).

3) Check whether e(Y ′′, g̃) = e(g, Ỹ ′′).
4) Check whether e(

∏
j∈D HASH(aj), Ỹ

′′) = e(V ′′, g̃).
5) Output 1 if the above checks hold and 0 otherwise.

− DIHAC.Trace(L, tk)→ id:
� For each user id ∈ L, this algorithm retrieves utk from
L and tests whether e(T ′1, utk) = e(T ′2, g̃) until it gets a
match, in which case it outputs the corresponding identity
id.

Remark IV.11: This algorithm is operated by an issuer that
takes his registration list L and a token tk as inputs, and outputs
a user’s identity id.

V. FUNCTION AND PERFORMANCE EVALUATION

A. Function Comparison

Table I summarizes a detailed comparison between our
DIHAC scheme and related works, including three classical
attribute-based credential schemes [32], [35], [36], eight delegat-
able anonymous credential schemes [23], [24], [25], [26], [27],
[29], [31], [33], two issuer-hiding attribute-based credential
schemes [16], [20], and an issuer-hiding anonymous credential
scheme [30]. The comparisons are conducted in terms of the
attribute-based, autonomous attribute, ZKP, concrete instantia-
tion, issuer-hiding from users, issuer-hiding from verifiers, and
traceability. Attribute-based means that the scheme is attribute-
based. Autonomous Attribute means that users can obtain creden-
tials of autonomous attributes rather than inheriting an issuer’s
attribute values. ZKP means what type of zero-knowledge proof
is used to construct the scheme. Notably, both GS-Proof [28],
and CH-Proof [22] rely on computationally expensive bilinear
pairing operations, resulting in a higher computational overhead
than Schnorr-Proof [19], which requires no such operations.
”Generic ZKP” means that no specific type of ZKP is indicated
in the literature. Concrete Instantiation means that a scheme
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is instantiated, which makes it directly applicable without addi-
tional translation. Issuer-Hiding from Users means that a scheme
allows issuers to issue user credentials without revealing the
issuer’s identity. Issuer-Hiding from Verifier means that a verifier
cannot determine the issuer’s identity of a token when validat-
ing tokens. Traceability means that a scheme supports tracing
users’ identities. Table I indicates that among all schemes in our
comparison, only DIHAC (Section IV-H) supports all desirable
features, making it a preferred solution in practice.

B. Performance Evaluation

1) Theoretical Evaluation: Table II shows a theoretical com-
parison of ourDIHAC scheme (Section IV-H) with three classical
attribute-based credential schemes [32], [35], [36] in terms of
computation and storage overhead, where |G1|, |G2|, |GT |, |Zp|
are the sizes of the elements in the group G1, G2, GT , and Zp,
respectively; te1 , te2 , teT , tp are the time costs for the exponential
in the group G1, G2, GT , and pairing computations, respectively.

Table II shows that anonymous credentials based on the CL
signature [35] have linear size and computational complexity.
The schemes proposed in [36] and [32] exploit constant-size
and randomizability of BBS+ and PS signatures, respectively,
resulting in credentials and tokens of constant size. In addition,

since hidden attributes cannot be revealed, these schemes re-
quire user to prove knowledge of O(n) secret scalars involved
in a pairing product equation during the credential showing,
resulting in significant computational overhead. In comparison,
while our DIHAC scheme also uses constant-size TAM− Sign
scheme, it incorporates SPS-EQ to hide both issuer’s public key
and credentials (Table I shows that none of the aforementioned
schemes support this functionality), resulting in linear size and
computational complexity. Furthermore, our scheme leverages
the aggregation feature of TAM− Sign to compute the attribute
disclosure proof, eliminating the need for computationally com-
plex zero-knowledge proofs and enabling more efficient creden-
tial showing compared to other schemes.

In Tables III and IV, we show a theoretical comparison of
our DIHAC scheme (section IV-H) with the optimal delegat-
able credential scheme [29] and the most efficient issuer-hiding
scheme [16] in terms of computation and storage overhead.

As shown in Table III, for Setup algorithm, the computational
complexity of our scheme is the highest, but this algorithm only
needs to be executed once for the system. For IKeyGen, IssueI
and UKeyGen, the computational complexity of our scheme
is higher than that of [29] and [16], but fortunately for a new
issuer or user these algorithms only need to be executed once.
For VfCredI , the computational overhead of our scheme are
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higher than that of [16], but lower than that of [29]. For IssueU ,
VfCredU , Show and Verify, our scheme achieves the same linear
progressive complexity O(n) as the schemes in [29] and [16].

As shown in Table IV, for msk, pp&amp;mpk, isk, ipk and
ucred, the storage complexity of our scheme is higher than that
of [29] and [16]. Fortunately, only one copy of these variables
is required for each issuer or user. For icred and tk, the storage
overhead of our scheme is higher than that of [16], but lower
than that of [29].

2) Evaluation on a PC: We implement the DIHAC instan-
tiation using MIRACL [53], Type-III pairing and the Barreto-
Naehrig curve (BN-256) [54] and test the system’s performance
at AES-100 b security level. The source code of our implementa-
tion is available at [55]. We run our implementation on a personal
laptop (HUAWEI Matebook 14) with an AMD Ryzen-5 4600H
with Radeon Graphics 3.00 GHz CPU, 16 GB RAM, 512 GB
SSD running Ubuntu Kylin 16.04 operating system.

In Fig. 7 we show the computational and storage overheads of
all algorithms at n = 10, where each timing result is computed
as an average over 50 iterations. As shown in Fig. 7(a), in our
DIHAC scheme, the Setup algorithm takes 12.3 ms. For key
generation, IKeyGen and UKeyGen take 59.5 ms and 4.9 ms,
respectively. To issue credentials for issuers, IssueI andVfCredI
take 92.9 ms and 220 ms, respectively. To issue credentials to
users, IssueU and VfCredU take 89 ms and 860 ms, respectively.
For presenting tokens,Show andVerify take 41.2 ms and 288 ms,
respectively. The most time-consuming of these is the VfCredU
algorithm, but it only needs to be executed once for a new user.
In addition, the Show and Verify algorithms, which are executed
most frequently, are efficient.

As shown in Fig. 7(b), in our DIHAC scheme, the storage
of the public parameters pp&amp;mpk takes 2208 bytes. The

Fig. 7. Execution time and storage size of algorithms.

storage overheads of the issuer’s public key ipk and credential
icred are 3840 bytes and 480 bytes, respectively. The storage
overhead of the user’s public key upk and credential ucred
is 192 bytes and 2208 bytes, respectively. The storage of the
presentation token tk takes 5056 bytes. Among them, tk takes



Fig. 8. Execution time of show.

the most storage, which is 5056 bytes, but this is not a significant
burden for communication and storage.

In Fig. 8(a), we compare the computational time of the most
frequently used Show algorithm between our scheme and the
schemes in [29] and [16], where the number of attributes varies
from 5 to 50. Compared with the scheme in [29], our algorithm
is at least 380% faster. We note that when the number of user
attributes is around 30, our scheme is still faster than the scheme
in [16], which uses seven bilinear pair operations, whereas our
algorithm uses none.

3) Evaluation on a Smartphone: Since an anonymous cre-
dential system on the user side is usually deployed on a smart-
phone, we have measured its performance on a smartphone
(HUAWEI Honor 9i) with a Hisilicon Kirin 659 (ARMv8-A)
2.36 GHz and 1.7 GHz CPU, 4 GB RAM running Andriod 9.0
operating system.

In Fig. 8(b), we compare the computational time of the Show
algorithm on a smartphone between our scheme and the schemes
in [29] and [16], where the number of attributes varies from 5 to
50. Compared with the scheme in [29], our algorithm is at least
200% faster. As long as the number of user attributes is less than
30, our scheme is faster than the scheme in [16].

The above analysis and comparison indicate that our scheme
achieves stronger privacy protection than the classical attribute
credential scheme [32], [35], [36]. Our DIHAC scheme has
significantly lower computational overhead compared to the
state-of-the-art delegatable credential scheme [29]; the effi-
ciency of our scheme is also better than that of the state-of-the-art
issuer-hiding scheme [16] as long as the number of attributes is
no more than 30 in our experiments. In particular, our scheme has
all the advantages of the scheme in [16] and additionally supports

issuer-hiding from users; on the other hand, the execution time
of Show in our scheme may grow to be longer than the scheme
in [16] if the number of attributes is exceedingly large.

VI. RELATED WORK

A. Issuer-Hiding Attribute-Based Credentials

Bobolz et al. [16] introduced the notion of issuer-hiding
attribute-based credential (IHAC) to address the problem of
hiding the identity of credential issuer from verifiers. In their
scheme, a user presenting their credentials to a verifier hides
the issuer of their credentials from the verifier by leveraging a
set of access policies which includes multiple issuers’ public
keys signed by the verifier. They proposed a formal framework
for the IHAC scheme, a generic construction and a concrete
instantiation based on the structure-preserving signature scheme
by Groth [17], Pedersen Hash [18], and the Schnorr-style proof
of knowledge [19]. Their scheme achieves issuer-hiding from
verifiers, but not in a strong sense because the anonymity of the
issuer of any user’s credentials in a successful verification by a
verifier may diminish if the verifier creates an access policy set
with a small number of issuers. Furthermore, their scheme does
not support issuer-hiding from users. Conolly et al. [20] intro-
duced the notion of signer-hiding, which is similar to the notion
of Bobolz et al.’s issuer-hiding. They presented a signer-hiding
attribute-based credential (SHAC) scheme from a new mercurial
signature, which improved from the structure-preserving signa-
tures on equivalence classes (SPS-EQ) because it can randomize
not only any signed message and corresponding signature but
also the public key used to verify the signature. Their scheme
can be used to achieve issuer-hiding from verifiers without
relying on the Generic Group Model (GGM) [21]. Their scheme
extended the set-commitment scheme from [46] in combination
with a new malleable NIZK argument from [22] to achieve
selective disclosure proofs, it thus required a large number of
bilinear pairing operations to be computed for presenting users’
credentials. Their construction requires an OR-Proof to prove
that an issuer’s key is among a set of keys accepted by a verifier
when a user’s credentials issued by the issuer is verified by the
verifier. This leads to a high computational cost for credential
verification because it is linear in the number of issuers. In
addition, their scheme does not support issuer-hiding from users.

Bosk et al. [30] proposed a different approach to formal-
ize hidden issuer anonymous credentials (HIAC). Specifically,
the authors introduced a new cryptographic primitive called
aggregator, which can hide the issuer of a credential in a set
of issuers. The proposed solution does not require any trusted
settings. However, it is not attribute-based and lacks the ability
for issuer-hiding from users.

B. Delegatable Anonymous Credentials

Delegatable anonymous credentials (DACs) [23], [24], [25],
[26], [27], [29], [31], [33] offer an alternative to address the
problem of issuer-hiding from both users and verifiers, as some
of them support privacy for issuers and users during credential
delegation and presentation. In fact, such DACs with two entities



in their certification chains, in which non-root issuers obtain their
credentials directly from a root-issuer, and users obtain their
credentials from non-root issuers, can be regarded as double
issuer-hiding anonymous credentials schemes.

Chase and Lysyanskaya [23] proposed the first DAC scheme
based on generic zero-knowledge signature of knowledge, but
their construction incurred a blow-up in that the size of a creden-
tial was exponential in the length of the credential’s certification
chain. Their scheme is not attribute-based, which is necessary
for many practical applications.

Later, Belenkiy et al. [24], Fuchsbauer et al. [25], and Chase et
al. [26], [27] published various constructions of DACs, but none
is highly efficient for practical deployment for three main rea-
sons. First, they used complex Groth-Sahai proofs [28] involving
many expensive pairing operations. Second, their schemes are
not attribute-based, which limits their applications due to not
supporting fine-grained anonymous access control. Finally, they
provided no concrete instantiations.

Camenisch et al. [29] proposed a delegatable attribute-
based anonymous credentials (DAAC) derived from structure-
preserving signature scheme [17], sibling signatures [29], and
the Schnorr-style proof of knowledge [19]. Unlike our scheme,
their scheme achieved efficiency and practicality by giving up
the anonymity for delegators, i.e., providing no issuer-hiding
from users. Later, Blomer et al. [31] published a DAAC scheme.
They deviated from the usual approach of embedding a certifi-
cate chain in each credential and instead used a new primitive
named dynamically malleable signatures, which is instantiated
based on Pointcheval-Sanders signatures [32]. Their scheme al-
lows users to remain anonymous while delegating and receiving
a credential, thus providing issuer-hiding from both users and
verifiers. However, unlike our scheme, their scheme does not
allow users to apply for credentials corresponding to their au-
tonomous attributes; instead, users can only apply for credentials
corresponding to a subset of the delegator’s attributes, which
greatly limits its applications.

More recently, Crites et al. al [33] published a DAC scheme
derived from mercurial signatures that can randomize not only a
signed message and corresponding signature but also the public
key. Their scheme is efficient; however, their scheme is not
attribute-based.

C. Selective Disclosure Credentials

Attribute-based anonymous credentials supporting selective
disclosure have been designed with the following four ap-
proaches according to the properties of the underlying signature
schemes. (1) The knowledge of hidden attributes is proved
using zero-knowledge proofs (CL-signatures [34], [35], BBS-
signatures [36], PS-signatures [32], [37], Groth-signatures [16]).
(2) Users modify any signature on a set of attributes so that
it is still verifiable even after removing a subset of disclosed
attributes (unlinkable redactable signatures [38], [39], structure-
preserving signatures on equivalence classes and set commit-
ments [20], [45], [46]). (3) Users modify some attributes hidden
in a signature to their default values (sanitizable signatures [40]).
(4) Users receive one credential per attribute so that they can

combine their credentials for the attributes to be disclosed (ag-
gregate signatures [41], [42], [47]). Among them, the fourth
approach has the highest computational efficiency because it
does not need to prove the knowledge of hidden attributes or
the validity of any modified signatures. The main computation
cost of this approach is to aggregate credentials of disclosed at-
tributes, which eliminates the need for users to provide complex
zero knowledge proofs or compute bilinear pairing operations.
Its disadvantage is that the size of each user’s credentials is linear
to the number of attributes, which is expensive for users to store
their credentials on resource-constrained devices. We note that
our scheme is an advancement in this approach.

D. Structure-Preserving Signatures on Equivalence Classes
and Mercurial Signatures

Hanser et al. [45] introduced a notation of structure-preserving
signatures on equivalence classes (SPS-EQ), which can random-
ize both signed message and corresponding signature simulta-
neously. Given a prime order group G and a projective space
(G∗)l, they defined projective equivalence classes of messages
[ �M ]R based on the equivalence relation: R �M = {( �M, �M ′) ∈
(G∗)l × (G∗)l|∃s ∈ Z∗p : �M ′ = �Ms}. They formalized the se-
curity of SPS-EQ, defined as signature adaptation, such that
randomized signatures are distributed like fresh signatures on
any new representative of equivalence classes. Subsequently,
Fuchsbauer et al. [46] proposed a more streamlined SPS-EQ
scheme in the generic group model (GGM) [21] and constructed
a constant-size anonymous credentials based on it. The signature
size of their scheme is only three group elements, and only two
bilinear pairings are required for signature verification, which is
the most efficient SPS-EQ scheme to date.

On the basis of Fuchsbauer et al.’s work, Hanzlik and Sla-
manig [47] introduced an approach of aggregation signature
and proposed an aggregatable attribute-based equivalence class
(AAEQ) signature. The AAEQ signature is aggregatable such
that any signatures on multiple attributes for the same repre-
sentative �M of an equivalence class can be aggregated into a
compact signature. They used AAEQ signature to construct a
core/helper anonymous credentials (CHAC) to achieve a more
efficient selective disclosure proof than the scheme in [46].

Crites and Lysyanskayaet [33], [43] further extended the
idea of SPS-EQ and presented a new type of signature called
mercury signature, which can be used to randomize not only
any signed message and corresponding signature, but also the
public key for verifying the signature. In this work, we use
mercury signature [33] andAAEQ signature [47], in constructing
TAM− Sign signature.

VII. CONCLUSION AND FUTURE WORK

In this paper, we introduced DIHAC to solve the problem of
issuer-hiding from both users and verifiers in an attribute-based
credential scheme. We gave a generic construction and an effi-
cient instantiation using the TAM− Sign scheme we proposed
and the SPS− EQ scheme [46]. We implemented DIHAC on a
PC and smartphone to demonstrate its practicability.



The computational and storage complexity of DIHAC for
a user presenting a credential is linear in the number of user
attributes, which may limit its applications. We plan to address
this issue in the future.
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