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Abstract—A designated verifier signature (DVS) allows a
signer to convince a verifier that a message has been endorsed
in a way that the conviction cannot be transferred to any third
party. This is achieved by the property that the signature can
be generated by one of them. Since DVS is publicly verifiable,
a valid DVS implies that the signature must be created by
either the signer or the verifier. To enhance privacy of signers’
identity, a strong DVS (SDVS) disallows public verification.

In this paper, we investigate various aspects of SDVS
with making two contributions. Firstly, we consider SDVS in
the multi-user setting and propose two strengthened models,
namely, multi-user and multi-user+. To illustrate the signif-
icance of our models, we show that it is possible to forge
an SDVS when the attacker is given signatures from an
honest signer to multiple dishonest verifiers. Secondly, we
give a generic construction of SDVS from Key Encapsulation
Mechanism (KEM) and Pseudorandom Function (PRF) in
the standard model. Our generic construction is secure in
the multi-user setting if the underlying KEM and PRF are
secure. We also give instantiations based on DDH and LWE
assumptions respectively.

Keywords-Signature, SDVS, Standard Model, KEM, Post-
Quantum

I. INTRODUCTION

The concept of undeniable signature was first proposed

by Chaum et al. [6]. It consists of a signer named Alice

and a verifier named Bob. When Bob wants to verify the

signature created by Alice, he must interact with Alice

through an interactive verification protocol. This means

that the verifier cannot check the validity of signature by

himself. In other words, the signer has complete control of

the signature in order to avoid other undesirable verifiers

from getting convinced of its validity. However, because of

blackmailing [8] and mafia [7] attacks, undeniable signatures

may not always achieve their goals.

Motivated by the need to give signer control over who

could verify his/her signatures, Jakobsson et al. [14] pro-

posed a designated verifier signature (DVS) scheme with

briefly discussing the concept of strong designated verifier

signature (SDVS). Their DVS scheme is the first non-

interactive undeniable signature scheme by using designated

� corresponding author

verifier proof. In their scheme, only designated verifier can

be convinced by the signature’s validity or invalidity without

requiring any interaction with the presumed signer. This

scheme follows a very simple approach: each user holds two

key pairs, one for generating signatures while the other for

encrypting signatures. When Alice (signer) wants to generate

a signature to Bob (verifier), she first uses her signing key to

generate a signature, followed by encrypting it under Bob’s

encryption key. Once Bob receives the signature, he decrypts

it first and verifies its validity. This simple approach requires

an encryption followed by a verification, which is therefore

less efficient than desired.

The notion of SDVS was first formalized by Saeednia et

al. [21]. The concept of privacy of signer’s identity (PSI)

was then formalized by Laguilaumie et at. [15]. It means

that no third party can distinguish which signer generates

the signature without verifier’s secret key, which actually

captures property in strong designated verifier signature.

Since its introduction, many SDVS schemes have been

proposed. Huang et al. [13] proposed the first short des-

ignated verifier signature scheme with its identity-based

variant. Huang et al. [11] proposed the first SDVS scheme

in standard model, based on DDH problem. Subsequently,

new schemes under various assumptions (e.g. DBDH, CDH,

GDH, R-SIS) have been proposed [1], [5], [23]. However,

they are under specific hardness assumptions. Their security

are analyzed in single-user setting. That is, the attacker is

given the public keys of the target signer and verifier, and

may issue queries with respect to these two entities.

In this paper, we initiate the study of SDVS in the

multi-user setting. We observe that existing models may not

capture attacks in practice. Specifically, adversary may have

access to signatures generated for different designated veri-

fiers; Furthermore, adversary may obtain useful information

from signatures generated by other signers on the target

verifier. In other words, the adversary may produce valid

signatures collaborating with dishonest signers. However,

these attacks are not captured by the existing models where

adversary is restricted to issue queries with respect to the

target signer and verifier. Indeed, we give an example below

to show that a secure SDVS scheme in the existing models
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can be broken in the first case.

Consider the following SDVS scheme. Let G , GT be

cyclic groups of the same order and ê : G ×G → GT be a

bilinear pairing between these groups. Let g be a generator

of G . Further assume H : {0, 1}∗ → G be a hash function

from {0, 1}∗ to G . The public-secret key pair of our example

scheme is set as (pk , sk) = (gx, x).

When the signer (with public/secret key (pks,sks)) gen-

erates a signature σ for the designated verifier (with

public/secret key (pkv, skv)) on message m, it computes

signature σ = ê(pk sks
v , H(m)). This signature’s validity

can be verified by the verifier through checking if σ
?
=

ê(pk skv
s , H(m)). It can be proven easily that the scheme

is unforgeable in the single-user setting under the BDH

hardness assumption, where H is a random oracle. In

addition, it enjoys PSI since identifying the actual signer

implies solving the DBDH problem.

In practice, however, the signer may generate signatures

for different designated verifiers. If the attacker is given

signatures for verifiers whose keys are under its control,

our example scheme is not secure any more. To be more

specific, assume the attacker would like to forge on mes-

sage m for verifier pkv . The attacker may first creates a

“rouge key” of the form pk ′v = (pkv)
k for some randomly

chosen k. He may request a signature from the signer on

message m with respect to pk ′v . The signature is of the form

σ = ê(pk sks
v , H(m)). The attacker can compute σ′ = σ

1
k as

a valid forgery on m under pkv . In other words, an SDVS

scheme secure in the existing model may not be sufficient

when the scheme is used in a more complicated situation,

with involving multiple users in practice.

To address this issue, we strengthen existing models and

propose two models, namely, multi-user and multi-user+. In

our first model (multi-user), adversary can issue queries from

given lists of signers and verifiers, and also corrupt them;

In our second model (multi-user+), adversary can obtain

signatures from the signer on any verifiers of its choice (i.e.

the verifier’s public keys are created by the adversary).

We also propose a generic construction of SDVS from

KEM and PRF. We prove that our generic construction gives

secure SDVS in the multi-user (resp. multi-user+) model

provided that the underlying KEM is IND-CPA (resp. IND-

CCA) secure1 and that PRF is pseudorandom. It means

that any progress made in KEM implies advances in SDVS

based on our generic construction. We would like to remark

that our generic construction does not rely on the random

oracle model so we can base on KEM schemes with different

features. We also give two instantiations based on DDH

assumption and two lattice-based versions.

1Looking ahead, we also require that the encapsulation process of the
underlying KEM can be separated into two phases in which the first phase is
independent from the receiver’s public key. We observe that many existing
KEM fulfil this requirement.

A. Our Contributions

We proposed strengthened security models of SDVS in

the multi-user setting. We also proposed a generic approach

to construct SDVS in the enhanced models. Specifically, we

made the following contributions.

• We proposed two security models of SDVS to model

security requirements in the multi-user setting, namely,

multi-user and multi-user+.

• We proposed a generic construction of SDVS from

KEM and PRF. We proved that our generic construction

is secure in the standard model assuming the security

of the underlying KEM and PRF.

Table I summarizes differences between the existing

SDVS security models and our two models. Let S and V
denote lists of signers and verifiers’ public keys chosen

by the challenger. We can see from table I that in the

existing models, the adversary can only issue queries with

respect to the specific challenge signer and verifier. In our

enhanced models, the adversary can make additional queries

beyond the challenge identities or can issue queries on the

verifier chosen by himself adaptively. In other words, the

adversary can access more information in our models than

in the original model. Our models can also corrupt queries,

meaning that the adversary can request for privacy keys of

any public keys in S and V except the challenge public keys

(also chosen by the adversary).

B. Related Work

Motivated by undeniable signature [6] which was pro-

posed in 1989, Jakobsson et al. [14] proposed the notion

of designated verifier signature (DVS) and the concept of

strong designated verifier signature (SDVS).

In the study of SDVS, Shahrokh et al. [21] first presented

its formal definition in 2003. Susilo et al. [22] introduced a

variant in the identity-based setting. It was further enhanced

in [10], [13] with additional features. Huang et al. [12],

[13] proposed its efficient variants respectively by using

short signatures. Huang et al. [11] also proposed an efficient

variant in 2011. Hou et al. [9] proposed a designed desig-

nated verifier transitive signature. Additional features like

non-delegatability have been considered in [1], [17], [24].

Geotae [20] introduced the first lattice-based construction in

the standard model in 2016.

C. Outline

This paper is organized as followed. In the next section,

we relate the underlying KEM and PRF schemes with

their security requirements and the definition of DVS. In

section III, we give definitions on SDVS with our extended

models. We then give our generic construction in section

IV, followed by the security proofs in section V. In section

VI, we give four instantiations based on our construction. We

compare our instantiations with the existing SDVS schemes.

We give our conclusion in the end of this paper.
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Table I
DIFFERENCES BETWEEN EXISTING MODELS AND OUR MODELS

Challenge Public Keys (pks, pkv) Signature Queries (pks, pkv)
Existing Model pks ∈ S, pkv ∈ V, |S| = 1, |V| = 1 pks ∈ S, pkv ∈ V, |S| = 1, |V| = 1

Multi-user pks ∈ S, pkv ∈ V pks ∈ S, pkv ∈ V
Multi-user+ pks ∈ S, pkv ∈ V pks ∈ S, no restriction on pkv

S and V indicate signers and verifiers’ public key lists chosen by the challenger
pks and pkv indicate signer and verifier’s public keys respectively

II. PRELIMINARIES

Definition 1 (KEM): A standard key encapsulation mech-
anism (KEM) consists of the following three PPT algorithms.

• KeyGen: The randomized key generation algorithm

returns public/secret key pair (pk, sk) with input 1k,

where k is a security parameter. This algorithm can be

expressed as, KeyGen(1k)→ (pk, sk).
• Encap: The encapsulation algorithm takes public key

as input, returning key K with its encapsulation C. It

can be written as, Encap(pk)→ (K,C) ∈ Kpk ×Cpk.

• Decap: The decapsulation algorithm takes secret key

sk and encapsulation C as input. It returns correspond-

ing key K or outputs ⊥ to indicate invalid encapsula-

tion. It can be written as, Decap(C, sk) = K or ⊥.

Definition 2 (2-Phase KEM): We call a KEM scheme as

a 2-phase KEM if its Encap algorithm can be divided into

the following two phases.

• Encap1 : It will first choose a random value w
$←− Q

and output C, it can be written as, Encap1(w)→ C.

• Encap2 : In the second phase, it takes C, public key pk
and w as input. It finally returns K, whose encapsula-

tion is C. It can be written as, Encap2(C, pk ,w)→ K.

Definition 3 (Security of KEM): We call a KEM scheme

is (t, εcpa)-CPA (resp. (t, qd, εcca)-CCA) secure if there does

not exist such a PPT adversary who can win the following

game in time t with at least εcpa (resp. εcca) advantage (resp.

after making qd decryption queries). The game between a

challenger C and an adversary A is as follows.

1) Setup: By inputing security parameter k, challenger C
generates a pair of keys (pk, sk) ← KeyGen(1k) and

gives pk to the adversary A.

2) Phase 1 (Only in CCA game): In this phase, adversary

A submits a string Ci to decapsulation oracle Odec.

The oracle will return decapsulation result decsk(Ci).
3) Challenge: In the challenge phase, A issues encap-

sulation queries to C. Encapsulation oracle Oenc ran-

domly selects b ∈ {0, 1} and computes (C∗,K∗) ←
Encap(pk). Challenger C will return (C∗,K∗) if

b = 0; otherwise, it will return (C∗,K ′) where

K ′ $←− {0, 1}|K∗|. (C∗ is called target ciphertext)

4) Phase 2 (Only in CCA game): Phase 2 is the same as

Phase 1 with the restriction that submitted encapsula-

tion query Ci should not be identical to C∗.

5) Guess: A outputs a guess b′ of b and wins the game

if b′ = b. The advantage of A in winning this game

is defined as

εcpa(resp. εcca) = 2(Pr[b′ = b]− 1

2
).

The scheme is secure if εcpa (resp. εcca) is negligible.

Definition 4 (PRF): Assuming that the inputs of the pseu-
dorandom function (PRF) we considered here can be arbi-

trary. Let {0, 1}l be its output. Let F = {PRFk}k∈N be

a function set such that any variable PRFk assumes values

in the set of {0, 1}∗ → {0, 1}l. F is called an efficiently

computable pseudorandom function ensemble if

1) (efficient computation) I and V are PPT algorithms

and there is a mapping function φ, mapping from

strings to functions, such that φ(I(1k)) and PRFk are

identically distributed and V (i, x) = (φ(i))(x).
2) ((t, εprf)-pseudorandomness) For any PPT distin-

guisher D, he can not distinguish a PRF function to a

real random function with negligible probability.∣∣Pr[DPRFk(1k) = 1]− Pr[DRFk(1k) = 1]
∣∣ < εprf

where R = {RF k}k∈N is the set involving RF k.

RF k is uniformly distributed over {0, 1}∗ → {0, 1}l.
Definition 5 (DVS): A designated verifier signature

(DVS) consists of the following three PPT algorithms.

• KG: The key generation algorithm takes 1k as input

where k is security parameter, followed by returning a

public/secret key pair (pk, sk). This algorithm can be

written as, KG(1k)→ (pk, sk).
• Sign: The signing algorithm takes message m, signer’s

public and secret keys (pks, sks) and designated ver-

ifier’s public key pkv as input. It will return sig-

nature σ of message m, which can be written as

Sign(sks, pks, pkv,m)→ σ.

• Ver: The verification algorithm takes signature σ, cor-

responding message m, verifier’s public and secret keys

(skv, pkv) and signer’s public key pks as input. It will

output 1 if it is a valid signature, otherwise it will output

0. It can be written as Ver(skv, pkv, pks,m, σ)→ b (b
is 1 if the signature is valid, otherwise b is 0).

Correctness: The correctness of DVS requires that for

any KG(1k) → (pks, sks), KG(1k) → (pkv, skv) and any

message m ∈ {0, 1}∗, we have the following,

Pr[Ver(skv, pkv, pks,m, Sign(sks, pks, pkv,m)) = 1] = 1.
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III. OUR STRENGTHENED MODELS

In this section, we present our strengthened models which

allow the attacker to issue queries with respect to multiple

verifiers, some of which may be corrupted or with keys cho-

sen adversarially. The difference is summarized in Table I.

Formally, our strengthened models are defined as followed.
Definition 6 (Unforgeability): An SDVS scheme is un-

forgeable in multi-user (resp. multi-user+) setting if no PPT

adversary can forge a valid signature on a message of its

choice without knowing the signer and verifier’s secret key.
The following game between challenger C and PPT ad-

versary A formally defines unforgeability.

1) Setup: On input security parameter k, C runs KG
algorithm to obtain multiple signers and the verifiers’

public-secret key pairs. Let S = {pks1 , pks2 ..., pksm}
and V = {pkv1

, pkv2
..., pkvn

} be signers and verifiers’

public keys respectively. A is given S and V.

2) Queries: A can issue queries to the following oracles.

Note that A can also issue a corrupt query to obtain

the secret keys of signer and verifier in the lists (except

the challenge public keys, i.e. pk∗s and pk∗v ).

• Osign: A can issue signing queries between signer

pks ∈ S and verifier pkv .

• Osim: A can request verifier pkv to simulate

signature on message m between signer pks ∈ S.

• Over:A can request verification queries on the pair

(m,σ) on the signer pks ∈ S and verifier pkv .

• Restrictions: In the multi-user setting, an addi-

tional restriction applies, namely, pkv ∈ V for

queries to Osign, Osim, Over. In the multi-user+

setting, pkv can be any value chosen by A.

3) Forgery: Finally, A outputs a forgery (m∗, σ∗) on

signer and verifier from lists and wins the game if,

• Ver(sk∗v , pk
∗
v , pk

∗
s ,m

∗, σ∗) = 1 , and

• A has not issued Osign and Osim on input m∗

on signer pk∗s and verifier pk∗v before.

The probability of forging a valid signature is denoted

by Pr[Forge]. An SDVS scheme is unforgeable if

Pr[Forge] < ε(k),

where ε(k) is negligible.

Definition 7 (Non-Transferability): An SDVS scheme is

non-transferable if there exists a PPT simulation algorithm

Sim which takes skv , pkv , pks and message m as input. It

outputs a simulated signature that is indistinguishable from

the real signature generated by the signer on the same m.
That is, for any PPT distinguisher D, any (pks, sks) ←

KG(1k), (pkv, skv) ← KG(1k) and any message m ∈
{0, 1}∗, it holds that
∣∣∣∣∣∣∣∣
Pr

⎡
⎢⎢⎣

σ0 ← Sign(sks, pks,m),
σ1 ← Sim(skv, pkv,m),

b
$←− {0, 1},

b′ ← D(pks, sks, pkv, skv, σb)

: b′ = b

⎤
⎥⎥⎦−

1

2

∣∣∣∣∣∣∣∣
< ε( k)

where ε(k) is a negligible function with security parameter

k. The random coins consumed by D and the probability

takes over the randomness used in KG, Sign and Sim. If the

probability is equal to 1
2 , we say that the SDVS scheme is

perfectly non-transferable.

Definition 8 (Privacy of Signer’s Identity (PSI)): We

call a scheme that satisfies privacy of signer’s identity (PSI)

in the multi-user (resp. multi-user+) setting if a third party

cannot tell whether the signature generated by signer S0

or by signer S1 correctly without knowing signer’s and

verifier’s secret key.

The game below, which is played by a challenger C and a

distinguisher D, formally defines privacy of signer’s identity

in the multi-user setting. Let S and V denote the lists of

signers and verifiers’ public keys generated by C, same as

the unforgeability game.

1) Setup: C generates public and secret keys for sign-

ers and verifiers. The corresponding public key lists,

namely, S and V, are given to distinguisher D.

2) Queries: D can adaptively issue Osign, Osim and Over

queries on signer pksi and verifier pkvi
, same as in the

unforgeability game. D can also corrupt secret keys on

signer and verifier from the lists.

3) Challenge: D chooses two signers, e.g. S∗0 and S∗1,

from S and one verifier pk∗v from V to be the challenge

identities. D submits a message m∗ and C tosses a coin

b ∈ {0, 1} and computes challenge signature σ∗ ←
Sign(sk∗sb , pk

∗
sb
, pk∗v ,m

∗). C then returns σ∗ to D.

4) Queries: D continues to issue queries as in step 2

with the restriction that no verification queries on

(m∗, σ∗, pk∗si) for any pk∗si ∈ {S∗0, S∗1}. Note that D
cannot corrupt challenge identities’ secret keys.

5) Guess: Finally, D outputs a guess b′ of b and wins

the game if b′ = b. The probability of D in winning

this game is defined as Pr[PSI]. An SDVS scheme

possesses PSI if∣∣∣∣Pr[PSI]− 1

2

∣∣∣∣ < ε(k),

where ε(k) is negligible.

Definition 9 (SDVS): An SDVS scheme is secure in the

multi-user (resp. multi-user+) setting if it possesses unforge-

ability, non-transferability and privacy of signer’s identity.

IV. OUR CONSTRUCTION

A. Overview of Our Construction

Our generic construction of SDVS relies on KEM and

PRF, where KEM must be 2-phase as discussed in Defini-

tion 2. This is not too restrictive since most KEM schemes

can satisfy this requirement. Our generic construction is

secure in the multi-user setting (resp. multi-user+ setting)

if PRF is secure and the underlying KEM is IND-CPA

secure (resp. IND-CCA secure). Below we give a high-level

description of our generic construction.
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In our construction, we use KeyGen in KEM to generate

signer’s keys, i.e. (pks, sks) ← KeyGen(1k). We use the

first phase in KEM’s Encap, C ← Encap1(w), to generate

verifier’s keys, i.e. pkv ← C, skv ← w (w is the randomness

used in Encap1). To sign a message, the signer uses his

secret key to decapsulate C to obtain the session key, i.e.

Ksv ← Decap(C, sks). He then uses this key in PRF to

sign message m, i.e. σ ← PRFKsv
(m). For verification,

verifier executes the second phase in Encap to acquire the

same session key, i.e. Ksv ← Encap2(C, pks, skv := w),

followed by checking σ
?
= PRFKsv

(m).

B. Details of Our Generic Construction

Given a KEM scheme K = (K.KeyGen, K.Encap,
K.Decap), which is a 2-phase encapsulation mechanism,

and a PRF function, we can construct a secure SDVS scheme

D = (D.KG, D.Sign, D.Ver). The construction is as follows.

1) D.KG: The key generation algorithm takes 1k as

input where k is the security parameter. It invokes

KeyGen in KEM to obtain signer’s keys, namely,

K.KeyGen(1k)→ (D.pks, D.sks). It also invokes the

first phase in Encap to obtain verifier’s keys, namely,

K.Encap1(w)→ C, (C,w)→ (D.pkv, D.skv).
2) D.Sign: The signing algorithm takes the signer’s

keys, the verifier’s public key and the message

as input, namely, (D.sks, D.pks, D.pkv , m). It

first runs the decapsulation algorithm in KEM to

obtain the key, i.e. K.Decap(D.pkv, D.sks) →
Ksv . It then takes key Ksv and message m
into PRF algorithm with returning signature σ,

PRFKsv
(m) → σ. The signing algorithm can be

written as, D.Sign(D.sks, D.pks, D.pkv,m)→ σ.

3) D.Ver: The verification algorithm takes the verifier’s

keys, public key of signer, the message and signa-

ture as input, namely, (D.skv , D.pkv , D.pks, m,

σ). It first runs the second phase of encapsulation

algorithm in KEM to compute key Ksv , namely,

K.Encap2(D.pkv, D.pks, D.skv)→ Ksv . It will then

invoke Ksv and message m into PRF to obtain its

signature σ′. If σ′ = σ, it returns 1; otherwise, it

returns 0. The whole verification algorithm can be

written as, D .Ver(D .skv ,D .pkv ,D .pks ,m, σ)→ b.

V. SECURITY OF OUR CONSTRUCTION

We prove that our SDVS scheme is secure if the under-

lying KEM and PRF schemes are secure.

Theorem 1: If the underlying KEM scheme is IND-CPA

(resp. IND-CCA) secure and PRF function achieves pseudo-

ramdomness, then we can construct a secure SDVS scheme

in the multi-user setting (resp. multi-user+ setting).

The proof of Theorem 1 is divided into the proof of the

following three lemmas, which stated that our generic con-

struction possesses unforgeability, non-transferability and

privacy of signer’s identity.

Lemma 1: If the underlying KEM scheme is IND-CPA

(resp. IND-CCA) secure and PRF is a pseudorandom func-

tion, then our constructed scheme D achieves the property of

unforgeability (in the multi-user setting) (resp. multi-user+

setting). That is, PrSDVS
A,D [Forge] is negligible.

Lemma 2: If the underlying KEM is IND-CPA (resp.

IND-CCA) secure and PRF achieves pseudorandomness, our

constructed scheme D is perfectly non-transferable.

Lemma 3: If the underlying KEM scheme is IND-CPA

(resp. IND-CCA) secure and PRF is a pseudorandom func-

tion, then our constructed scheme D (with multi-user setting)

(resp. multi-user+ setting) achieves the property of privacy

of signer’s identity (PSI). That is, PrSDVS
A,D [PSI] is no larger

than 1
2 , indicating that the adversary has no advantage

compared with randomly guessing the bit.

As we will see in the proof of Lemma 2, the scheme is

perfectly non-transferable so the queries to Osim can be

perfectly handled by Osign in the game of unforgeability and

privacy of signer’s identity. Hence, we only consider signing

and verification queries in these two games.

Proof: (of Lemma 1) For any PPT forger A, Pr[Forge]
in the multi-user (resp. multi-user+) setting is negligible as-

suming KEM scheme is IND-CPA (resp. IND-CCA) secure

and PRF achieves pseudorandomness.

We prove this lemma by using a sequence of games

played between a challenger C and an adversary A. Let Gi

denote the i-th game and Xi imply the event that A outputs

a valid forgery in game Gi . Let S and V denote two lists

for signers and verifiers, with m and n entities respectively.

G0: This game is with multi-user setting (resp. multi-

user+). Challenger C invokes adversary with S and V lists.

Adversary A can issue signing and verification queries on

the signer and verifier from the lists (resp. no restrictions on

the verifier in multi-user+). We can have that,

SDVS

Pr
A,D

[Forge(multi-user)](resp. multi-user+) = Pr[X0].

(1)

G1: In this game, the key used in PRF between challenge

identities pk∗s and pk∗v is randomly chosen, i.e. K ′ $←− N .

When A issues signing and verification queries between

them, C uses this key K ′ to response. The only difference

between this game and game 0 is the key used in PRF. If the

adversary can distinguish these two games, we can construct

an adversary A1 to break the IND-CPA (resp. IND-CCA)

game in KEM. Therefore, we have,

|Pr[X1]− Pr[X0]| ≤ mn · εcpa(resp. εcca). (2)

We construct adversary A1 in CPA (resp. CCA) game where

A1 is given challenge ciphertext (C∗,K∗) and public key

pk∗. A1 will simulate the game for the adversary in SDVS.

He randomly guesses a signer-verifier pair from the two lists

as challenge identities and sets, pk∗s = pk∗, pk∗v = C∗. The
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key used between these identities is K∗. Note that A1 will

abort if he cannot guess the challenge identities correctly.

• In the multi-user+ setting, A can issue queries on

verifier pkvi
beyond the V list. To response this query,

A1 will make decapsulation queries on Ci ← pkvi

in CCA game (under pk∗s) and get the corresponding

key Ki. He then uses this key to response signing and

verification queries.

If the SDVS’s adversary successfully forges the signature,

A1 outputs 0, indicating that K∗ is the correct shared

key; Otherwise A1 randomly outputs a bit b′. Hence his

probability to win the game is mn · εcpa (resp. mn · εcca).

Therefore, the difference between game 0 and game 1 is

equal to mn times the advantage that A1 can distinguish

them in CPA (resp. CCA) game.

G2: In this game, we replace PRF with a truly random

function. It means that the signature is randomly chosen

from {0, 1}l in this game. We have,

|Pr[X2]− Pr[X1]| ≤ εprf. (3)

To obtain the above equation, we construct an adversary A2

to break the pseudorandomness of PRF with advantage εprf.

Given an oracle function F (·) which is either a pseudoran-

dom function chosen from F or a truly random function.

Here, A2 maintains a table T, which is initially empty.

When responding to signing queries on mi between pk∗s
and pk∗v , A2 returns σi if (mi , σi) exists in T; Otherwise, A2

submits message mi to function F and returns σi, followed

by storing it in table. When responding to verification

queries on (mi , σi), A2 will just return σ′i
?
= σi if mi

exists in the table with σ′i; Otherwise, A2 forwards message

mi to function F with obtaining a signature σ′i. He then

returns σ′i
?
= σi to adversary A with storing (mi, σ

′
i) in

table T. The pseudorandom function is deterministic so

that our simulation is perfect. Finally, A outputs a forgery

(m∗, σ∗) on pk∗s and pk∗v . A2 submits m∗ to function F
with obtaining σ∗′ and outputs 1 if σ∗′ = σ∗, indicating

that function F is chosen from F; Otherwise, he outputs 0.

Note that if F is chosen from F, this is actually game 1; If

F is a truly random function, this is game 2. Therefore, the

difference between these two games is whether function F is

chosen from F. Thus we can obtain equation (3). In game 2,

the signature between pk∗s and pk∗v is a truly random string.

After querying qsign, qsim and qver queries, the probability

that A outputs a valid forgery is up to

Pr[X2] ≤ (2l − qsign − qsim − qver)
−1

< (qsign + qsim + qver)2
−l,

(4)

which is negligible. Combing equations (2) to (4), we have,

SDVS

Pr
A,D

[Forge(multi-user)](resp. multi-user+)

= Pr[X0] ≤
2∑

i=1

|Pr[Xi]− Pr[Xi−1]|+ Pr[X2]

< mn · εcpa(resp. εcca) + εprf + (qsign + qsim + qver)2
−l.

(5)

We can see from equation (5) that the probability of breaking

the unforgeability in multi-user setting (resp. multi-user+

setting) is negligible, which completes our proof.

Proof: (of Lemma 2) To simulate the signer’s signature

on message m , the designated verifier does the following,

namely, K.Encap2(pkv, pks, skv) → Ksv , PRFKsv (m) →
σ. The verifier can simulate the signature by running the

second phase in Encap algorithm with inputting pkv , pks

and skv . The key Ksv that he can obtain is the same as

the key that the signer uses to generate signatures. Since

both the signer and the verifier can compute the same key,

they can generate the same signature on message m , i.e.

tag = PRFKsv
(m). Therefore, our constructed D scheme is

perfectly non-transferability.

Proof: (of Lemma 3) For any PPT distinguisher A in

SDVS’s PSI game, Pr[PSI] in the multi-user (resp. multi-

user+) setting is negligibly close to 1/2 assuming KEM
scheme is IND-CPA (resp. IND-CCA) secure and PRF
achieves property of pseudorandomness.

Let A be the distinguisher and C be the challenger

against privacy of signer’s identity game. Let K0 denote the

shared key between signer pk∗s0 and verifier pk∗v , K1 denote

shared key between pk∗s0 and verifier pk∗v . We consider the

following games played between A and C. Let Xi denote

the event that A outputs the correct guess bit in game Gi .

G0: This game is the PSI game with multi-user (resp.

multi-user+) setting. We can have,

SDVS

Pr
A,D

[PSI(multi-user)](resp. multi-user+) = Pr[X0]. (6)

G1: In this game, the key shared between pk∗s0 and pk∗v
used in PRF is randomly chosen, i.e. K ′

0
$←− N . When A

issues signing and verification queries on these identities, C
uses K ′

0 to response. The only difference between this game

and game 0 is the key used in PRF when responding oracles

between S0 and V . Thus we can have,

|Pr[X1]− Pr[X0]| ≤ mn · εcpa(resp. εcca). (7)

To obtain the above equation, we can construct an adversary

A1 to break the IND-CPA (resp. IND-CCA)’s game and the

analysis is identical to the game 1 of unforgeability and we

omit the details here.
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G2: In this game, we replace key K1 between pk∗s1 and

pk∗v used in PRF to a random string, i.e. K ′
1

$←− N . Similar

to game 1, we can have that,

|Pr[X2]− Pr[X1]| ≤ (m− 1)n · εcpa(resp. εcca)

< mn · εcpa(resp. εcca).
(8)

This is the same as the transition from G0 to G1.

G3: In game 3, we replace PRFK0 function used between

pk∗s0 and pk∗v to a truly random function . For every signing

query on message mi with pk∗s0 , the signer’s signature

is chosen at random from (0, 1)l instead of computing

PRFK0
(mi). We can have the following equation,

|Pr[X3]− Pr[X2]| ≤ εprf. (9)

To prove equation (9), we can construct an adversary A2 to

break the pseudorandomness of PRF with (t2, εprf), where

t2 ≈ t. The analysis is identical to the game 2 in lemma 1.

G4: In this game, we replace function PRFK1 with a truly

random function used between signer pk∗s1 and verifier pk∗v .

Similarly, we can have that,

|Pr[X4]− Pr[X3]| ≤ εprf. (10)

To obtain the above equation, we can use the same proof

strategy as in the transition between G2 and G3. Note that

signature σ∗ that distinguisher A receives in this game is

generated by truly random functions, therefore, he can only

randomly guess bit b with 1
2 probability. Hence, we have

the following equation,

Pr[X4] =
1

2
. (11)

Combining equations from (6) to (11), we obtain that,

SDVS

Pr
A,D

[PSI(multi-user)](resp.multi-user+)

= Pr[X0] ≤
4∑

i=1

|Pr[Xi]− Pr[Xi−1]|+ Pr[X4]

< 2mn · εcpa(resp. εcca) + 2εprf +
1

2
.

(12)

Because εcpa (resp. εcca) and εprf are all negligible. It’s easy

to see that the probability of breaking PSI game in multi-

user setting (resp. multi-user+ setting) is negligibly close to
1
2 , which completes our proof.

VI. INSTANTIATIONS AND COMPARISON

In this section, we give two instantiations called SDVS1

and SDVS2, which base on DDH assumption. Besides, we

give another two post-quantum safe instantiations, namely,

SDVS3 and SDVS4, based on LWE assumption.

We employ the well-known Diffie-Hellman key exchange

scheme and PRF function [19] to instantiate our first SDVS

scheme (SDVS1). Note that this key exchange scheme

satisfies our 2-phase KEM requirement. Following our con-

struction, the resulting SDVS1 is the same as the first scheme

proposed in [10]. Based on previous analysis, the scheme

in [10] is actually secure in multi-user setting. However,

since Diffie-Hellman key exchange is not known to be CCA-

secure, this scheme is not secure in multi-user+ setting. As

for the instantiation in multi-user+ setting, we use a CCA-

secure KEM scheme proposed in [2] and a PRF function

[19] to construct SDVS2, based on DDH assumption,.

As for the lattice-based versions, we construct SDVS3

scheme, based on a KEM [4] and a PRF function [3]. The

constructed SDVS4 scheme derives from [26] and [3], based

on LWE assumption. We omit details of these constructions

here due to page limitation.

In table II, we compare our four instantiations in multi-

user (resp. multi-user+) setting with the existing SDVS

schemes. We consider pairing, hash, PRF and exponentiation

operations, denoted by P, H, R and E respectively. Please

be noted that the figures of our constructed SDVS2 come

from [2] whose conclusion relies on the multi-exponential

with a sliding window algorithm described in [18].
We can see from table II that our schemes, SDVS1 and

SDVS2, are secure in multi-user and multi-user+ setting

respectively in the standard model. As for SDVS3 and

SDVS4, they are quite efficient compared with the lattice-

based SDVS scheme under the same security requirement.

VII. CONCLUSION

In this paper, we consider security of SDVS in the multi-

user setting. Specifically, we strengthened the original SDVS

models into multi-user (resp. multi-user+) models. We also

proposed a generic approach to construct SDVS in these

strengthened models from KEM and PRF, with proving

the security of our generic construction in the strength-

ened models. For comparison, we give two instantiations

in each strengthened model respectively and compare their

efficiency with the existing SDVS schemes.

The value we need to highlight here is that our method is

a generic way of constructing SDVS. Based on the methods

proposed in this paper, we can construct different specific

schemes satisfying diverse security requirements based on

various KEM schemes. Besides, any progress made on KEM
can be applied to construct improved SDVS schemes.
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