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Similarity search, the task of identifying objects most similar to a given query object under a specific metric,
has gathered significant attention due to its practical applications. However, the absence of coordinate infor-
mation to accelerate similarity search and the high computational cost of measuring object similarity hinder
the efficiency of existing CPU-based methods. Additionally, these methods struggle to meet the demand for
high throughput data management. To address these challenges, we proposeGTS, a GPU-based tree index de-
signed for the parallel processing of similarity search in general metric spaces, where only the distance metric
for measuring object similarity is known. The GTS index utilizes a pivot-based tree structure to efficiently
prune objects and employs list tables to facilitate GPU computing. To efficiently manage concurrent similar-
ity queries with limited GPU memory, we have developed a two-stage search method that combines batch
processing and sequential strategies to optimizememory usage. The paper also introduces an effective update
strategy for the proposed GPU-based index, encompassing streaming data updates and batch data updates.
Additionally, we present a cost model to evaluate search performance. Extensive experiments on five real-life
datasets demonstrate that GTS achieves efficiency gains of up to two orders of magnitude over existing CPU
baselines and up to 20× efficiency improvements compared to state-of-the-art GPU-based methods.
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1 INTRODUCTION

Similarity search constitutes a fundamental challenge in the realms of information retrieval and
data mining, involving the efficient identification of objects in a dataset that are most similar to
a given query object [15]. This process carries profound significance across diverse domains, in-
cluding multi-media retrieval, decision making, and visualization recommendation [12, 37, 42, 55].
Operating within metric spaces, similarity search quantifies object similarity via distance metrics,
enabling efficient high-dimensional data management across a wide spectrum of data types [17].

Authors’ addresses: Yifan Zhu, Zhejiang University, China, xtf_z@zju.edu.cn; Ruiyao Ma, Zhejiang University, China,

ryma@zju.edu.cn; Baihua Zheng, Singapore Management University, Singapore, bhzheng@smu.edu.sg; Xiangyu Ke, Zhe-

jiang University, China, xiangyu.ke@zju.edu.cn; Lu Chen, Zhejiang University, China, luchen@zju.edu.cn; Yunjun Gao,

Zhejiang University, China, gaoyj@zju.edu.cn.

Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee

provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and

the full citation on the first page. Copyrights for components of this work owned by others than the author(s) must be

honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists,

requires prior specific permission and/or a fee. Request permissions from permissions@acm.org.

© 2018 Copyright held by the owner/author(s). Publication rights licensed to ACM.

ACM 2836-6573/2024/8-ARTxx

https://doi.org/XXXXXXX.XXXXXXX

Proc. ACM Manag. Data, Vol. xx, No. xx, Article xx. Publication date: August 2024.

Published in Proceedings of the ACM on Management of Data: SIGMOD 2024. DOI: 10.1145/3654945

http://arxiv.org/abs/2404.00966v1
https://doi.org/XXXXXXX.XXXXXXX
https://doi.org/XXXXXXX.XXXXXXX


xx:2 Yifan Zhu, et al.

The recent research [29] highlights the pressing need for a general-purpose database capable
of handling diverse cancer omics data, spanning molecular omics, molecular interaction, imaging,
textual data, etc.While existing solutions likeR-Trees [26] excel in handling spatial data, and graph-
based methods [54] are tailored for high-dimensional vector data, the metric space offers a flexible
framework for managing dynamic data of various typeswith distinct measures, such as word cosine
distance for semantic measurement and edit distance for DNA strings [53]. Similarity search in
metric spaces is designed with this versatility in mind, providing a general-purpose solution. In
addition, metric indexes serve as pivotal solutions for enhancing the scalability of vector databases
and offering cost-effective updates for social media and online commercial databases, addressing
key issues identified in recent advancements [51, 54], such as the inevitably heavy construction
cost and update complexities for graph-based methods.
Despite its importance, similarity search faces several challenges in achieving efficiency. The

absence of coordinate information in metric spaces restricts the utilization of geometric structure
knowledge of data points [43]. Additionally, the computation of distances between objects, like
edit distance [59], incurs significant computational overhead. Existing CPU-based methods, such
asMVP-tree [9, 10], Spacing-filling curve and Pivot-based B+-tree [16], and EGNAT [44, 48], often
fall short in meeting the demands of efficient similarity search. Furthermore, recent technological
advancements have heightened the demand for managing and querying large-scale dynamic data,
as seen in the exponential growth of DNA data generation facilitated by sequencing technolo-
gies [25]. These evolving requirements render CPU-based methods insufficient to meet the timely
query needs of similarity search.
Recent advancements in similarity search have turned towards GPU-accelerated methods [61].

This shift is primarily attributed to the potential parallelism of independent and simple calcula-
tions, which has shown promising outcomes [6, 38]. These methods can be categorized into dis-

tance table-based and tree index-basedmethods. Distance table-based methods [6, 20, 23, 30, 34, 39]
employ table structures to facilitate concurrent calculations across all objects, followed by subse-
quent filtering of unnecessary objects. While GPUs exhibit remarkable concurrent performance
enhancements in similarity search compared to CPU-based methods, this approach necessitates a
significant number of unnecessary distance computations between all objects and the query.
On the other hand, tree index-based methods [35, 36, 38] construct tree-structured indexes to en-

hance pruning efficiency and utilize GPU cores for concurrent searches on various trees. However,
GPUs face certain limitations in terms of individual computational capacity and core diversity com-
pared to their CPU counterparts [50]. As a result, current GPU-based methods struggle to achieve
concurrent traversal of each tree index, thus failing to fully exploit the computation potential of
GPUs. Consequently, their efficiency improvements over CPU-based methods remain limited.
In this context, some researchers have explored GPU-based approximate similarity search [58,

60, 61]. However, they fail to support exact query-answering and lack versatility when it comes
to handling a wide range of distance metrics. Our goal is to develop an effective GPU-based index
optimized to harness the full computational potential of GPUs while avoiding unnecessary distance

computations. We aim to achieve efficient batch similarity search in general metric spaces, where
the only available information is the distance metric function. Nevertheless, to achieve this goal,
we must confront and overcome three key challenges.

Challenge I: Performing data pruning in parallel on a tree index poses significant diffi-
culties in GPU-based parallelization. CPU-based approaches efficiently implement tree-based
indexes through by-level pruning methods to enhance query efficiency by reducing unnecessary
distance computations. However, parallelizing this process on GPUs is challenging due to inherent
architectural limitations, as elaborated below: (1) Top-Down Traversal: Pruning in the tree structure
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necessitates a top-down traversal from the root to the leaves, where calculations in succeeding lev-
els depend on those performed at the current level. This interdependency poses a significant hurdle
to effective parallelization across levels. (2) Non-Contiguous Memory Allocation: In tree structures,
nodes at the same level are often stored in non-contiguous memory locations. Consequently, dur-
ing GPU parallel computation, a linear traversal is necessary to allocate different nodes for concur-
rent processing. Unfortunately, this allocation process cannot be parallelized efficiently. (3) Limited

GPU Core Capabilities: GPU cores are typically optimized for parallelizing simple and similar tasks.
Conversely, the tree structure may consist of multiple data objects that demand distinct operations.
This disparity makes it challenging to efficiently parallelize such diverse tasks on GPUs [35].

To address these challenges, this paper proposes a novel strategy aimed at reorganizing tree

structures within tables to optimize GPU resources during the pruning process. Initially, a tree-
based index structure is built using iteratively chosen pivots, and data partitioning methods are
employed to balance the tree and control its height, thereby reducing wastage of GPU resources
resulting from the top-down search approach. Subsequently, table-based strategies are utilized to
store the indexed tree, allowing consecutive storage of tree nodes at the same level. Such organi-
zation enables the parallel allocation of simple GPU tasks for non-continuous nodes at the same
level, effectively optimizing GPU computing resources and avoiding GPU thread waiting issues
caused by serial task allocation.
Additionally, we have designed a cost model to enhance the parallel computation efficiency of

nodes at different levels. The performance of similarity search is closely tied to both object pruning
capability and parallel computing efficiency, directly impacted by the node capacity. A higher node
capacity implies a lower tree height, limiting pruning capability but enabling more GPU cores for
parallel computation of child nodes. Thus, by utilizing the proposed cost model to optimize node
capacity, we achieve a well-balanced trade-off between pruning capability and parallel comput-
ing efficiency, significantly improving search performance. This improvement is also validated by
experimental results.

Challenge II: Enhancingmemorymanagement for batch similarity queries. Batch similar-
ity queries often involve independent query objects, demanding a considerable amount of memory
to store intermediate results. However, surpassing the GPU’s memory limit can trigger the mem-
ory deadlock issue, which obstructs the release of occupied memory for further computation. To
address this, we propose a two-stage hierarchical query strategy. In the first stage, batches of concur-
rent queries are processed in upper-level tree nodes within the index. When the storage capacity
of intermediate results approaches a predefined limit, we introduce a node-priority concurrent
query strategy, granting access to lower-level tree nodes. This strategy involves grouping the in-
termediate results of each query and subsequently processing each group sequentially to obtain
real results, with the queries in each group computed in parallel. By adopting this approach, we
effectively circumvent memory deadlocks and enable high-concurrency similarity queries within
our proposed search method.

Challenge III: Supporting efficient data updates. Existing CPU-based approaches rely on
pre-computed distances between data objects and pivot or cluster centers for data pruning [17].
However, dynamic updates to the dataset can impact the index structure, potentially reducing
query performance. For instance, a large number of object insertions may alter the overall ob-
ject distribution, rendering the existing index unsuitable for capturing the characteristics of the
updated dataset. Moreover, GPU cores face constraints in supporting dynamic data space alloca-
tion [56], posing challenges in allocating space for newly created tree nodes andmodifying existing
tree structures in GPU-based tree indexes. To address these challenges, we take into account the
unique characteristics of GPUs, which offer powerful computing capabilities but lack dynamic
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space allocation abilities. Our proposed solution leverages a compact, high-speed cache table to im-
plement peak-valley update operations. For low-frequency object updates, we directly update the
data in this cache table, avoiding the need to modify the storage structure of the GPU-based tree
index. When the cache table exceeds a given size constraint, we perform batch updates to trans-
fer the data into the tree index. In scenarios involving extensive batch data updates, we adopt an
index reconstruction strategy, capitalizing on the GPU’s superior parallel computing performance,
which offers a time complexity of $ (log3 =). As a result, for substantial data updates, we opt to
rebuild the tree index entirely. This approach not only enables efficient batch data updates but also
guarantees that data updates do not compromise the query efficiency.
In summary, our key contributions are as follows:

• GPU-based indexing.We introduceGTS, a GPU-based Tree Index for Similarity Search, which
efficiently handles metric range queries and metric k-nearest neighbor queries.

• Tree-structured indexwith table-based storage.Wedevise a novel pivot-based tree index with a
table-based index structure, enabling parallelized calculations of non-continuous tree nodes
at the same level for the first time.

• Concurrent similarity search.We develop concurrent search methods for our proposed GPU-
based-tree index to prevent memory deadlock. Additionally, we introduce a cost model that
balances concurrency and pruning capability.

• Dynamic updates. We propose effective update strategies tailored for dynamic scenarios, in-
cluding both streaming data updates and batch data updates.

• Extensive experiments. We conduct comprehensive experimental evaluations on five real
datasets, demonstrating the remarkable efficiency gains achieved by GTS. It outperforms
existing CPU baselines by up to two orders of magnitude and even surpasses GPU-based
general methods by up to 20× in terms of efficiency.

The rest of this paper is organized as follows. We review the previous works in Section 2, and
present the problem statement in Section 3. The GPU-based tree index is introduced in Section 4,
and the similarity search process with the cost model is detailed in Section 5. Comprehensive
experimental studies and our findings are reported in Section 6. Finally, Section 7 concludes the
paper and offers directions for future research.

2 RELATED WORK

CPU-based Similarity Search. CPU-based similarity search in metric spaces has received signif-
icant attention. Existing approaches can be categorized into table-based methods, tree-basedmeth-
ods, and hybridmethods that combine the previous two groups of approaches. Table-based meth-
ods pre-compute the full set of element-wise distances between pivots (reference points) and ob-
jects, manage them in a large table for quick access, and utilize triangle inequality to narrow down
search spaces. Prominent examples include List of Clusters [13, 14], LAESA [45], and EPT [49]. On
the other hand, tree-based methods, including BST [32], M-tree [19], MVP-tree [9, 10], spacing-
filling curve, and pivot-based B+-tree [16], employ hierarchical tree structures tomanage objects in
a top-down manner, which rapidly identifies candidate items that meet the search criteria, thereby
reducing the search space and improving query efficiency. Hybrid methods aim to leverage the ad-
vantages of both table-based and tree-based approaches. For instance, CPT [46] links the distance
table with M-tree leaves, while GNAT [11] and EGNAT [44, 48] store the distance table of the min-
imum bounding box in tree nodes. These methods combine pre-computed distance information
with hierarchical data structures, resulting in high single-point query performance, making them
suitable for a wider range of similarity search tasks.
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Despite the progress made in CPU-based similarity search methods, they face limitations [50].
A primary challenge is the limited parallelism offered by CPUs, which are predominantly designed
for sequential processing. Furthermore, the computational intensity of search operations can strain
CPU performance, making real-time query processing for large-scale datasets a challenging task.
To address the increasing demand for higher search performance, recent studies have turned to
GPU-accelerated approaches. Capitalizing on the inherent advantages of GPUs, such as massive
parallelism and superior computational power, GPU-based methods have the potential to over-
come the shortcomings of CPU-based techniques. They unlockmore efficient concurrent similarity
search and significantly improve query throughput.

GPU-accelerated Table-based Methods. By utilizing table structures, we can efficiently per-
form similarity calculations between database objects and the query concurrently, enabling the
parallel filtering of objects that meet the query conditions. Notable examples like Pivot-based

Heaps [6], ES4D [34], and COSS [20] employ pivots, lookup arrays, and bin arrays to efficiently
compute distances and enhance search termination or support general similarity search. Addition-
ally, G-Grid [39] leverages GPU-searchable grid tables for exact k-NN queries in road networks,
while GPU-based Batch search [30] optimizes brute-force, approximate, and compressed-domain
search to facilitate billion-scale similarity search. The recent Dr. Top-k algorithm [23] introduces
delegate-centric concepts and system optimizations to achieve fast multi-GPU top-k computation.
However, existing table-based methods still suffer from the need to calculate similarity distances
for all database objects and the query, resulting in numerous unnecessary computations that hin-
der search efficiency.

GPU-accelerated Tree-based Methods. To address the issue of unnecessary distance computa-
tions, researchers have proposed GPU-based tree indexes. For instance, G-tree [35] combines the
efficiency of R-tree in low-dimensional space with a best-first strategy for concurrent tree-based
similarity search onGPUs.G-PICS [38] aims at parallelized processing by constructing various spa-
tial trees with different partitioning methods. LBPG-tree [36] optimizes the usage ofmultiple GPUs
by compacting and sorting candidate tree nodes and optimizing search schedules for concurrent
queries. Aiming at optimizing computing resource utilization, some methods [41, 52, 57] lever-
age a level-based concurrent construction approach to build the index. While these approaches
represent significant advancements, challenges persist in concurrent similarity search. Existing
GPU-based tree indexes often employ similarity search by (1) applying fixed-size thread blocks
and (2) sequentially processing each tree node. This approach may lead to certain blocks having
an excessive number of answers to verify, causing size overflow and potential memory deadlock is-
sues. Conversely, other blocks may remain idle due to the absence of leaf nodes to explore, leading
to a significant workload imbalance.

In contrast to common CPU-based practices that link tree elements with pre-computed distance
table cells, our novel GPU-based tree index, GTS, is efficiently maintained within a table. This de-
sign allows us to concurrently compute non-continuous tree nodes at the same level via sort and
coding strategies, and ensures uniform and straightforward computing tasks across all CPU cores,
achieving higher efficiency. Additionally, we introduce two-stage search methods that enhance
memory utilization and a cost model for evaluating node capacity, resulting in substantial improve-
ments in concurrency and throughput. Furthermore, we have developed effective streaming data
updates and batch update strategies to efficiently manage dynamic scenarios. These collective im-
provements positionGTS as a powerful and efficient solution for concurrent similarity search tasks
on GPU-based architectures.
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Table 1. Symbols and description

Notation Description

@, >, ? A query, an object, and a pivot in a metric space
$ An object set in a metric space
= The number of objects in set $
3 (·, ·) A distance metric
# A tree node
# _;8BC,)_;8BC The node list and the table list
MRQ(·, ·) A metric range query
MkNNQ(·, ·) A metric : nearest neighbour query

3 PROBLEM FORMULATION

We formally introduce the metric space and the similarity search below. For clarity, Table 1 sum-
marizes frequently used notations.
A metric space is represented as a tuple (",3), where " denotes the domain of objects, and 3

serves as the distance metric used to quantify the similarity between any pair of objects (>1, >2)
within this space. The distance metric 3 must adhere to the fundamental principles, including sym-

metry, non-negative, identity, and triangle inequality, i.e., 3 (>1, >2) ≤ 3 (>1, >3) + 3 (>3, >2). Distance
metrics, such as Manha�an distance, Euclidean distance, and word edit distance [59], satisfy the
aforementioned conditions and are commonly employed in metric spaces. An essential advantage
of the metric space is its ability to accommodate various data models since it does not impose any
requirements on the data type [17].
Building upon these principles, we can formally define two types of metric similarity searches:

Definition 3.1. (Metric Range Query.) Given an object set $ , a query object @, and a search
radius A in a metric space, a metric range query (MRQ) finds all objects in $ that are within a
distance A from @. Formally,"'& (@, A ) = {> | > ∈ $ ∧ 3 (@, >) ≤ A }.

Definition 3.2. (Metric: NearestNeighborQuery.)Given an object set$ , a query object@, and
an integer : in a metric space, a metric : nearest neighbor query (MkNNQ) finds a set ( of : objects
in $ that are most similar to @. Formally,":##& (@, :) = {( | ( ⊆ $ ∧ |( | = : ∧ ∀B ∈ (,> ∈ $ − ( ,
3 (@, B) ≤ 3 (@, >)}.

Consider the metric space for a string dataset shown in Fig. 1, with object set$ = {>1, >2, ..., >9}

and word edit distance 3 (·, ·) measuring similarity, a metric range query "'& (>1, 2) aims to find
objects that can be transformed to >1 within 2 edit operations (insertion, deletion, or replacement).
Consequently, "'& (>1, 2) returns the set {>1, >2, >3}. A metric 3 (: = 3) nearest neighbor query
":##& (>1, 3) finds 3 objects from $ that can be modified with the least operations to become
most similar to the query object >1. Thus, ":##& (>1, 3) = {>1, >2, >3}. Note that if the distance
from the query to its :-th nearest neighbor is known in advance, an MkNNQ can be efficiently
answered by performing an MRQ. For instance, when finding ":##& (>1, 3), we can obtain the
answer by performing "'& (>1, 2), assuming that the search distance A = 2 from >1 to its 3A3

nearest neighbor has been provided in advance.
Indexing a metric space that lacks coordinate information can be challenging, as traditional

mathematical tools used in vector spaces cannot be directly applied. To tackle this, a common
approach is to select a number of reference points, known as pivots, to map the data objects into a
low-dimensional space [43, 62]. Each chosen pivot serves as an individual dimension, representing
the distances from the pivot to all the data objects. This transformation allows the metric space to
be represented in a structured form, similar to a vector space, enabling further analysis.
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Fig. 1. Metric space and pivot mapping

When employing a pivot set, such as % = {?1 = >9, ?2 = >5}, to map a metric space into a
vector space, each object > is represented as a coordinate 〈3 (>, ?1), 3 (>, ?2)〉, as depicted in Fig. 1.
Thus, the distance between the objects >1 and >2 can be approximated by |3 (>1 − ?8) − 3 (>2 − ?8) |,
using the pivot ?8 in the coordinate (dimension) �8 of the mapped vector space, which is smaller
than the real distance 3 (>1, >2) according to the triangle inequality. Therefore, when answering a
similarity search, an efficient solution is to first search the mapped vector space with indexes, and
then verify each found object to return the real answers. For instance, when answering"'& (>1, 1),
it is more efficient to search the vector space along each coordinate to find objects that are within
distance 1 to >1 along any dimension to find the candidate objects {>1, >2, >4} for "'& (>1, 1) in
the metric space. By verifying each candidate, {>1, >2} are returned as the real answers. This pivot-
based indexing technique effectively reduces the search space and speeds up the search process,
making it a valuable solution for efficiently handling metric spaces without explicit coordinate
information.

4 INDEX

In this section, we present an overview of our GPU-based tree index designed for similarity search,
along with the structure of our proposed index. Subsequently, we delve into the construction and
update strategies employed to support dynamic scenarios effectively. To solidify the understanding
of our approach, we also provide a theoretical analysis that covers space consumption and time
complexity of the proposed method.

4.1 Overview

Unlike CPUs that possess a few powerful cores optimized for handling complex tasks efficiently,
GPUs offer abundant computing resources, making them ideal for parallel processing of numerous
simple computational tasks independently. Therefore, linear continuous structures such as tables
are well-suited for the parallel nature of GPUs, as each GPU core can process individual values in
the table simultaneously. On the other hand, tree indexes, with hierarchical structures for pruning,
can effectively narrow down the search space and accelerate the search process.
Motivated by these factors, we design a GPU-based tree index calledGTS, which fully harnesses

the pruning properties of tree structures and the parallelism capabilities of GPUs to achieve efficient
similarity search in metric spaces. The framework ofGTS is depicted in Fig. 2. Firstly, we construct
a GPU-based tree index in a hierarchical manner, where upper-level nodes split the objects into
lower-level nodes using pivot mapping and object partitioning. To accommodate dynamic scenar-
ios, we design stream data updates and batch updates, catering to different update requirements.
Finally, we utilize the GPU-based tree index to concurrently process multiple queries in a batch,
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concurrent k-NN queries

concurrent range queriesstream data updatesbatch updates

Similarity search

upper-level

nodes

lower-level

nodes

pivot mapping

objects partitioning

Objects update

Metric objectsMetric objects GPU-based index

Level-based index construction

Fig. 2. The overall framework of our work GTS

significantly accelerating general similarity search in metric spaces, including range queries and
:-nearest neighbor (:-NN) queries in batches. These techniques effectively exploit the pruning
characteristics of the tree index and the parallelism of GPUs to enhance the overall search perfor-
mance.

4.2 Index Structure

Our proposed GPU-based tree index GTS consists of two key components: the tree index and
the table list, as illustrated in Fig. 3. The balanced tree index efficiently partitions the data objects
after pivot mapping, facilitating hierarchical data management and achieving excellent pruning
efficiency. To ensure efficient parallel computations on GPUs, we employ a node list structure to
manage the tree nodes and store the distances from the pivots to the objectswithin each node using
the table list, which is stored sequentially and contiguously. For a clearer understanding, Fig. 3
provides an illustrative example of our indexing structure applied to the metric space featured in
Fig. 1. In the following, we will provide a comprehensive explanation of the detailed structure.

The Tree Index. Similar to theMVPT [9, 10], which is renowned as the most efficient CPU-based
in-memorymetric index [17], the tree nodes of our proposedGTS alsomaintain crucial information
such as the selected pivot, the minimum distance from the enclosed objects to the pivot (denoted as
<8=_38B), and the size of the data objects under their management. To ensure efficient utilization
of GPU resources during similarity calculations, we store all the tree nodes in a node table list.
Specifically, these nodes are linearly linked, and their ID numbering follows the principles of a
full multi-way tree. By designating the ID of the root node as 1, the ID of the 9 -th child node w.r.t.
node #8 is determined as follows [38]:

�� = (8 − 1) ∗ #2 + 9 + 1, (1)

where #2 denotes the node capacity, representing the maximum number of child nodes each node
has. For example, in Fig. 3, each node #8 (1 ≤ 8 < 7) is linked to the next node #8+1, and the 9 -th
child node of #8 is # (8−1)∗#2+9+1, e.g., the second child node of #3 is #7. This design maximizes
the GPU resources by enabling the parallelized computation for non-continuous tree nodes at the
same level, and will be detailed in Section 4.3. Additionally, to maximize space utilization, we pre-
compute the theoretical maximum height<0G_ℎ = ⌈;>6#2

(|$ | + 1)⌉ − 1 of the index, where |$ | is
the total number of the objects. We then set the height bound ℎ to be (<0G_ℎ − 1), making some
nodes at the last level overfull and not eligible for splitting. For instance, the size (= 3) of node #7

exceeds the node capacity (= 2).
Furthermore, to store the object partitioning information, which includes the objects and their

distances to the pivots in each tree node, we maintain the start position of each node in the table
list (denoted as ?>B). Let’s consider node #3 in Fig. 3 as an example, where the pivot is >9, the start
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Fig. 3. The structure of our proposed GPU-based tree index, GTS

position of node #3 in the table list is 6, and its B8I4 is 5. Thus, according to the second level of the
table list, we can deduce that #3 maintains the objects >4, >7, >9, >10, and >1. It is important to note
that these objects are mapped by the pivot >5 in the parent node of #3 and the minimum distance
<8=_38B from the pivot >5 to all data objects in node #3 is 2.

The Table List.We use a table list to maintain the object partitioning information for each level of
the tree. Considering the example shown in Fig. 3, at the first level, node#1 contains all ten objects
since no data objects are partitioned yet. Next, using pivot >5 to map objects in #1, #1 is split into
#2 and #3. #2 maintains the first five objects with the smallest distances to the pivot, while #3

maintains the rest. Therefore, {>5, >6, >8, >2, >3} are partitioned into #2 in ascending order based
on their distances to the pivot >5, while {>4, >7, >9, >10, >1} are allocated to #3 in the same manner.
Subsequently, the objects in #2 and #3 are partitioned again using pivots >8 and >9 respectively,
resulting in the creation of nodes #4 to #7 in the third level. The table list records the partitioning
information for all the tree nodes. Notably, since lower-level tree nodes are partitioned from the
upper-level nodes, we can obtain the objects’ partitioning information of upper-level nodes by
combining the table list information of the lower-level objects. For example, the objects partition-
ing information of node #3 can be derived by combining the list information of its child nodes
#6 and #7. Therefore, to optimize memory consumption, we store the table list solely for the last
level (i.e., leaf level) of the tree.

4.3 Index Construction

The index construction process in GPU-based solutions involves data transfer from main memory
to GPU and the data management via the index maintained within the GPU memory. Existing
GPU-based tree construction strategies often assign each GPU core to construct individual tree
nodes [33, 47]. However, this approach encounters challenges when dealing with tree nodes that
manage a large number of objects. Since each GPU core can only handle relatively simple compu-
tational tasks, splitting such tree nodes becomes problematic. For example, attempting to split the
root node into second-layer tree nodes would require storing all the objects in a single GPU core,
which is practically infeasible due to memory limitations. To overcome this limitation, some meth-
ods [28, 38] build multiple trees, with each tree managing only a small number of objects. While
this approach increases parallelism during index construction, it introduces significant space con-
sumption when handling high query throughput. Querying multiple trees for each query object
consumes considerable space, thereby restricting the number of queries that can be answered in
parallel and causing workload imbalances across the trees. To address these issues, we propose
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Algorithm 1: Index Construction

Input: an object set $ , a distance metric 3 , and the node capacity #2 that controls the tree height
Output: the node list # _;8BC and the table list )_;8BC

1: ℎ ← ⌈;>6#2
( |$ | + 1)⌉ − 1

2: # _;8BC [1] ← the initialized root node with B8I4 = |$ |, ?>B = 0

3: ;0~4A ← 1, ?>B ← 1, #B ← 1 // initialize the current layer ;0~4A , the starting position ?>B in the node

list, and the number #B of nodes in the current layer

4: foreach >8 ∈ $ in parallel do

5: )_;8BC [8] .>1 942C ← >8 // initialize the table list

6: while ;0~4A ≤ ℎ do

7: # _;8BC,)_;8BC ←Mapping(3, ?>B, #B , # _;8BC,)_;8BC )

8: # _;8BC,)_;8BC ←Partitioning(#2 , ?>B, #B , # _;8BC,)_;8BC )

9: ?>B ← (?>B − 1) ∗ #2 + 2

10: #B ← #2 ∗ #B , ;0~4A ← ;0~4A + 1

11: return # _;8BC,)_;8BC

a top-down construction algorithm based on distance encoding to achieve high-level parallelism.
Instead of assigning each GPU core to individual nodes [33, 47], we construct nodes at the same
level simultaneously using all the GPU cores to facilitate parallelism. This is because the distance
computation of each node is independent and all nodes at each level are continuously stored. Specif-
ically, we partition the objects following a top-down manner. At each level 8 , we simultaneously
map the objects with pivots to all the tree nodes at the current level 8 . Next, we employ a global
sort algorithm with distance encoding to concurrently partition the objects at the level (8 + 1). Since
all objects are sorted and partitioned together using the existing table stored in global memory, we
can fully utilize the GPU cores without being limited by space constraints. Finally, we construct
a single tree that maintains all the objects, breaking the construction bottleneck encountered by
multi-tree methods [28, 38]. In the following, we detail the construction of GTS.

Index Construction. Algorithm 1 outlines the construction process of our index. Firstly, it cal-
culates the tree height (denoted as ℎ) based on the dataset size |$ | and the node capacity #2 (line
1). Next, the algorithm initializes the root node, the current layer number, the starting position of
the root node in the node list, the number of nodes in the current layer, and the table list (lines
2–5). Subsequently, a while loop is executed to construct the index until the current level exceeds
the height boundary (lines 6–10). In each iteration, the node list #_;8BC of the index and the table
list )_;8BC are updated through pivot mapping (line 7) and object partitioning (line 8) operations.
Finally, the algorithm completes the construction of GTS and returns #_;8BC and)_;8BC (line 11).

Pivot Mapping. We present the GPU-based pivot mapping process in Algorithm 2. In this algo-
rithm, we employ the FFT [27] as the pivot selection algorithm, which selects the object farthest
from existing pivots as the new pivot and can be easily parallelized by concurrently computing
the distances, thereby improving efficiency. In terms of the initial pivot, several existing pivot se-
lection algorithms, such as FFT, BPS [45], and HF [31], opt for a random object as the first pivot,
as they have validated that the initial pivot has minimal impact on search performance. Moreover,
the recent study [62] concludes that no algorithm exists to select the optimal pivots on any dataset.
This makes it impossible to choose an optimal initial pivot with a generalized strategy. Therefore,
we also choose the first pivot randomly. The pivot mapping algorithm begins by locating the nodes
in the current layer from the node list #_;8BC in parallel (lines 1–2). Next, it retrieves the objects
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Algorithm 2:Mapping

Input: a distance metric 3 , the starting position ?>B , the node size #B , the node list # _;8BC , and the
table list )_;8BC

Output: the updated # _;8BC and )_;8BC
1: foreach 8 ∈ [0, #B ) in parallel across blocks do

2: # ← # _;8BC [?>B + 8],)_C<? ← {∅}

3: foreach 9 ∈ [0, # .B8I4) in parallel within block do

4: )_C<? [ 9] .>1 942C ← )_;8BC [ 9 + # .?>B] .>1 942C

5: # .?8E>C ← the object chosen by FFT [27] from)_C<?

6: foreach 9 ∈ [0, # .B8I4) in parallel within block do

7: )_;8BC [ 9 + # .?>B] .38B ← 3 ()_C<? [ 9] .>1 942C, # .?8E>C)

8: return # _;8BC,)_;8BC

maintained by the current node # from the table list )_;8BC in parallel (lines 3–4). Then, the pivot
is chosen from objects maintained by the temp table )_C<? using the FFT algorithm, and the dis-
tances between the pivot and the objects maintained by # are computed simultaneously (lines
5–7). Additionally, to further improve efficiency, the pivots of each node are stored in the shared
memory, which is much faster than GPU global memory [38]. Finally, the algorithm returns the
updated node list #_;8BC and table list )_;8BC (line 8).

Objects Partitioning. After completing the pivot mapping process, we obtain the distances be-
tween data objects and the pivots in each node at the current level. Subsequently, we partition the
objects to the newly constructed tree nodes based on these distances. Managing the objects in each
node effectively requires sorting them based on their distances to the pivot. However, performing
individual sorts using each GPU core for each node incurs significant time overhead. To address
this challenge, we propose a global object partition strategy to efficiently leverage all GPU comput-
ing resources. Firstly, we encode the individual distances from each object to the corresponding
pivot in parallel. Subsequently, we employ a global concurrent sorting algorithm to arrange all the
encoded distances in ascending order. This arrangement groups the objects that should be parti-
tioned to the same newly constructed tree node together. Finally, we decode the distances of each
object and construct the tree nodes in the next layer in parallel. Notably, the objects in each tree
node are uniformly divided based on the quantity and are then correctly indexed in the child nodes.
Although identical objects with duplicate keys can be partitioned into different nodes, causing the
tree nodes to overlap, this strategy ensures a balanced tree structure with efficient and accurate
similarity search.
Algorithm 3 presents the detailed steps to partition the objects. Firstly, the algorithm normalizes

the individual distances derived through pivot mapping in the current layer to the range [0,1) in
parallel (lines 1–2). Next, it encodes the distances of each object, considering the information of
the node to which the object belongs (lines 3–6). Specifically, given an object > that belongs to the
node#8 , the distance 38B from > to the pivot #8 .?8E>C , and the upper bound<0G of 38B , the encoded

distance 38B′ of > is determined as 38B′ = 38B
<0G+1 + 8 . By doing so, the integer part of 38B′ records

the node belonging information of > , while the decimal part of 38B′ records the distance from >

to the corresponding pivot. After applying the sorting algorithm offered by GPU on the encoded
distances (line 7), the algorithm partitions the objects in each node concurrently (lines 8–19). This
enables simultaneous computation of non-continuous tree nodes at the same level. For each node
# in the current layer, the algorithm first decodes the distances of each object belonging to # in
parallel (lines 10–11). Then, after initializing the newly constructed child nodes# ′ of# in the next
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Algorithm 3: Partitioning

Input: the node capacity #2 , the starting position ?>B , the node size #B , the node list # _;8BC , and the
table list )_;8BC

Output: the updated # _;8BC and )_;8BC
1: get the maximum distance<0G in the )_;8BC in parallel

2: normalize each distance 38B in the )_;8BC to 38B
<0G+1

3: foreach 8 ∈ [0, #B ) in parallel across blocks do // encoding

4: # ← # _;8BC [?>B + 8]

5: foreach 9 ∈ [0, # .B8I4) in parallel within block do

6: )_;8BC [ 9 + # .?>B] .38B ← 8 +)_;8BC [ 9 + # .?>B] .38B

7: sort all the distances in )_;8BC using GPU

8: foreach 8 ∈ [0, #B ) in parallel across blocks do

9: # ← # _;8BC [?>B + 8]

10: foreach 9 ∈ [0, # .B8I4) in parallel within block do // decoding

11: )_;8BC [ 9 + # .?>B] .38B ← ()_;8BC [ 9 + # .?>B] .38B − 8) ∗ (<0G + 1)

12: 0E6_B8I4 ← ⌊# .B8I4
#2
⌋

13: foreach 9 ∈ [0, #2 ) in parallel within block do

14: # ′ ← # _;8BC [(# .?>B − 1) ∗ #2 + 9 + 2]

15: # ′ .?>B ← # .?>B + 9 ∗ #2

16: if 9 < #2 − 1 then #
′ .B8I4 ← 0E6_B8I4

17: else # ′ .B8I4 ← # .B8I4 − 0E6_B8I4 ∗ (#2 − 1)

18: # ′ .<8=_38B ← )_;8BC [# ′ .?>B] .38B

19: return # _;8BC,)_;8BC

layer, the algorithm distributes the objects evenly into each new node # ′ (lines 12-18). Finally, the
object partitioning completes and the algorithm returns the updated #_;8BC and )_;8BC (line 19).

4.4 Index Updating

To cater to dynamic scenarios, we have devised efficient data update strategies for our GTS index.
Data updates can encompass insertions, deletions, and modifications, where eachmodification can
be regarded as a deletion followed by an insertion. To handle different application scenarios, data
updates can take two forms: 1) Real-time or incremental updates are suitable for continuously ar-
riving data streams, such as real-time monitoring and real-time data analysis; and 2) Batch updates
are designed to handle large volumes of data updates, typically encountered in scenarios involv-
ing database batch management. To effectively accommodate these distinct update scenarios, we
introduce two separate index update strategies: Stream Data Updates and Batch Updates.

Stream Data Updates.When data arrives in a sequential streaming fashion, traditional data up-
dates for tree index can lead to structure changes, potentially affecting search efficiency and incur-
ring a logarithmic time cost to update corresponding tree nodes. Nonetheless, incrementally updat-
ing indexes can be time-consuming onGPU, whose architecture fails to support efficient individual
operations [50]. Motivated by the LSM-Tree update strategy that reduces write amplification by
buffering writes in memory and subsequently merges them using sequential operations [40], we
propose a lazy strategy with a cache list to handle streaming data updates. This approach aims to
harness the superior processing power of GPUs. Specifically, when new objects arrive, instead of
directly updating the index, we store the newly inserted data in a cache list. For data deletions,
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we first locate their positions based on the ID. If the data is present in the cache list, we remove it
directly. Otherwise, i.e., it is stored in the index, we mark the corresponding position in the)_;8BC
for later deletion. When the size of the cache list exceeds a given limit, we efficiently reconstruct
the entire index using the objects in both the index and the cache list, and then clear the cache.
As depicted earlier, our construction strategy fully leverages the processing power of the GPU, en-
abling the index GTS to be efficiently reconstructed. For instance, the index for 10 million objects
can be rebuilt within just 2 seconds, minimizing disruption to the user. Moreover, as the entire
index is reconstructed, update operations on GTS have no adverse effects on search performance.
When answering similarity queries, we perform separate searches on both the index and the

cache list, merging the results to retrieve final answers. Given that the cache list is much smaller
than the dataset, we employ a brute-force table-based method for querying, utilizing GPU par-
allelism to compute the distance between each object in the cache list and the query and then
validate all the results. Furthermore, our search strategy ensures accurate query outcomes by ac-
counting for the presence of existing objects and newly inserted objects in the tree index and the
cache list, while disregarding removed objects that are no longer accessible.

Batch Updates. Our index is stored in contiguous structures, which consist of a list-based struc-
ture and a distance table. However, updating operations on these structures can be costly, especially
for list modifications. For instance, inserting elements in the middle of the list necessitates mov-
ing half of the elements, which is time-consuming. To address this issue, when significant bulk
updates are encountered, we opt for direct index reconstruction. Leveraging our efficient parallel
index construction method, we find that performing a direct batch reconstruction of the modified
dataset is both feasible and effective, as demonstrated in Section 6.2.

4.5 Complexity Analyses

Space Consumption of Index. Our index consists of two components, i.e., the tree index #_;8BC
and the table list )_;8BC . Let = denote the cardinality of the object set (i.e., |$ |) and #2 denote
the node capacity. For the tree index, it is balanced and essentially consists of tree nodes stored
consecutively in #_;8BC , so its space cost depends only on the number of tree nodes, which is

$ (
(#2 )

ℎ+1−1
#2−1

), i.e.,$ (=), whereℎ is the height of the tree and equals ⌈;>6#2
(|$ | + 1)⌉−1. Conversely,

)_;8BC records the partitioned data objects and their respective distances to the pivots. As the
partitioning is applied to the entire dataset in a disjoint manner, the space cost of )_;8BC directly
correlates to the dataset size, yielding $ (=). Consequently, the overall space complexity of our
index is $ (=).

Time Complexity of Index Construction. Index construction at each layer primarily involves
two key steps: pivot mapping and object partitioning. In the pivot mapping step at each level, we
compute the distance between each data object and its corresponding pivot, incurring the time
complexity of $ ( =

�
), where � represents the GPU concurrent computing power. For objects par-

titioning, the dataset is firstly sorted in ascending order based on the distances to the pivots, in-
curring the cost of $ (⌈ =� ⌉log

2 =) [30]. Next, the data partitioning with the complexity of $ ( =� ) is
performed. In summary, the total overhead, which involves the index construction steps for log=
layers, has the time complexity of $ (⌈ =

�
⌉log3 =). Assuming the GPU computing power is on the

same order of magnitude as the size of the dataset, the time complexity simplifies to$ (log3 =). For
instance, recent GPU can be equipped with more than 16,000 cores and support 9×1013 floating-
point operations per second [4].
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Fig. 4. Illustration of the filtering process

Time Complexity of Index Updating. Index updating involves two main scenarios: batch up-
dates and stream data updates. For batch updates, we perform a complete reconstruction of the
index, so the time complexity is consistent with that of index construction. For stream data updates,
we consider data insertion, data deletion, and index reconstruction when the cache list reaches its
capacity. For data insertion, we directly store the new data in the cache list, resulting in a time
complexity of $ (1). For data deletion, we locate the data based on its ID and then either mark it
for deletion in the original index structure’s )_;8BC or immediately remove it from the cache list,
resulting in a time complexity of$ (1). When the cache list is full, we execute index reconstruction,
with time complexity consistent with that of index construction.

5 SIMILARITY SEARCH

In this section, we propose efficient GPU-based algorithms for similarity search in metric spaces
using GTS, including metric range query and metric : nearest neighbor query.

5.1 Metric Range�ery in Batch

Given a metric object set $ , a range query with radius A aims to find objects within $ whose
distances to the query object @ are bounded by A . However, computing distances between the
query object and unnecessary objects for answering range queries can be time-consuming. To
accelerate metric range queries, we utilize the triangle inequality, following existing works [17],
to filter and validate objects without unnecessary distance computations.

Lemma 5.1. Given a pivot ? , a query object @, and a search radius A in a metric space, an object > can be

pruned if |3 (>, ?) − 3 (@, ?) | > A .

The proof of Lemma 5.1 directly derives from the triangle inequality and is omitted here. To
illustrate this, let’s consider the example shown in Fig. 4 for the metric space depicted in Fig. 1. In
this example, the query is >3, and the search radius is 1. Applying Lemma 5.1 with pivot >9, we can
filter all the objects > with |3 (>, >9) − 2| > 1 along X dimension, i.e., objects >1, >4, and >9 that fall
within the areas shaded by dashed lines in Fig. 4 can be pruned.

The query process in GPU-based solutions starts with loading queries from CPU to GPU, pro-
cessing the queries in GPU, and finally returning the results to CPU. Similar to existing CPU-
based metric indexes, GTS adopts a top-down approach to answer similarity queries using triangle
inequality-based pruning techniques. In the case of range queries, GTS begins from the root node
and systematically examines the tree nodes layer by layer, ensuring precise answers through the
correctness of triangle inequality-based pruning, pruning only unqualified objects. For instance,
given a query object @ and a tree node # , let<8=_38B be the minimum distance from the pivot ? of
# to the objects maintained by # . If 3 (@, ?) + A < <8=_38B , # can be safely pruned by Lemma 5.1.
Otherwise, GTS examines the subtrees of # in the next layer. However, a potential issue of ex-
ceeding the GPU’s memory limit due to the space occupied by intermediate results from various
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Algorithm 4:Metric Range Query

Input: a set of range queries & , the GTS index
Output: the answers to the metric range queries

1: initialize &_'4B to {∅}

2: foreach @8 ∈ & in parallel do

3: &_'4B [8] ← (# _;8BC [1], @8 , A8)

4: # _B4C ← {# _;8BC [1]}, ;0~4A ← 1

5: #2 ← the node capacity of GTS

6: ℎ ← the tree height of GTS

7: Range_Q(&, &_'4B, # _B4C, ;0~4A,#2 , ℎ)

8: Function Range_Q(&,&_'4B, # _B4C, ;0~4A,#2 , ℎ)

9: B8I4_�%* ← the available memory size of GPU

10: B8I4_;8<8C ← B8I4_�%*
(ℎ−;0~4A+1)∗#2

11: &_6A>D? ← &

12: if the size of &_'4B >B8I4_;8<8C then

13: divide the &_6A>D? according to &_'4B in parallel

14: foreach &′ ∈ &_6A>D? do

15: initialize &′_'4B to {∅}

16: foreach �8 = {#,@, A } ∈ &_'4B, 9 ∈ [0, #2 ) in parallel do

17: # ′ ← # _;8BC [# .?>B + 9]

18: if # ′ cannot be pruned for MRQ(@, A ) by Lemma 5.1 then

19: &′_'4B [8 ∗ #2 + 9] ← {# _;8BC [# .?>B + 9], @, A }

20: # ′_B4C ← the nodes in &′_'4B

21: if ;0~4A = ℎ then output the answers to the queries of&′ by verifying the objects in the nodes of

# _B4C ′

22: else Range_Q(&′ ,&′_'4B, # ′_B4C, ;0~4A + 1, #2 , ℎ)

queries can lead to a memory deadlock, where memory cannot be cleared to make room for further
computations. To overcome this challenge, we develop a hierarchical two-stage query strategy that
effectively avoids memory deadlocks. Specifically, we perform an iterative search of the index in a
top-down manner to answer multiple queries in batches, utilizing a table &_'4B to store interme-
diate results. Each element � = {#,@, A } ∈ &_'4B denotes that the node # needs to be searched
for the range query MRQ(@, A ). To maximize the utilization of computing resources, we manage
the intermediate results of the query process by setting an intermediate result size limit B8I4_;8<8C

at layer 8 to B8I4_�%*
ℎ∗#2

, where B8I4_�%* is the GPU’s available memory size, ℎ is the tree height,

and #2 is the node capacity. Hence, the size of the intermediate answer at level 8 + 1 (8 + 1 < ℎ) is

bounded to B8I4_;8<8C ∗#2 =
B8I4_�%*

ℎ
. When the space consumption of&_'4B exceeds B8I4_;8<8C ,

the queries are divided into various groups, and each group is processed linearly, ensuring the
space consumption of the search process during the intermediate layers remains below the GPU
memory limit. Note that the nodes in the bottom level ℎ can directly answer each query without
incurring any extra cost. Therefore, our proposed strategy effectively manages the memory size
during the search of each level, preventing memory deadlocks and optimizing the utilization of
computing resources.
Algorithm 4 outlines the process of the two-stage metric range query. This algorithm takes as

input a set of range queries & and the GTS index, and outputs the answer to each range query.
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Firstly, we initialize all the elements in the intermediate result table &_'4B , and set #_B4C to the
root node and the current search layer ;0~4A to 1. Additionally, we obtain the node capacity#2 and
the tree height ℎ from the GTS index (lines 1–6). Next, the algorithm invokes '0=64_& function
to answer the range queries (line 8). It initially computes the size limit based on GPU’s available
memory size B8I4_�%* and partitions the queries if needed (lines 9-10). Next, for each query group
& ′, the function first initializes a new intermediate result table & ′_'4B for the next layer (line 15).
It then concurrently finds the node # that cannot be pruned by the range query "'& (@, A ) via
Lemma 5.1, and updates the corresponding intermediate result & ′_'4B (lines 16–20). Thereafter,
the function collects all the nodes # ′_B4C in & ′_'4B (line 22). Finally, if the current layer is at the
bottom level, the function uses the nodes in# ′_B4C to answer each range query (line 22). Otherwise,
it proceeds to search the next layer to answer the range queries (line 23).

5.2 Metric kNN �ery in Batch

A metric : nearest neighbor query (MkNNQ) aims to find : objects in $ that are most similar to
@. Consider a metric : nearest neighbor query instance depicted in Fig. 4. The query object @ is >3,
and : is 2. The answer to the query MkNNQ(@ = >3, : = 1) is {>3, >10}. To accelerate the search
process, we can apply the following lemma.

Lemma 5.2. Given a pivot ? , a query object @, and an integer: in a metric space, assuming that in the current

search stage, the distance between @ and its current :-th nearest neighbor is 3 (@,:2DA ), then an object > can be

pruned if |3 (>, ?) − 3 (@, ?) | ≥ 3 (@,:2DA ).

The proof of Lemma 5.2 is straightforward. If |3 (>, ?) − 3 (@, ?) | ≥ 3 (@, :2DA ), it indicates that
there exist at least : objects whose distances to @ are not greater than > ’s distance. Therefore, >
can be safely pruned. Let’s apply Lemma 5.2 to the example query MkNNQ(>4, 2) shown in Fig. 4.
During the search, if we have already visited objects >5 and >6 and obtained the distance boundary
3 (@, :2DA ) = 2, then object>7 can be safely pruned using the pivot >9 as |3 (>7, >9)−3 (>4, >9) | = 3 > 2.

Two typical solutions exist for :NN queries, including the best-first strategy and the range
query-based strategy [15, 17]. Existing GPU-based indexes mainly apply the best-first strategy,
which cannot be parallelized due to its iterative process relying on visited nodes to prune unvis-
ited nodes, thereby suffering from unbalanced workload and memory issues [23]. To address this,
we propose an alternative approach that capitalizes on GPUs’ capacity for simultaneous computa-
tions by concurrently traversing tree nodes in a top-down and by-level manner. It progressively
uses the distance boundary, initially set to infinity, and selects the current best : objects to derive
the narrowed distance boundary, subsequently pruning lower-level tree nodes using Lemma 5.2.
Algorithm 5 presents the process of the metric :NN query in batch. Similar to the metric range

query algorithm, the metric :NN query algorithm initializes the intermediate result table &_'4B ,
the set of nodes #_B4C in the current search layer ;0~4A , the node capacity #2 , and the tree height
ℎ (line 1). It then invokes the  ==_& function to answer the queries (line 2). The  ==_& func-
tion first computes the query groups &_6A>D? in the same manner as Algorithm 4 (line 4). Next,
for each group of queries & ′, the function initializes the elements in the intermediate result table
& ′_A4B (line 6). After computing the distance from each child node # ′ of # to the query object
@, where {#,@} ∈ &_'4B (lines 7–11), the function sorts those distances via parallelized encoding
and sorting strategies as in Algorithm 3 (line 12). This ensures that the distances from the objects
of different nodes to the same query objects are located in contiguous segments in the temp ta-
ble )_C<? . Thereafter, the function locates the :-th maximum distance 38B_: [ 9 ] of each query
MkNNQ(@, :) via )_C<? (line 13) and filters the unnecessary nodes by Lemma 5.2 (lines 14–17).
Finally, the function decides whether to answer each MkNNQ query based on the current layer
(line 19) or search the next layer (line 20).
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Algorithm 5:Metric kNN Query

Input: a set of M:NN queries & , the GTS index
Output: the answers to the metric :NN queries

1: initialize the &_'4B , # _B4C , #2 , ;0~4A , and ℎ in the same step of Metric Range Query algorithm

2: Knn_Q(&,&_'4B, # _B4C, ;0~4A,#2 , ℎ)

3: Function Knn_Q(&, &_'4B, # _B4C, ;0~4A,#2 , ℎ)

4: compute the &_6A>D? according to & as Algo. 4 lines 9–13

5: foreach &′ ∈ &_6A>D? do

6: initialize &′_'4B to {∅}

7: foreach �8 = {#,@, :,3} ∈ &_'4B, 9 ∈ [0, #2 )in parallel do

8: # ′ ← # _;8BC [# .?>B + 9]

9: 38B ← the distance between # ′ .?8E>C and @

10: &′_'4B [8 ∗ #2 + 9] ← {#
′, @, :,38B)}

11: )_C<? ← the sorted distances in &′_'4B via parallelized encoding and sorting strategies as

Algorithm 3

12: locate the current :-th maximum distance 38B_: [8] of each query MkNNQ(@8 , :8 ) via )_C<?

13: foreach �8 = {#,@, :,3} ∈ &
′_'4B in parallel do

14: 38B ← the distance stored in &′_'4B [8]

15: if # can be pruned by Lemma 5.2 using 38B_: then

16: &′_'4B [8] ← ∅

17: # ′_B4C ← the nodes in &′_'4B

18: if ;0~4A = ℎ then output the answers to the queries in&′ by verifying the objects in the nodes of

# ′_B4C

19: else Knn_Q(&′, &′_'4B, # ′_B4C, ;0~4A + 1, #2 , ℎ)

Remark.Notably, the proposedmethodGTS holds the potential to handlemulti-column scenarios.
For instance, within the established PM-Tree framework [22], we can create a GTS index for each
column and address multi-column queries by progressively combining the results of each queried
attribute using Fagin’s algorithm [21] and pigeon-hole principle [63].

5.3 Cost Model

In the following, we present a cost model for the similarity search, including MRQ and MkNNQ.
As the queries are answered in parallel, following the GPU’s parallelized schedule, our focus here
is to estimate the cost for each single query.
We begin by analyzing the time cost of the metric range query. The proposed search process for

the metric range query follows a top-down approach, traversing log#2
= layers in the GTS index.

Thus, the time complexity of the range query is $ (
∑log

#2
=

8=1 ⌈(8
�
⌉· log2 (8 ), where #2 represents the

node capacity, (8 denotes the intermediate result size at layer 8 , and� indicates the GPU concurrent
computing power. Now, let’s evaluate the size of (8 . We start by assessing the probability that
an object cannot be pruned by the index. Objects are partitioned into different subsets by pivot
mapping at each level, and the distances between an object > and the pivots can be treated as
random variables -1, -2, · · · . According to Lemma 5.1, an object > in node # with pivot ? cannot
be pruned if |3 (>, ?) − 3 (@, ?) | ≤ A . Notably, an object cannot be excluded only if it cannot be
pruned by pivots at every level. Thus, the probability that an object cannot be pruned at level 8
can be computed as:

%A (> 8B =>C ?AD=43) = %A ( |- − . | ≤ A )
8 . (2)
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Table 2. Dataset statistics

Dataset Cardinality Dimensionality Distance Metric

Words 611, 756 1∼34 Edit distance

T-Loc 10, 000, 000 2 !2-norm

Vector 200, 000 300 Word cosine distance

DNA 1, 000, 000 108 Edit distance

Color 5, 000, 000 282 !1-norm

Table 3. Evaluation parameters

Parameter Value

Search radius r (x0.01%) 1, 2, 4, 8, 16, 32
Integer k 1, 2, 4, 8, 16, 32

Node capacity #2 10, 20, 40, 80, 160, 320
Number of queries in a batch 16, 32, 64, 128, 256, 512
distinct data proportion (%) 20, 40, 60, 80, 100

Cardinality (%) 20, 40, 60, 80, 100

Here,. denotes the distance from the query@ to the pivot ? , which follows the same distribution of
- since @ can also be regarded as a random object. Since - and . are two independent, identically
distributed random variables with variance f2, the mean and variance of (- − . ) are 0 and 2f2,
respectively. Applying Chebyschev’s inequality[15], we have

%A ( |- − . | ≤ A )
8 ≥ (1 −

2f2

A2
)8 . (3)

Based on the above analysis, we can estimate the lower bound time complexity of MRQ as

$ (
∑log#2

=

8=1 82⌈
# 8
2 (1−

2f2

A 2
)8

� ⌉ log2 #2 ), where = is the size of objects and #2 denotes the node capacity.
Recall that MkNNQ can be answered by MRQ, and its search process also follows the top-down
search manner of MRQ. Therefore, the above time complexity of MRQ also applies to MkNNQ.
Discussions.The time complexity analysis above highlights the strong correlation between search
efficiency and two key factors: the node capacity #2 and the dataset characteristics. A larger #2

can lead to a reduction in the tree height, resulting in lower overhead to search different layers.
However, it also allows fewer pivots to be used for pruning, limiting the pruning capability, as
described in Equation (3). Let’s consider the three situations as below:
(1) = ≪ �: In this scenario, the GPU computing power exceeds the dataset size, and the overhead

becomes$ (
∑log

#2
=

8=1 82 log2 #2 ), i.e.,$ ((log#2
=)3 ·log2 #2 ) = $ (

log3 =
log#2

). To optimize the efficiency, a

large #2 is preferred, as it reduces the tree height, hence lowering the overhead to search different
layers.
(2) = ≫ �: In situations with large data sizes or high query throughput, the GPU cannot handle

all the computing tasks simultaneously. The time complexity is simplified to$ (=(1− ( 2f
2

A 2
))log#2

=

log2 =). Here, a smaller #2 results in higher efficiency.
(3) $ (=) = $ (�): The search cost becomes complex and cannot be analyzed directly. However,

considering that a few pivots can significantly reduce unnecessary distance computations [18, 43],
it is suggested to use a relatively small number of pivots (hence, lower tree height) to strike a bal-
ance between the GPU parallelism and objects pruning capability, achieving high search efficiency.

6 EXPERIMENTS

In this section, we conduct empirical experiments to evaluate the performance of our proposed
GPU-based tree index GTS, including the construction and update costs, the similarity search per-
formance, and the scalability.
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Table 4. Index construction cost of different methods

Method
Words T-Loc Vector DNA Color

Time Storage Time Storage Time Storage Time Storage Time Storage
(s) (MB) (s) (MB) (s) (MB) (s) (MB) (s) (MB)

BST 12.96 2.34 5.76 38.15 1.24 0.77 635.29 3.82 4.33 3.82

EGNAT 89.63 430 / / 141.87 474.99 3447.89 637 676.01 2137.72

MVPT 0.41 2.52 10.17 38.099 12.17 0.76 33.02 3.85 35.81 3.81

GPU-Tree 3.94 6.2 87.44 105.06 1.21 2.09 28.7 10.14 6.34 10.5

LBPG-Tree / / 0.073 40.14 / / / / 0.32 146.37

GANNS / / / / 2.35 48.82 / / 10.28 244.14

GTS 0.11 2.63 1.1 41.1 0.2 1.05 2.47 4.11 0.54 4.1

Table 5. Update time of GTS under different cache table size

Dataset 0.01KB 0.1KB 1KB 5KB 10KB

Words [2] 0.01729s 0.01403s 0.01368s 0.01389s 0.01401s

T-Loc [24] 0.06865s 0.02144s 0.01667s 0.01561s 0.01559s

Vector [7] 0.02773s 0.01948s 0.01862s 0.01852s 0.01876s

DNA [3] 0.46009s 0.35260s 0.33381s 0.31736s 0.31738s

Color [8] 0.06106s 0.03200s 0.02992s 0.02251s 0.02254s

6.1 Experimental Se�ings

Datasets. We use five real-life datasets in our study: (i) Words [2] that contains proper nouns,
acronyms, and compound words sourced from the Moby project, using edit distance to measure
the similarity between words; (ii) T-Loc [24] that contains geographical locations of 10" Twitter-
users, where the !2-norm distance is employed as the distance metric; (iii) Vector [7] that includes
200K word embeddings of dimension 300 trained on the Spanish Billion Words Corpus, where the
word cosine distance [1] is the distance metric; (iv) DNA [3] that consists of 1 million DNA data,
where the edit distance is employed as the distance metric; and (v) Color [8] that contains image
features extracted from Frickr, where the !1-norm distance is employed to measure the similarity
between features. Table 2 summarizes all the applied datasets.
Baselines. To evaluate our proposed indexGTS, we first conducted a comparison against: (i) three
most efficient CPU-based main-memory approaches for similarity search [17], including BST [32],
EGNAT [44, 48], andMVPT [9, 10]; (ii) two GPU-based baselines for general metric spaces, includ-
ing the GPU-Table that computes the distances between query and all the objects to answer MRQ
and leverage Dr. Top-k algorithm [23] to answer MkNNQ, and the GPU-Tree that implements the
SOTA GPU-based tree index G-PICS [38] strategy for general similarity search on single GPU
by constructing multiple MVP-Trees; and (iii) two SOTA GPU-based special-purpose solutions,
including LBPG-Tree [36] that constructs R-Trees on GPU for similarity search and GPU-based
graph method GANNS [58] for vector kNN search.
Remark.Due to LBPG-Tree supports similarity search only on vector data with !? -norm distance
on T-Loc and Color, andGANNS is designed for vector similarity search on T-Loc, Vector, and Color,
this paper reports only the available results of these two special-purpose baselines.
Configuration. All experiments were conducted on an Ubuntu server equipped with an Intel
Core i9-10900X CPU, 128G of host memory, and an Nvidia Geforce RTX 2080 Ti GPU with 11G of
device memory. The source code, data, and/or other artifacts have been made available [5].
Parameters and Performance Metrics. In this study, we evaluate the performance of our pro-
posed method GTS and its competitors, by exploring the impact of several key parameters. Specif-
ically, we vary the search radius A for MRQ, the : for MkNNQ, the node capacity that controls
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Fig. 6. Effect of the node capacity #2

the number of child nodes each tree node has, the number of queries in a batch, distinct data pro-
portion, and the cardinality (i.e., the percentage relative to the entire dataset). Table 3 details the
settings of key parameters, with default values shown in bold. In terms of cardinality, the default
size of Color dataset is set to 20% to ensure baseline methods are executable within the limited
GPU memory, while the default value is 100% for other datasets. To validate the efficiency and
effectiveness of GTS, we measure several metrics, including index construction cost, update time,
and throughput. Each measurement is based on the average performance across 100 randomly
generated queries.

6.2 Construction and Update Performance

Firstly, we conduct a comparative analysis of the construction cost of GTS against state-of-the-art
competitors. Notably, GPU-Table directly constructs one-time distance tables for online queries,
eliminating index construction cost. However, EGNAT andGANNS encounter memory issues dur-
ing the index construction for the T-Loc dataset, leading to unreported results in this regard. The
results, presented in Table 4, clearly highlight the significantly low construction costs of GTS. No-
tably,GTS completes index construction in less than 3 seconds for each dataset, achieving 1.5∼10×
lower construction time cost compared to other general methods across all datasets. This advan-
tage is attributed to the efficient utilization of continuous memory allocation for the pivot-based
tree index, maximizing the usage of computing resources. Additionally, in datasets Color and Vec-
tor that exhibit similar distance computational complexity, the space overhead of GTS index on
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(d) MRQ and DNA
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(g) MkNNQ on T-Loc

1 2 4 8 16 32
101

102

103

104

105

106

th
r
o

u
g

h
p

u
t

(q
u

e
r
ie

s/
m

in
)

k

(h) MkNNQ on Vector
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Fig. 7. Effect of A and :

Color is almost 4× that of Vector, due to the fivefold difference in data volume. However, the time
cost of GTS index on Color is only 2.7× that of Vector. This indicates that the parallel computing
capability of GPUs on Vector exceeds the dataset size, resulting in time complexity overhead lower
than $ (=). This aligns with the analysis of the proposed construction cost model. Furthermore,
compared with special-purpose solutions, we observe that: (i) LBPG-Tree exhibits a lower con-
struction cost, while GTS supports more datasets with various distance metrics; and (ii) compared
to GANNS, GTS exceeds in constructing a 40 × smaller index within more than 10× faster speed,
and supports larger datasets, such as T-Loc.
Next, we investigate the impact of the cache table size on update operations. To evaluate the

effect of update operations, we perform 5000 updates. Each update operation involves randomly
removing an object from GTS, subsequently reinserting it, and performing a random similarity
range query. Notably, the index is efficiently rebuilt once the number of objects stored in the cache
table exceeds its size limit. The results in Table 5 demonstrate that GTS supports efficient stream-
ing object updates. Notably, the update efficiency of GTS exhibits an interesting trend, initially
decreasing and then increasing concerning the cache table size, which can be attributed to the
trade-off between update efficiency and search efficiency. Specifically, a larger cache table size im-
plies less available space for concurrent similarity search, leading to a higher search cost as fewer
queries can be searched simultaneously. To strike a balance between update efficiency and search
efficiency, we recommend setting the cache table size to be around 5KB. In real applications, the
cache size could be flexibly adjusted based on our proposed index updating cost model to meet
users’ requirements.
We also compare the time cost of streaming data updates and batch data updates. For the for-

mer, we simulate the process of randomly removing an object and then reinserting it. For the
latter, we remove 10% of the objects from the dataset randomly and then insert them back. The
results, presented in Fig. 5, reveal that CPU-based methods exhibit higher efficiency in handling

Proc. ACM Manag. Data, Vol. xx, No. xx, Article xx. Publication date: August 2024.



xx:22 Yifan Zhu, et al.

1 2 4 6 8 10
0

1

2

3

4

th
ro

u
g

h
p

u
t

(1
0

5
 q

u
er

ie
s/

m
in

)

GPU memory (GB)

 MRQ

 MkNNQ

(a) T-Loc

2 4 6 8 10
0

2

4

6

th
r
o

u
g

h
p

u
t

(1
0

4
 q

u
e
r
ie

s/
m

in
)

GPU memory (GB)

 MRQ

 MkNNQ

(b) Color

Fig. 8. Effect of the GPU memory

streaming data updates, while GPU-based methods demonstrate higher efficiency in managing
batch updates for large and complex data. Notably, GTS showcases remarkable performance for
streaming data updates compared to other GPU-basedmethods, including LBPG-Tree andGANNS.
These alternatives necessitate a complete rebuild from scratch for any data updates. Additionally,
GPU-Tree, leveraging single GPU cores for complex tree structure updating, faces an efficiency
bottleneck. Moreover, GTS emerges as the optimal solution for managing dynamic data updates
on DNA. These findings imply that GTS is particularly well-suited for handling diverse cancer
omics data with a large volume.

6.3 Similarity Search Performance

We proceed to explore the similarity search performances of GTS and its competitors by varying
three parameters: the tuning parameter node capacity, the search radius A forMRQ, and the desired
number : for MkNNQ.
Effect of Node Capacity #2 . Fig. 6 shows the GTS’s performance of MRQ and MkNNQ under
various node capacities #2 . Generally, the query efficiency exhibits alternatively increasing and
decreasing patterns. A small #2 requires visiting more tree layers, reducing the level of computing
concurrency. On the other hand, a small #2 also utilizes more pivots for object pruning, thereby
avoiding a higher volume of unnecessary distance computations. Consequently, search perfor-
mance depends on the trade-off between parallelism and pruning efficiency, while our evaluation
validates that a small #2 can strike a balance and showcase high search performance, which is
consistent with our analysis based on the proposed cost model presented in Section 5.3. Therefore,
we set the node capacity to 20 for higher search efficiency.
Effects of A and :. In Fig. 7, we present the performance of MRQ and MkNNQ for different al-
gorithms on five real datasets, varying the search radius A and the integer : . Our proposed GPU-
based tree index GTS demonstrates superior efficiency, outperforming all baseline methods for
general metric space across all datasets. This demonstrates the effectiveness and efficiency of our
concurrent similarity search algorithms. Notably, GTS achieves up to two orders of magnitude
higher throughput performance compared to CPU-based methods and supports up to 20x larger
throughput than GPU-based general methods. This significant speedup can be attributed to two
main factors. First, the proposed tree-based index stored in a continuous table reduces unnecessary
distance computations while harnessing the superior computing power of the GPU, resulting in a
faster query process. Second, GTS can simultaneously answer multiple queries using a two-stage
concurrent similarity search, effectively managing the memory cost for concurrent queries to op-
timize GPU computing resources. As a result, GTS dramatically improves the similarity search
performance.
Compared with special-purpose solutions, we find that: (i) GTS achieves higher efficiency on

all the datasets than LBPG-Tree, due to the better usage of GPU computing power; and (ii) though
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Fig. 9. MRQ performance vs. the number of queries
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Fig. 10. Effect of identical objects

GANNS outperforms GTS in MkNNQ efficiency measured in the order of milliseconds, GTS sup-
ports a broader range of datasets and offers efficient MRQ capabilities. This suggests that GTS has
wider applicability and can be utilized in various scenarios.

6.4 Scalability Analysis

Finally, we access the scalability of GTS by varying the GPU memory, the number of queries in a
batch, the percentage of distinct objects, and dataset cardinality.
Effect of GPU memory. In Fig. 8, we present the results for MkNNQ and MRQ when varying
the GPU memory size. Due to the dataset size of Color is 1.1G, the results of Color using 1G GPU
memory is not reported. As observed, the throughput generally increases whenmoreGPUmemory
becomes available. Notably, the throughput remains unchanged with the increasing GPU memory
on Color. The reason behind this is that GPU computing resources are fully utilized, while only a
small part of memory is sufficient for all the computing tasks, making the impact of GPU memory
limited under such conditions.
Effect of the Concurrency. To demonstrate the effectiveness of our proposed similarity batch
search strategy, we compare the MkNNQ performance of GTS with its competitors while varying
the number of queries in a batch in Fig. 9. Firstly, we observe that GPU-Tree faces the memory
deadlock problem on Color for 512 queries in a batch, justifying our analysis in Section 1. Besides,
with the increasing number of queries, the throughput of all GPU-based methods rises as more
similarity measurements can be computed in parallel. In contrast, CPU-based methods remain
unaffected by the number of queries. Remarkably, GTS consistently outperforms other methods,
demonstrating its superior ability to support concurrent similarity search.

Effect of identical objects. To investigate the influence of identical objects on the efficiency of
similarity search, we conduct experiments with varying proportions of distinct data on the T-Loc
and Color datasets. The findings presented in Fig. 10 illustrate that the search performance of
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Fig. 11. MkNNQ performance consumption vs. Cardinality

the proposed GTS remains unaffected by the presence of identical objects, thereby validating the
effectiveness of our approach.

Effect of Dataset Cardinality. We vary the cardinality of all datasets from 20% to 100% and
present the MkNNQ results in Fig. 11. As observed, the throughput decreases with the dataset
size. Notably, the increasing dataset size poses a memory issue for EGNAt on T-Loc and Color,
due to the large storage size for storing pre-computed distances. Meanwhile, some GPU-based
methods, including GPU-Tree and GANNS, also face memory issue on Color. This is attributed to
their utilization of GPU-cores for various queries, demanding a significant amount of memory to
store intermediate results. Meanwhile, due to LBPG-Tree facing the dimension curse, it also runs
out of memory on Color with a cardinality of 80%. Conversely,GTS scales well with the increasing
dataset size. This is because of our proposal to dynamically group the intermediate results of each
query according to the available memory. We then process each group sequentially to obtain real
results, with the queries in each group computed in parallel, circumventing memory deadlocks.
Thus, GTS scales effectively with increasing data sizes.

Remark. Throughout the entire experiment, GTS consistently outperforms general methods, and
stands out as the optimal solution for Words, T-loc, and DNA. Based on these results, we can con-
clude that our GPU-based tree index GTS holds the promise for efficiently managing dynamic data
of various types with flexible metrics. It proves to be a pivotal solution for enhancing the scalability
of vector databases and offering cost-effective updates.

7 CONCLUSIONS

In this paper, we proposeGTS, a highly efficient GPU-based tree index for similarity search.GTS in-
corporates a pivot-based tree index for object management, stored in a continuous node list, along
with a cache table to support streaming data updates and batch updates for dynamic scenarios.
In addition, we introduce efficient two-stage search methods that support concurrent similarity
search with high query throughput. To strike a balance between the pruning capability and the
parallel computing efficiency, we develop a cost-based optimization model. Extensive experiments
demonstrate that our GTS outperforms state-of-the-art CPU-based and GPU-based methods, of-
fering more efficient concurrent similarity search and scaling well with data size. These results
highlight the superior efficiency and scalability of GTS, making it a promising solution for vari-
ous real-life applications. Moving forward, we plan to explore approximate similarity search with
learned index based on GPU architecture to further enhance efficiency.
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